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Abstract

Working with Application Programming Interfaces (APIs) has become an important part
of a software developer’s everyday work. Developers (hereafter called "API consumers")
heavily rely on API documentation and its different components. Previous work has
shown that usage scenarios and examples are key resources to learn and use APIs. While
there is a substantial body of knowledge regarding API documentation, only a fraction
of it is specifically dedicated to usage scenarios and examples. This body of knowledge
lacks research regarding the individual contribution of these parts of the documentation.
In particular, there is a need for studies observing the effects of certain resources on de-
veloper Experience (devX). Further, the challenges in this field are mostly studied from a
developer’s perspective. These previous studies create a one-sided view on the problem
and leave out the needs of API providers who create the documentation in the first place.

This master’s thesis aims to fill this research gap by providing a holistic view including
API provider and consumer. We carry out interviews with IT professionals at a large
multinational software vendor and elicit knowledge types to include in the documenta-
tion. Further, we create API documentation optimized for developer experience based
on features from previous research and our interviews. We evaluate this artifact with
two groups of software developers who we oppose with the same tasks but different
API documentation to study the impact of our optimizations. We observe developer
behavior and interview participants to make grounded implications about the effects on
the developer experience.

Our findings reveal that improvements to usage scenarios and examples of API docu-
mentation show significant positive effects on performance, task success, and perceived
usability. Based on our quantitative and qualitative analysis, we give recommendations
concerning features in API documentation that seemingly yield improvements to the
developer experience. Our results uncover that simply presenting examples does not
unfold their full potential. The critical characteristics highly valued by API consumers
are the complexity, coverage, or references to other resources. Further, the results indi-
cate that the impact of improvements to API documentation highly depend on the API
itself.
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1. Introduction

This chapter explains why API usage scenarios and examples are an important research
area and how our contributions to the field are characterized. Section 1.2 contains the
research questions answered by this thesis and explain how they relate to the topic.
Lastly, we outline our research approach and the structure of this thesis.

1.1. Motivation

Application Programming Interfaces (APIs) are central to many modern software archi-
tectures [32]. They provide high-level abstractions that facilitate programming, support
the design of distributed software applications and the reuse of code [38]. The impor-
tance of APIs increased when businesses started to offer their products and services over
the internet [2]. New software is rarely developed from scratch. Common functionality
from existing APIs is used and adapted to the developer’s needs. This applies to web
APIs such as Google Maps but also Software Development Kit (SDK) APIs like .NET.
Therefore, software developers (also called "API consumers") constantly learn and use
an unknown API [38]. Usually, the API is published together with documentation
containing reference information, examples, tutorials, and other resources created by
an API provider. The API documentation serves as the main learning resource for
developers and at the same time poses the biggest obstacles and usability issues [24,
39]. Usage examples were mentioned frequently as a major learning obstacle found by
[39]. A usage example of an API can be as simple as a code snippet showing how to use
the API. Moreover, examples are an important part of usage scenarios or tutorials that
demonstrate how a more complex functionality is implemented. Since API documenta-
tion serves as the main communication medium between API provider and consumer,
the challenges are not restricted to one side. The API providers have little knowledge
of how their API and documentation is perceived and used [49]. This results in poor
usability on the API consumer side. In this sense, "usability" also includes learnability,
efficiency, or usefulness of the API documentation. This holistic view is referred to as
"developer experience" (devX) and is an important design goal for API documentation
[32].

Even though previous studies revealed that the problems with API documentation
are present on the API provider and consumer side, most of the qualitative research is
solely focused on API consumers [38, 39, 24, 31, 46]. While researching developers yields
essential insights into the needs and potential improvements, it fails to create a holistic
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1. Introduction

view of the problem. The API provider side includes not only software developers
but also software architects and product owners which might be sources of valuable
knowledge for API documentation. There is a substantial body of knowledge about API
documentation as a whole without a particular focus on individual resources [39, 46].
The results of these studies are difficult to apply practically because they often give gen-
eral recommendations concerned with all parts of the documentation. Therefore, more
research has been conducted focusing on individual resources within the documentation
such as examples and tutorials. However, previous research rather investigated the
effect of usage examples in general, instead of investigating devX as a whole. There
is a broad consensus that usage scenarios and examples are impactful resources, but
there is a substantial lack of the fine-grained contribution of different characteristics
[28]. Finally, recent studies explicitly call for research regarding observable benefits from
"optimized API documentation" [29]. The resulting observations might help to identify
what information improved the devX. Studies show that there is an observable effect if
the API documentation contains examples [42, 53]. However, existing research does not
compare API documentation where optimizations are fine-grained enough to give ev-
idence about the cause. This would more likely satisfy the research gap identified by [28].

This master’s thesis fills this gap by conducting interviews including API providers
and consumers, revealing effects on devX of optimized API documentation and analyz-
ing the fine-grained contribution of usage scenarios and examples. With semi-structured
interviews at a multinational software vendor, we enrich existing findings on usage
scenarios and examples with additional empirical evidence. Also, this study contributes
with a more holistic perspective by interviewing IT professionals in different roles as
well. Further, we build an exemplary API documentation containing optimizations of
usage scenarios and examples. Our improvements are based on existing knowledge
from relevant literature and include the most promising findings from our interviews.
Finally, we conduct a case study with professional software developers to study the
effects of our optimizations in a natural setting in practice. As part of this study, we
aim to trace the observed effects of our improvements by collecting metrics, observing
and interviewing the IT professionals. With this, we show which aspects of devX get
affected by the improved documentation. Our most significant findings are presented as
concrete recommendations.

1.2. Research Questions & Objectives

This thesis aims to research the devX in API documentation holistically and especially
build artifacts based on findings combined with relevant literature. In this section, we
formulate three research questions and explain their respective goals.

2



1.3. Research Approach

RQ1: What are the approaches and concepts to create and publish usage scenarios
and examples?

The first research question aims to analyze the state-of-the-art in API usage scenarios and
examples. To embed our work in the existing knowledge base and to utilize previous
findings, a thorough literature review is necessary. We use the insights from answering
this question to clarify our contribution to the field and focus our study on gaps in the
literature. As part of this thesis we evaluate the concepts which are not yet exhaustively
covered in previous work and reoccur in our study. The knowledge about previous
research also helps us prevent a re-evaluation of thoroughly studied findings which
might be redundant and less valuable for the field.

RQ 2: What are the knowledge types that must be included in usage scenarios and
examples?

In addition to findings from previous research, we aim to contribute empirical evidence
by conducting interviews at a large multinational software vendor. We organize 14 semi-
structured interviews with IT professionals embodying different roles. The interview
data is intended to provide further empirical evidence for the knowledge base and
propose potentially useful characteristics. We inspect the interviews for knowledge
which is valuable for API providers who want to optimize their usage scenarios and
examples. Furthermore, our findings are compared to previous literature to show
whether we can confirm existing findings or propose new potential improvements. Our
answer to this research question is based on the qualitative data from interviews and
previous research.

RQ 3: How can usage scenarios and examples be leveraged to improve the
developer experience for API consumers?

Even though participants mention requirements in interviews, there is no evidence that
we can practically apply every finding and thus improve devX. Since devX includes
more aspects than just the perceived usability or learnability, we conduct a case study to
observe API consumers in a natural setting to get practical insights. Again, we select
professional developers at a software company and confront them with real tasks to be
solved using an unknown API. The deeper understanding resulting from this case study
is used to formulate recommendations based on multiple data sources with a proven
effect on devX.

1.3. Research Approach

In this thesis, we follow a design science research (DSR) approach as proposed by
Hevner et al. [12, 11] and Peffers et al. [36]. The DSR paradigm is centered around the
design and evaluation of artifacts combining theoretical foundations in a knowledge

3



1. Introduction

base with business needs from an environment including a defined problem. The
embodiment of design science in our study uses the three cycle view introduced in [11].
We ensure scientific rigor by grounding this thesis in existing theories, the relevance
originates from our research conducted with a software company, and finally, we design
and evaluate API documentation based on findings from literature and environment.
Figure 1.1 provides an overview of the research design.
In Chapter 2 & 3, we conduct a structured literature review to get an overview of
the knowledge base relevant to our thesis. Semi-structured interviews proved to be a
valuable method to get a deep understanding of the matter with the possibility to dive
deeper into promising topics. As part of the DSR, it is necessary to include relevant
knowledge in the design phase. The outcome of this part is a concept matrix presented
in Chapter 4. Hereby, we answer our RQ1 which asks for the approaches existing in
literature.
In Chapter 4, we carry out semi-structured interviews with IT professionals from a
large software vendor. Since we study a practically relevant problem, we aim to create
findings originating from the field. We analyze the interviews thoroughly by applying a
taxonomy for knowledge in API documentation presented by [25]. The resulting artifact
is a set of knowledge types containing patterns observed across multiple interviews. This
answers RQ2 in the sense that it provides further evidence for other studies’ findings
about knowledge in API documentation.
In Chapter 5, this thesis presents the two API documentation developed for our study in
collaboration with API providers. One documentation contains only essential features
necessary to learn and use an API productively. The other one is optimized for an
improved developer experience based on our insights from interviews and the literature.
The artifacts serve as a proof-of-concept for our identified features and also enable us to
conduct further studies to investigate the difference in devX they make.
Chapter 6 presents an embedded single-case study with software developers to answer
RQ 3. A case study is a well-suited research method since it allows us to investigate
contemporary phenomenons in their natural setting with only little control over the
participant’s behavior [52]. In our situation, we confront developers with an unknown
API and programming tasks of varying difficulty. This study aims to observe, measure,
and understand the actual effects on the devX caused by our optimizations. We collect
quantitative and qualitative data to have multiple sources of evidence for our inferences.
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1.3. Research Approach

Figure 1.1.: Mapping the research approach to the main questions and chapters.
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2. Foundations

This chapter describes the theoretical foundations of this thesis. We aim to explain
studies relevant to our domain and build a common understanding of the terminology
and concepts we use. First, we explain fundamentals about API documentation and put
special focus on some particularly relevant aspects such as knowledge types. Next, we
outline some of the theories around API usability. The last section concerns the concepts
of user and developer experience.

2.1. API Documentation

API documentation comprises different resources designed to facilitate the learning and
use of the API [29]. This section gives a general overview of the fundamentals in API
documentation. Further, we put a focus on API usage scenarios and examples. Lastly,
the theory behind API knowledge types is presented.

Fundamentals

Following, we explain important terminology concerning API documentation. We
present the groups of stakeholders, the common documentation structure, and provide
basic lifecycle information.

Stakeholders

There are mainly two groups that are important in the context of API documentation.
The API providers are responsible for the API in general. In the API value chain, they
are described as a group or individuals who create the API and related deliverables.
The API providers do not only comprise technical professionals but also roles beyond
software development such as business analysts. The API consumers or API users are
usually software developers who use the API to generate new value. This might be done
by creating an app that makes use of the offered API [6]. The actors in the value chain
are illustrated in Figure 2.1. The figure shows how API providers use an API to deliver
a business asset to API consumers and ultimately to customers [6]. Some studies use
the term "API developers" to describe one of the two stakeholders. In a substantial part
of the literature, this term stands for the API consumers [25, 29, 28]. Many other studies
use "API developer" interchangeably with "API provider" which is contradicting [41, 34,
45]. For these reasons, we do not adopt this description but rather use API consumer
and provider as explained.
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2. Foundations

Figure 2.1.: API providers and consumers in the API value chain (adopted from [6]).

Another important role in the context of API documentation is the technical writer.
Software developers write deeply technical documentation. The technical writers create
the parts of the documentation which help in actually completing tasks and solving
specific problems [26]. For example, this includes the explanation of concepts, tutorials,
or conventions. The technical writer is usually part of the API provider team but does
not have any code-related tasks [26].

Structure

There is no golden rule on how to design API documentation but some practices can be
found in almost any software. Most documentation contains a reference and conceptual
part. The API reference contains information for each API element and specifically
informs API consumers about methods, types, and expected parameters [25]. The
information in the reference documentation is mostly intended to explain the communi-
cation with the API in software development terms. The reference documentation is a
necessary part of the API documentation since it enables developers to solve most of
the technical questions [18]. In contrast, the conceptual topics in the documentation
are more concerned with "guiding the user" and help with the usage that goes beyond
single API requests [18]. Common conceptual topics are the following sections [18, 47]:

• Getting started

• Samples and Tutorials

• Authentication and Authorization

• Status and Error Code

• Glossary

• Best Practices

Each topic gives a high-level view of the API by including additional knowledge
besides the mere technical specification. For example, code samples and tutorials
explain not only the "how" but also "why" of used API elements. This helps API
consumers to build a practically relevant knowledge that can easily be transferred to
their implementation [18, 25].

8



2.1. API Documentation

Figure 2.2.: Two approaches exist to develop an API and its specification or documenta-
tion (adopted from [48]).

Lifecycle

In practice, two ways mostly dominate the ways of developing an API and related
deliverables like specification and documentation. As depicted in Figure 2.2, one
approach is called "Code First" where the implementation precedes the documentation.
In this variant, the software developers can start very early with the creation of a
functional API. Once there is a working version of the API, additional artifacts like the
specification or documentation are developed. This results in a short time-to-market for
the API but at the cost of good quality [48]. An alternative approach is "API First" or
"Design First", where the documentation and structure of the API are created before the
actual implementation. Hence, the developers only implement the minimal required
code to satisfy the specification. The APIs developed in this approach often have a high
quality and provide a great devX because of a sophisticated documentation [48]. Both
ideas deliver the same artifacts. However, there are significant differences in devX and
quality. For an enhanced devX, the API first is increasingly adopted [10].

API Usage Scenarios and Examples

Multiple studies have consistently shown that API usage scenarios and examples are
among the most important parts of an API documentation [38, 46, 28]. However, there is
no consensus regarding definitions or relations to other resources. In this section we
introduce our notion of usage scenarios and examples together with the literature we
used as a foundation.

9



2. Foundations

What are API Usage Scenarios?

The expression "API usage scenarios" generally refer to a sequence of API requests. This
sequence is recommended, required, or common to implement a specific functionality
[17]. Further, usage scenarios are described as a complex sequence of calls which reflect
patterns intended by providers [39]. Exemplary usage scenarios for an API can serve as
the entry point for API consumers. As a central component of any API documentation,
usage scenarios can help understand the purpose and context of an API and their
manual construction requires good knowledge of the domain and API itself [27].
In literature and practice, usage scenarios are presented using formal specification
languages like UML or as a sequence of examples in the form of a tutorial [31, 17].

What is the difference to use cases and tutorials?

An API use case is defined as an informal description of what problems can be solved
using the API. Usage scenarios provide an executable, formal specification of how a
problem can be solved by concretely applying the functions of the API [14].
Most of the key literature in the field uses the terms "tutorial" and "usage scenario"
interchangeably [33, 29]. A tutorial is defined as a sequence of examples that implements
a non-trivial functionality [39]. This notion of tutorial is close to our definition from
the previous paragraph. We adopt this conventionality and use tutorial in the sense of
usage scenarios.

What is the relationship between API usage scenarios and test cases or (code)
examples?

API test cases and usage scenarios are closely related in this thesis. In our context,
test cases serve as API usage examples which is consistent with most of the literature
[14, 37]. In contrast to usage scenarios, test cases only cover standard calls to the API.
Since usage scenarios cover multiple calls, they can be seen as a concatenation of usage
examples [33]. Instead of clearly separating test cases from usage scenarios, we rather
regard them as a foundation.

The notion of API usage scenarios in this thesis is in line with the literature. We use the
term to describe a complex sequence of API calls to implement a certain functionality
within a domain. Usage scenarios differ from use cases in the sense that they are
executable and are described formally. They also go beyond mere test cases since usage
scenarios include complex interactions.

API Knowledge Types

The knowledge contained in API documentation ranges from general overviews of
concepts over technical details about features up to ancillary knowledge to understand
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an API [25]. A knowledge type describes a "pattern of knowledge" in API documenta-
tion. The categorization of this knowledge into comprehensive categories (also called
"taxonomy") provides a valuable foundation for discussions around documentation
improvement. Maalej & Robillard (2013) conducted the first empirical study to create
a knowledge type taxonomy for API documentation [25]. Figure 2.3 depicts all 12
categories of the taxonomy. We briefly present the types of knowledge and the empirical
findings based on over 5000 analyzed API documentation samples.

Figure 2.3.: Taxonomy for knowledge types in API documentation [25].

The prevalent knowledge in API documentation concerns API Functionality and
Structure. These two types often occur together to draw a picture of what the API can
do and where to find the features. This information is the baseline for implementations
based on an API [25]. Less common types of knowledge are Concepts and Purpose.
The Concepts refer to terminology and details about the domain and design of the API
while Purpose knowledge aims to answer the "why" questions of API consumers. Both
are necessary to get background information about the API but are rarely provided.
The creation of the taxonomy also revealed that a substantial part of the documentation
contains "non-information" knowledge, i.e., uninformative boilerplate text [25]. The
taxonomy acts as a vocabulary for communication about API documentation. For
example, the intuitive definition of "Pattern" does not match the meaning for API
documentation. Here, "Pattern" stands for the implementation of certain scenarios. In
our work, we use "Usage Scenarios" as a replacement for the "Pattern" knowledge type.

2.2. API Usability

The field of API usability focuses primarily on software developers whereas "classical"
usability rather refers to end users [27]. The research in this field has identified quality
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attributes and obstacles which especially apply to API consumers. Stylos (2009) presents
a set of quality attributes for API usability and connects them to API stakeholders [44].
The API consumers are most affected by the API usability attributes which we depict in
2.4.

Figure 2.4.: Quality attributes of APIs affecting API consumers (adopted from [44] p.8).

For the following attributes, the trivial definition is sufficient in our context: learn-
ability, productivity, simplicity, consistency. The error-prevention attributes refers to
how well the API itself prevents errors [44]. For example, if the user is about to use an
API element in a wrong way, the API should prevent that or indicate it at least. The
attribute "matching mental models" stands for the ability of an API to work as intended
by API consumers [44]. The consumer implicitly builds a mental model of how the API
is structured and used. This model is often confirmed or corrected by interaction with
the API.

Efficient learning is hampered by obstacles in different parts of the API. A survey
with professional software developers revealed that the API learning obstacles mainly
divide into the following resources [38]:

• Resources: inadequate or absent resources (documentation, examples, tutorials)

• Structure: design or structure of API

• Background: related to API consumer’s prior experiences

• Technical environment: technical characteristics of API (hardware, infrastructure,
dependencies)

• Process: related to the process of working with APIs (time pressure, interruptions)

In Robillard’s (2009) study around 38% of respondents mentioned "Resources" as the
main learning obstacle especially referring to the API documentation [38]. And within
this category, the usage examples were mentioned as the most frequent issue. Further
studies confirmed the severe obstacles in API documentation and especially focused
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on these issues in interviews. This research resulted in recommendations addressing
common challenges [39]:

• Documentation should support where correct usage is not self-evident.

• Examples involving more than one call will be more helpful than single-call
examples.

• Examples should demonstrate "best practices" for using an API.

• Mapping scenarios to API elements is particularly helpful ("bridge documenta-
tion")

• Explicit statements on performance, error-handling, or side effects are potentially
useful for learning an API.

• Boilerplate documentation wastes developer’s time and never answers questions
("non-information").

• Developers might look for point of entries. Fragmented documentation can be
overwhelming.

The recommendations present the first concrete advice for mitigating the impact of
API learning obstacles. Following studies have investigated the documentation issues
from a different perspective, for example by asking about the content and presentation
[46]. According to a survey with IBM software professionals, the problems caused by
the documentation content are more frequent and serious than those coming from the
presentation of content. More precisely, ambiguous and incomplete content was found
to be a major obstacle for API consumers.

2.3. Developer Experience

"Developer experience" (devX) is an idea influenced by the "user experience" concept
(UX) to better understand, analyze, and design environment for software developers [7].
A common assumption in the literature is that an improved devX has a positive impact
on software development project success.
The UX covers "a person’s perceptions and responses that result from the use or antici-
pated use of a product, system, or service" [16]. The definition of UX is still evolving
but the important part of it is the notion of experience. "Experience" is defined as the
encounter with a system with a defined begin and end. The verb "experience" stands for
the perceptions and interpretations of an individual during an experience [7]. Thus, the
UX definition encompasses various aspects of a system such as the usability, value, or
accessibility. Moorville & Sullenger summarized the most important UX aspects in the
"UX Honeycomb" depicted in Figure 2.5 [30].
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Figure 2.5.: The "UX Honeycomb" depicts the seven aspects of UX [30].

This definition heavily influences the understanding of devX. In "Developer Ex-
perience", a "developer" is a person actively engaged in software development and
"experience" refers to involvement, not to be confused with "being experienced" [7]. As
the perception of UX shifted from user interface design to the whole experience, more
aspects got involved in the research. In devX the aspect of the mind and its capabilities
became a topic of interest [7]. Fagerholm & Munch (2012) formulated a definition of
devX under consideration of the psychological notion of the mind. This resulted in a
conceptual framework of devX depicted in Figure 2.6.
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Figure 2.6.: The conceptual framework of devX includes all aspects of cognitive experi-
ence [7].
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3. Related Work

This chapter presents and summarizes key publications closely related to our work.
First, we cover research around problems and knowledge needs of developers in using
API documentation. Second, similar papers focusing on enriching documentation with
examples are explained.

Problems and Knowledge Needs in API Documentation

Studying the problems with documentation and the needs of stakeholders was investi-
gated in multiple studies. This research area is relevant to this thesis because we aim
to use knowledge about API consumers and providers as a foundation for the API
documentation.
Nykaza et al. (2002) [35] performed one of the first studies to assess the documentation
needs using surveys and interviews with software developers. This study identified
that code samples, background knowledge, and an overview are important elements of
API documentation. They further revealed that pragmatic documentation resources are
perceived as very useful since "no one reads a manual" [35]. This is related to this thesis
since we also perform developer interviews on API documentation.
To gain deeper insights into the information needs, Ko et al. (2007) [20] observed the
activities of professional developers while they solved engineering tasks. The authors
found that the different categories of tasks such as writing code or reproducing failures
can only be performed well if certain questions are answered. Many knowledge needs
were found to be unsatisfied which led to the deferral of tasks. Further, this study
shows in detail how problems with matching software to scenarios obstructs developer
productivity.
A comprehensive study of learning problems with APIs was conducted by Robillard
(2009) [38]. Using a survey among Microsoft software developers, the author found
five categories of API learning obstacles mostly related to API documentation. Some
of the frequently mentioned issues were insufficient examples, missing documentation
resources, or inadequate presentation. This paper indicated strongly that API docu-
mentation is the biggest obstacle in working with APIs. The paper also yielded an
understanding of examples in the API documentation. While examples were perceived
as one of the most important resources, it was also the reason for many learning obsta-
cles. Robillard’s findings indicated that the use of examples in the API documentation
is also connected to other aspects e.g. conceptual knowledge.
Following up on Robillard’s (2009) study, Robillard & DeLine(2011) [39] confirm the
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findings on learning obstacles with a survey and interviews with over 400 software
developers. Again, the most important issues were related to API documentation and
the different resources in it. The authors propose five factors to consider in the API
documentation: intent, code examples, matching APIs and usage scenarios, format, and
penetrability of the API. The findings from this paper serve as a comparison baseline for
challenges and obstacles found in our work.
The work of Uddin & Robillard (2015) [46] focuses on the reasons behind problems with
APIs from a software developer perspective. The IBM survey with over 300 participants
revealed that more problems in the documentation are concerned with the content rather
than presentation. This is relevant as we also explicitly interview stakeholders about
problems with documentation. It turns out that API consumers care the most about
unambiguous, high-quality content.
Most recently, Meng et al. (2018) [29] and Meng et al. (2019) [28] conducted studies
concerning the knowledge needs and usage behavior of API consumers. Meng et
al. (2018) and surveyed software developers about learning and using API documen-
tation. They found that depending on the working style of the developer, different
resources are perceived in various ways. The concept-oriented developer is more likely
to work through the API overview and getting started sections before implementation
attempts are made. In contrast, a code-oriented developer starts with examples to "get
a feeling" for the API [29]. This study gives us valuable knowledge about the API
consumers and how API providers can satisfy the knowledge needs of both types of
developers. Following this study, Meng et al. (2019) researched the usage behavior in
an observational study. They collected quantitative data regarding task success and
time spent on documentation sections. Further, all participants were interviewed to
ask about barriers while working with the API. This study revealed that conceptual
information should be an integral part of other API resources such as examples. Be-
sides fast search and clear navigation, the background knowledge and connections
within the documentation were stated as useful. The two papers of Meng et al. help
us in designing API documentation with knowledge needs and favored sections in mind.

Our study uses comparable methods to qualitatively research the problems and
knowledge needs of API consumers. The surveys and interviews conducted in the
mentioned studies are valuable foundations for our question design. Also, our findings
can be compared to these papers to either provide new empirical evidence or identify
discoveries.

Enriching API Documentation with Examples

This thesis concerns itself with using usage scenarios and examples as a means to
improve the developer experience. Therefore, the research on examples in API docu-
mentation is closely related to our approach.
Nasehi et al. (2012) [34] studied characteristics of good code examples using knowledge
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from StackOverflow, a question and answer forum for software developers. The answers
on StackOverflow often contain an executable code snippet to solve a problem. Further,
the content on StackOverflow is cross-validated by a large community of professional
software developers which makes it a valuable and reliable knowledge source. They
found that the favored answers from the forum had characteristics such as conciseness,
highlighting, and references to other resources. An important conclusion of this study
is the strong evidence that examples and descriptions are "inseparable elements" [34].
These attributes of good examples are relevant for this thesis and especially helpful in
the design phase of our artifacts.
The paper by Sohan et al. (2017) [43] is among the closest related works to our thesis.
This study includes a controlled study with software developers in which participants
solve tasks using API documentation. Sohan et al. formed two groups of participants
with different documentation. The optimization in this study was to have usage exam-
ples in one group whereas the other group worked entirely without usage examples.
Furthermore, the group without examples criticized the lack of helpful resources which
reflects the crucial role of usage examples. The paper proposes four recommendations
for usage examples in the API documentation. This is highly relevant work as it shows
whether usage examples affect at all. They found that there are substantial differences
in successful API calls and task success.
Zhang (2019) [53] applied a mining approach of StackOverflow related to Nasehi et
al. (2012) with the difference of automatically generating examples from the collected
knowledge. Their approach is named ADECK and enriches existing documentation
with generated samples and usage scenarios. They evaluated ADECK with software
developers and found that the enriched documentation increased the developer per-
formance and decreased completion times. Another important insight from this paper
is that the generation of examples is feasible and can improve existing documentation.
Our thesis conducts a similar experiment with the difference of manually creating usage
scenarios and examples. However, this study is related to our thesis because it tests
slight differences in the documentation using two groups of software developers.

In summary, we see that there were measurable and even significant effects from
enriching API documentation with examples. We plan to include the presented study
designs and especially their analyzed metrics into this thesis.
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4. Challenges and Knowledge Types

This chapter presents the first artifact of this thesis: the different knowledge types to
be included in API usage scenarios and examples. Section 4.1 presents how we used
semi-structured interviews to collect qualitative evidence from API consumers and
providers. Further, we give an overview of existing concepts for API usage scenarios in
the literature. In Section 4.4 we analyze the interview findings to extract the knowledge
to be included in usage scenarios and examples based on a taxonomy of knowledge
types in API documentation. Finally, we discuss the interview findings with regards to
the literature.

4.1. Approach

This section describes the approach used to conduct the literature review and interviews
in detail. Prior to our interviews, we carried out a literature review to extract existing
concepts and ideas. After, we conducted semi-structured interviews with professionals
in API provider and consumer roles at a large multinational software vendor. The data
from the interviews was used to elicit requirements and find other knowledge types for
API usage scenarios and examples.

4.1.1. Literature Review

We conducted a structured literature review following guidelines from Webster &
Watson (2002) to find existing concepts and principles on API usage scenarios and code
examples [51]. The goal was to incorporate findings from previous research into artifacts
designed in this thesis. Also, the concepts found in literature enabled us to assess
whether our findings are thoroughly covered in research or novel. Thereby, our findings
can provide further evidence from the field for discovered concepts.
The literature search was carried out using the following digital libraries: ScienceDirect,
ACM, IEEE Xplore, and Scopus. In total, we analyzed 51 papers primarily from journals
and conferences. The results of the literature review are presented in the form of a
concept matrix as proposed by Webster & Watson [51]. We will introduce the discovered
concepts and explain them with reference to previous work in that field.

4.1.2. Semi-structured Interviews

We carried out 14 semi-structured interviews with IT professionals mostly using open
questions mixed with few closed questions. The interview participants were divided
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into two groups according to their job profile. In the following we describe the goals and
procedure of these interviews, together with the original questionnaire used to guide
the conversation with the participants.

Goals

The goals for our interviews were derived from the research question we aim to answer.
This idea is adopted from previous research conducted by Runeson & Höst [40] and
Adams [1]. The findings from our interviews try to answer RQ2:

RQ 2: What are the knowledge types that must be included in usage
scenarios and examples?

To answer the question, we first intend to elicit knowledge mentioned by multiple
participants. By this, we gain robust findings which are less likely to be biased by a
single participant. Besides answering the research question, we expect the interview
findings to deepen our understanding of the problems faced by API providers and
consumers. Another goal of the interviews was to collect diverse data with multiple
perspectives by interviewing developers as well as architects and product owners. Lastly,
we specifically ask about usage scenarios and examples. In summary, we designed the
interviews with following goals in mind:

• Elicit knowledge from API consumers and providers mentioned multiple times

• Holistic view on the problems with multiple perspectives

• Specifically ask about usage scenarios and examples

Questionnaire

Our questionnaire consisted of three sections. First, we explained the problem and
asked the participant to rate its frequency, relevance, and explain potential causes.
Second, we asked participants about API usage scenarios and examples as a resource for
learning and understanding APIs. More precisely, we inquired our interviewees about
the usefulness, problems, and effects. Finally, we asked what knowledge developers
seek in usage scenarios and how hard it is to find. The full English questionnaire can
be found in the Appendix A. The original interview guide is in German but it was
translated for two English-speaking participant.

Procedure

We used previous research from Adams [1] and Hove & Anda [15] as a guidance for the
design and conduct of our semi-structured interviews.
First, we selected interview participants at the aforementioned software vendor. At the
time of this thesis, the author was employed at this company, enabling him to easily
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communicate with interviewees and schedule interviews. To find suitable participants,
we started by asking employees in lead development and architecture roles. In these
informal conversations we discussed who were suitable interview partners from a de-
velopment and architecture or product perspective. Important selection criteria were
whether the person worked in projects where our problem at hand was of significant
importance. Further, it was important to select participants from different but related
roles to get a holistic view on the topic. This approach is in line with some former
surveys and interviews on the topic of API documentation [38, 50]. We compiled a list
of 14 candidates to interview (see Table 4.1). Out of these 14 participants, seven were
in architecture or product owner roles and the remaining seven worked in software
development. The interview was planned for 30 to 45 minutes. The participants with
IDs A1, D1, and D2 were interviewed twice in the form of a pre-study which explains
the higher duration.
The interview invitations were sent out one week before and contained an advance letter
with some background information on the topic. The advance letter is attached in the
Appendix A. All interviews were carried out face to face on the premises of the study
organization. All interviews expect for two, were conducted in German which was the
native language for most of our participants.
The interview questions were derived from our previously mentioned goals with RQ2
in mind. The final interview guide consisted of three sections. Beforehand, we asked the
participants about their years of professional experience and current role. Each section
contained an explanation of the situation and purpose of the questions followed by
two to five questions. In total, we asked eleven questions excluding the demographic
section. The sessions were recorded and notes of key statements were taken by the
author. During the interview with participant A3, there was a malfunction with the
recording device which resulted in a loss of the audio file. For this interview, we have
only analyzed the field notes which were significantly less insightful than a transcript.

We conducted a qualitative data analysis following the guidelines of research synthe-
sis by Cruzes & Dyba [5]. First, the interviews were transcribed mostly verbatim but
omitting fillers (such as "Ähm") and off-topic passages. In total, we recorded more than
ten hours of interview material. The coding of interviews is the process of examining
and organizing the data by applying labels to passages in the text [4]. We followed
an integrated coding approach, i.e. using inductive and deductive methods [4]. Our
method is deductive in the sense that we use an existing knowledge type taxonomy as
an orientation for our initial coding scheme. We used the knowledge type taxonomy for
API reference documentation by Maalej & Robillard [25] to categorize our codes using
an existing framework. We also conduct inductive coding by investigating emerging
patterns within the categories of the taxonomy. Based on our evidence we try to sub
categorize knowledge types where appropriate.
We used the taxonomy as a guideline for our coding approach, however we did not
aim to orient our analysis entirely on the knowledge types proposed by [25]. Therefore,
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Table 4.1.: Participants for our semi-structured interviews.

we excluded four knowledge types from our analysis. The types "Patterns" and "Code
Examples" were omitted because almost all information would fall into this category
as we explicitly ask about these in our study. According to [25], the "Environment"
refers to boundary conditions of the API such as licensing and compatibility. Even if
this might affect the documentation indirectly, we claim that this specific knowledge
raises many other subjects which are not focus of this thesis. Further, we did not code
the "Non-information" items in our interviews. While we acknowledge that substantial
parts of API documentation fall into this category, we did not regard it as relevant in
the context of API usage scenarios and examples. In contrast to other parts of the API
documentation, usage scenarios and examples are more likely to convey any information.

In summary, we conducted the interview round at a large software enterprise to elicit
eight types of knowledge with particular focus on API usage scenarios and examples.
We interviewed 14 junior and senior professionals in roles such as development, ar-
chitecture, and product management. Our approach involved first asking generally
about the problems with API documentation and second inquiring interviewees about
functionality and knowledge that should be part of usage scenarios and examples. The
findings of these interviews are classified using a taxonomy for knowledge types in
API documentation which is applied for our purposes. Our interviews are supported
by a literature review of thoroughly researched concepts for API usage scenarios and
examples. The findings of this review are outlined in the following chapter.

24



4.2. Concepts in Literature

4.2. Concepts in Literature

This section explains the results of the literature review in the form of a concept matrix
depicted in Table 4.1. In the review we identified concepts relevant in the context
of designing effective API usage scenarios and examples. The listed concepts are
thoroughly studied and recommended in previous research and therefore serve as a
scientific foundation for our own artifact design.

Usage Scenarios: Mapping to API

A central challenge in learning an API is to understand how a certain functionality within
a domain matches the elements of the API. In a greater context, mapping a hypothesis
about programs to available tools was even identified as a central learning barrier, also
called "gulf of evaluation" [21]. Robillard & DeLine observed in a field study on learning
obstacles that scenarios mapping to specific API elements are perceived as helpful by
developers [39]. The field study found that API structure and the developer background
are major influence factors for a successful match between scenarios and API. On a
higher level, the mapping between API and scenarios is required to understand how the
system relates "upwards" to its problem domain [39].
In a study with developers, Kuhn & DeLine (2012) found that "mapping task to code"
forms a major learning category for API consumers during the initial phase of using an
API [23]. After developers have successfully made this mental mapping they continue
to search more focused.
Furthermore, the work of Meng et al. confirms the mentioned findings from Robillard &
DeLine [28]. In addition, the observation study of Meng et al. found that developers
seek to connect found concepts to specific code. The implication of this discovery is that
conceptual information presented in the form of usage scenarios must also stress the
connection to concrete implementations [28].
In summary, previous studies indicate that usage scenarios and examples might have
an increased perceived usefulness if they clearly point out their connection to the API
elements.

Code Examples: Tests as Examples

Hoffman & Strooper (2003) proposed executable unit tests as code examples in API
documentation. They identified benefits of well-written test cases as code examples such
as precision, guaranteed consistency with the code, and program validation [13].
Another study by Nasehi & Maurer (2010) discovered that unit tests might support API
consumers in shaping a correct "mental model" [33]. There is empirical evidence that a
standard API documentation without examples is of limited usefulness when it comes
to complicated usage scenarios. Therefore, unit tests developed with common usages in
mind can serve as code examples. To our knowledge, there are no other major works
in the field of test cases as examples. The activities in this area of research seem to be
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rather special to this type of code examples. We claim that the findings of this field are
hard to generalize. Also, the potentials of this topic such as validation and automation
are not the focus of our study.

Code Examples: Integrate Concepts & Code

There is a consensus among researchers that API documentation must include code
examples and the description of API concepts. However, it is not clear whether to
include them closely interwoven with each other or in a dedicated documentation
section. Nahesi & Maurer (2010) argue that the evolution of an API causes subjects to
confuse high-level information with specifics of an API [33].
On the other hand, Meng et al. (2018) discovered that sections containing only conceptual
information received less attention by developers [29]. Furthermore, an interwoven
approach to integrate concepts and code aligns with previous work on conceptual
knowledge [22, 39].
We argue that the evidence for an interwoven approach of concepts and code is stronger
and widely accepted. Therefore, we adopt these findings for the design of the artifacts
in this thesis.

Conceptual Knowledge

Conceptual knowledge in API documentation refers to any type of information required
to use the API correctly that is not associated with specific API elements. Robillard &
DeLine (2010) identified a conceptual gap coming from a lack of access to information
on how to use the API [39]. Important conceptual or high-level documentation include
the API’s execution model, non-trivial samples, usage examples, and best practices. The
evidence from large-scale surveys and interviews show the importance of high-level
documentation for API learnability.
In further studies, Ko found that conceptual knowledge enables developers to effectively
use and understand an API. The API consumers with access to conceptual knowledge
were more successful in learning the API and judging the relevance of the content they
used [22].
Another form of conceptual knowledge are best practices for API usage. The need for
such an information was discovered in multiple studies [39, 50, 9]. According to these
studies, developers expressed a demand for sections of the documentation showing the
"most effective way to combine elements of the API" [39].
The previous findings were supported by Meng et al. (2018) with emphasis on the
importance of conceptual knowledge on the initial learning phase. It is recommended
to include conceptual information redundantly in the documentation and to integrate it
into tutorials and code examples [29].
The high-level information plays an overarching role in API documentation and previous
studies highly suggest to provide this in a redundant but coherent fashion. Understand-
ing and reasoning about the API was also describes as being an important information
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Table 4.2.: Results of how often the presented problem occurs.

need for API developers [20].

Complexity

There has been thorough research on complexity of API examples. Robillard (2009) found
that developers are actively seeking complex usage scenarios since trivial examples do
not help them move beyond basic API usage [38]. This was confirmed by the field study
of Robillard & DeLine (2010). However, more complex examples also seem to decrease
the pedagogical power. In contrast, too simple scenarios are not perceived as useful by
developers either [39].
Nasehi et al. (2012) confirmed these findings and added that complex scenarios might
be added using hyperlinks [34]. In Meng et al. (2018) we find similar recommendations
particularly stressing that complex examples must be presented as a organized series of
small chunks [29].
From the presented evidence we conclude that complex usage scenarios are a crucial
part of an example-driven API documentation. However, besides advanced scenarios
we also need a set of simpler examples as an entry point.

4.3. Challenges

In the first part of our questionnaire, we asked our participants to assess the problem
studied in this thesis. We explained the situation that API providers try to convey
information to consumers using the documentation. This seemingly simple situation is
complex because of the inherent information asymmetry. This section briefly presents
the results of the first part of the questionnaire and points out the main challenges found
in our sample.

How often do you encounter the presented problem in your role?

For the first question our participants had four options ranging from "Frequent" to
"Never". The majority of our participants was very familiar with the problem which is
obvious from Table 4.2.

How practically relevant is the presented problem?

By asking for practical relevance, we assessed whether participants come in touch with
the problem with regard to their work. The options for this question were "Highly

28



4.3. Challenges

Table 4.3.: Results of how relevant the presented problem was for our interviewees.

relevant", "Moderately relevant", and "Irrelevant". The Table 4.3 shows that the majority
remarks that the presented problem is highly relevant for them. By drilling down into
each group, we see that 100% of participants in the developer group rated the problem
as highly relevant. Whereas, only 57% of the architects selected the highest relevance.

Problems & Causes

We asked our participants to talk about problems and causes for both sides, API
consumers and providers. The challenges revealed in the interviews were categorized
into either one of both sides or into "General" which indicates that the problem is rather
overarching. We use squared brackets to show from which group of interviewees a
particular statement came.

General

One of the general problems is that the communication and feedback between API
providers and consumers happens over multiple channels [A,D]. Our participants
mentioned that these channels are often not unified, resulting in a loss of information.
An example is that some problems of an API are discussed on StackOverflow, a popular
question and answer portal, rather than mailing the API providers. The knowledge on
StackOverflow might be valuable for other API consumers but it might not be feasible
for providers to bundle it into valuable feedback.
Further, the knowledge about an API is usually scattered across many locations or even
hidden [D]. While the providers might know everything about the intended behavior and
the internals, the consumers possibly have found bugs and corresponding workarounds.
Apparently, it is challenging to exchange these two silos of knowledge. Accordingly, the
consequences are an even more significant information asymmetry.

API providers

The first challenge limited to the API provider side is a lack of knowledge about the con-
sumer needs [A]. Our participants stated that the use cases and goals of API consumers
are often unknown. As a consequence, the providers do not know whether the API is
constantly misused or not understood due to problems with the documentation.
Connected to the previous problem, we found that providers fail in providing solutions
to common problems of consumers [A,D]. Since there is no exact knowledge about the
most important use cases, the providers have trouble in offering the right information as
part of an API documentation.
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In addition, our participants generally agreed that documentation has a low priority for
the providers [A,D]. There seem to exist several reasons for this problem such as lack of
skills, time pressure, or simply the fact that writing documentation is less interesting for
developers than coding.
Finally, the API provider is continuously confronted with feedback about their API.
The feedback ranges from failing API requests to direct contact from API consumers.
According to our interviews, the provider fails in including this feedback into the API
lifecycle thus having difficulties to continuously improve [A]. This challenge must be
interpreted together with the aforementioned issues of multiple feedback channels
which make the integration into lifecycles even harder.

API consumers

An obstacle for API consumers is the underestimation of the API complexity [A]. Since
the documentation is intended to give a simplified view on the API, some consumers
might not realize the complexity until they have to work on a real problem. This results
in misunderstandings and generally sets false expectations.
Another major problem is a lack of trust in the documentation and its helpfulness [D].
While developers often agree that the API documentation is in fact a useful learning
resource, a "trial & error" approach is still popular. One reason is that API consumers
might not think that the documentation solves their particular problem. Instead, it is
often preferred to incrementally approach the problem instead of following a structured
documentation. A low-quality documentation even further decreases the trust.
The third issue on API consumer side is the variety of developer strategies [D]. More
precisely, this issue not totally limited to API consumers but we argue it originates
from there. Previous research found differentiations in e.g. concepts-oriented or code-
oriented developers which is problematic since the documentation should be useful
for all developers. It is common that some developers immediately start working on
examples while others thoroughly study the concepts. As a consequence, some API
consumers might feel that the documentation does not address them properly.

In summary, we found that our studied problem is highly relevant and frequent in
practice. Especially, developers confirmed the importance of the issues we address. It
even seems like there is a higher awareness for the problems on the API consumers side.
Further, our interviews serve as indication that the challenges in the field are not limited
to one side or the other. We rather observed that a holistic study might be appropriate
in the field of API documentation.

4.4. Knowledge in API documentation

In research question 2, we ask for knowledge types in API usage scenarios and examples.
To answer the question, we analyze our interview data with particular focus on items
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Table 4.4.: The occurrence of the knowledge types expressed as a fraction of participants
and all codings.

that indicate knowledge to be included in these resources. The results in this section are
presented in descending order regarding the relative occurrence across all codings. An
overview of the knowledge types is depicted in Table 4.4. For each knowledge type we
describe our observations and implications in detail similar to [39]. Our implications are
enumerated using one letter for the knowledge type, such as "F" for "Functionality and
Behavior" and a number. We link to our interview data by referencing to the participant
ID’s as in this example:

"An executable example is required when entry barriers are high [A1; D1, D6, D7].".

4.4.1. Quality Attributes & Internal Attributes (Q)

Maalej & Robillard (2011) describe "Quality Attributes & Internal Attributes" as similar
to "non-functional requirements" [25]. It also applies to information about the API’s
internals without being related to the behavior. In our case, we refer to characteristics
that do not explicitly state a functionality of the API documentation but rather the
quality in which we interact with it.

Copy & Paste

"At least as a starting point it is not uncommon at all to work using copy & paste
[of examples]." [D1]

A common practice for API consumers is to copy an API example and use it for
own use cases. We claim this is a quality attribute because simply offering a button
for copying an example might not satisfy this requirement. In our interviews we have
confirmed that this is generally a process applied by junior and senior developers [A1;
D1, D2, D4, D5]. Often, an example is used as the foundation for own experiments
which makes it desirable to copy and paste it. Moreover, developers agree that copying
an example is better than starting from scratch [A1; D1, D2, D4]. As a main effect of
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copyable examples, we found that the barriers to get started with an API are perceived
as lower [D3, D5].

"I think that people don’t really think about what they just copied. They often have a
hard time thinking about how to adapt the copied code." [A1]

On the other hand, there are frequently expressed concerns with the copy & paste
approach. First, there is a risk that consumers who only copy examples might not
fully understand underlying concepts or even the snippet itself [A1; D2, D5]. This risk
materializes when consumers try to adapt examples to their own needs which is a task
that requires an understanding of the API.
Weighing drawbacks against benefits, we conclude that the ability to copy & paste
examples and scenarios is a very important feature. Having the copy & paste feature in
combination with descriptions addressing the drawbacks, might be useful as pointed
out in an interview [A1].

Implication Q1: API Scenarios and Examples should be copyable as a whole to lower the
barriers to get started with an API.

Implementation Details

"For each request that leads to an error, we should know what the root cause might
be. [...] However, these are often internal information. Most of this information

might also be confidential." [D4]

The internal implementation details of the API were a frequently mentioned point.
Firstly, the participants brought up their opinion on whether textual descriptions should
convey implementation details. There was no consensus among the interviewees. We
found that some saw benefits in passing on information such as whether person data is
saved in an API element or how an efficient algorithm was programmed [A1; D2]. On
the other hand, we noticed concerns that valuable details are often secret and therefore
not meant to be published [A7; D1, D2]. Also, most of the internals are regarded
irrelevant for API consumers [D3, D5, D7].
Secondly, we revealed disparities regarding implementation details in error messages.
While some participants see that error messages must contain the root cause in the
implementation [A6; D4] others argue that this information is of no interest at all [D3,
D7]. Even though there is a general need for the root cause in case of an error, none of
the interviewees asked for technical details within the API.
Based on these findings we are not able to make clear implications. However, it
is important to point out that there is an observable disagreement in both groups
concerning the implementation details.
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Readability

"Conveying good content in a comprehensible language without distorting facts ...
that’s quite hard." [A1]

Mostly, there seem to be issues with writing good and attractive content in a language
that is easy to read but does not omit important facts [A1; D1, D6]. This is challenging
because most of the documentation is written by engineers who do not necessarily have
the skills for writing professional documentation. As a consequence, some consumers
might lose trust in the API due to a bad first impression of the documentation [A1; D1].
Some interviewees explained how they worked together with technical writers to deliver
high-quality text documentation [A1; D6]. This is regarded as highly effective but we
argue it is rather specific to the company we conducted the study at. It is also not clear
whether this is directly related to usage scenarios and examples. Therefore, we do not
conclude direct implications from our findings in this category.

Consumability

For the sake of clarity, we have further divided consumability into the following three
sub-categories which will be discussed separately:

• discoverability

• detailedness

• applicability

"Sometimes tutorials are hard to find. That really bothers me ... if I need to register
to access important learning material. The product doesn’t have to be for free but at

least the documentation should be public." [D1]

The discoverability of scenarios and examples refers to how convenient it is to find
and access these learning resources within the API documentation. A frequently men-
tioned concern was that the most important learning resources are not available without
a registration or other steps [D1, D7]. Closed access to some resources is perceived as a
major impediment especially among developers. Further, the available resources should
be placed visibly to show that they are intended as an entry point [D2, D7].

Implication Q2: API usage scenarios and examples should be as accessible as possible to
allow for high discoverability.

Additionally, we observed a dissent with regards to whether usage scenarios and
examples should be accessible in one central place. While one developer claimed that
there should be a central knowledge base to avoid redundancies [D1], others suggest
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that distributing big pieces of information to several places with redundancies might be
even more effective [A5; D4]. Lacking a clearly observable pattern, we do not make any
implications for this point.

"Often, nobody has the time and inclination to see an API in every detail. [...] The
value of an API is not only the functionality but also the easy access to its

functionality." [D1]

The degree of detailedness in the scenarios and examples reflects the information
density. The prevalent opinion on the degree of detail is "less is more" [A7; D4]. Espe-
cially, from a developers side it is argued that full detail is not often sought for [A5; D4].
Further, an increased detailedness of scenarios and examples comes at a cost of readabil-
ity and consumability in general [A7; D1, D4]. In case the descriptions are perceived
as too detailed, developers seems to start scanning the text to save time [D4]. Also, if
the scenario offers a too detailed variety of options or alternatives, the ability to trans-
fer the tutorial for own purposes might be impeded (we call this "applicability") [A5; D7].

Implication Q3: API usage scenarios and examples should be described in limited detail with
a "less is more" philosophy to minimize the impeding effect on applicability and consumability.

"It’s optimal if you have code in front of you. It definitely helps translating from the
abstract descriptions into code if there is already a practical example." [D1]

The last aspect of consumability is applicability, the transition from explanations and
examples to the own use case. To make examples "digestable", it might be useful to
rather create a collection of smaller examples instead of some bigger, more complicated
examples [A5; D5]. This does not only help developers understand examples quickly
but also facilitates transfer into the own implementation. Smaller pieces of functionality
are arguably easier to incorporate into an existing implementation than bigger examples
[D1, D5].
Furthermore, we found that developers see tutorials as a way to transfer examples
and arrange them in order to further develop their mental model [D7]. From our
observations we imply that the applicability is increased by offering smaller pieces of
functionality:

Implication Q4: API examples should be offered in pieces of functionality supported by usage
scenarios which arrange these to ensure high applicability for developers.

Coverage

"It’s important to consider how many consumers can be reached with [usage
scenarios]. The ’sweet spot’ is probably somewhere at 80%. So, if you can reach 80%

of your consumers with the scenarios, that should be sufficient." [A7]
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Another recurrent topic in our interviews was the coverage of usage scenarios and
examples. First, we have seen indications that consumers assume usage scenarios to
provide end-to-end coverage [A2, A3, A4]. Apparently, the coverage of clearly defined
cases fosters understanding of how the elements of an API relate to each other.

Implication Q5: API usage scenarios should cover their use cases from end-to-end to illus-
trate relations between all included endpoints.

Second, the participants agreed that covering all cases possible with an API is neither
required nor feasible. Instead, there is a sweet spot as a trade off between effort and
consumers reached. Some participants mentioned 80% of the common use cases as
a good compromise [A7; D2]. There should be sufficient usage scenarios to help the
majority of the consumers with common problems. Documenting only unusual or corner
cases might even confuse consumers since there is only a minor fraction of developers
with these special use cases [A7; D1].

Implication Q6: API usage scenarios should cover the most common use cases to a large
extent (e.g. 80%) to serve the majority of API consumers.

Complexity

"Usually you have tutorials starting from zero and they are very helpful to learn
features if you increase the complexity step-by-step." [D6]

We follow the informal definition of complexity by [39] for our work: "[...] combination
of length of the example and amount of interaction with the API". Some participants
pointed out where the complexity in API scenarios and examples comes from. As soon
as an example contains multiple requests in a sequence with relations between them, it
is perceived as complex [A2; D1, D7]. The complexity resulting from such sequences
is often underestimated by API consumers, leading to misunderstandings or wrong
assumptions [A4; D1].
However, from our interviews we discovered a consensus regarding the degree of com-
plexity within usage scenarios. It appears that a step-by-step increase in complexity
within a tutorial is perceived as helpful in learning the features and concepts of an API
[D2, D6, D7]. Further, we have seen that a consistent level of complexity is important to
see a beneficial effect [D1, D7]. A tutorial should neither be so easy that "you are just
scrolling through" [D7] nor too hard to understand.

Implication Q7: API usage scenarios and examples should increase the complexity step-by-
step to be helpful as a learning resource.
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Visualization

"[...] sequence diagrams would work for me. But that highly depends on the
individual, I’m rather a visual type so I learn best with UML diagrams." [A6]

A moderately discussed topic was the visualization of API usage scenarios in the
documentation. The most dominant finding is that the preferred form of visualization
depends on personal preferences. There is no clear consensus on what might be the
best way to illustrate usage scenarios. For instance, there are advocates and opposers
of Unified Modeling Language (UML) diagrams for usage scenarios [A6; D6]. Also,
there are interviewees who prefer no diagrams at all but rather textual descriptions only
[D2, D4]. The only form of implication for this category is to note that this knowledge
highly depends on personal preferences. We could not observe a dominant pattern in
our limited data set hence we do not state an explicit implication.

4.4.2. Functionality & Behavior (F)

The knowledge about "Functionality & Behavior" describes what functionalities are part
of the API documentation [25]. The implications from this category can be perceived as
features of usage scenarios and examples relevant for the implementation.

Executable examples

"I really think [executing the examples] makes sense. Basically, it saves you so much
effort. You can try the API without having to set up anything." [D5]

Executable examples of an API element are pieces of code that can be run in a real
runtime environment without additional effort. There seem to be several reasons for
the perceived usefulness of executability. The execution or "try-out" of an example is
regarded as very "helpful for the process of learning" [A1; D2, D7]. Another valuable
benefit of the immediate execution of examples is the decreased effort for setting up an
environment [D5, D6, D7]. The interviewees also refer to "lower barriers" as a result
of executability [D6, D7]. This enables them to easily deal with some complexity e.g.
endpoints with many parameters [D6]. Furthermore, executability is regarded as highly
valuable for developing a "feeling for what is happening in the API" [D6, D7].

"If I’m trying to learn an API and the entry barriers to try out something are
extremely high, then I would need [an environment] where I can just easily execute

an example." [A1]

Across all interviews, executable examples were commonly seen as useful. Selecting
which elements need to be executable seems to be an important point, too. First, an
executable example is often required when the barriers to execute API examples are
very high [A1; D1, D6, D7]. This can be related to a complex local setup or to additional
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required steps such as a registration. Moreover, the need for executability seems to
depend on the kind of service. A quite simple service should be able to provide exe-
cutability whereas a complex system with lots of dependencies might not be able to
provide such a runtime [A1, A3]. These seemingly contradictory points can be explained
considering the expectations of API consumers. For a simple service they expect that it
is easy to provide a runtime environment for examples.

"It definitely helps understanding the API. But I have seen cases where this also
might be confusing when e.g. the examples are slightly incorrect." [D3]

In the interviews, participants also pointed out some drawbacks. Participant D3
mentioned in his aforementioned quote that incorrect examples result in confusion. The
correctness of API examples was a necessary requirement mentioned multiple times
[A5; D1, D2, D4, D5].

Implication F1: API Scenarios and Examples should be executable to foster the process of
learning, decrease set up effort, and lower the initial entry barriers.

Adaptable examples

"If you can play around and run the example ... change something here and there.
That gives you at least a good feeling of what is happening." [D2]

With adaptable examples we refer to exemplary pieces of API functionality that offer
convenient ways for variations. First and foremost, an adaptable example and scenario
commonly serves as a foundation for own implementations as mentioned by most of
the developers [D1, D2, D4, D5]. By changing an executable example according to the
users needs, it seems easier to have a working foundation for further implementations.
This implies that adaptable examples necessarily need to be executable, too. Besides
that, we found that developers use adaptable examples to "just see what happens" [D2,
D4, D5]. This indicates that small changes to an API example can serve as a way to test
the mental model of an API which is important for the learning process. Lastly, the
adaption of examples can be a convenient way to explore the alternative flows within
the API [D2, D4].

Implication F2: API Scenarios and Examples should be adaptable to serve as a foundation
for own development and help developers explore alternative flows.

Correct examples

"The worst thing that could happen is when examples don’t work. This happens
quite frequently. I suppose they were written for a certain version and never got

updated after that." [D2]
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Incorrect examples were frequently mentioned by developers as a common problem.
Understandably, the wish for correct examples has been equally expressed in the inter-
views. For most developers, it was a major concern if the examples are outdated and
don’t work [A1; D1, D2, D4, D7]. Apparently, this seems to be among the most frustrat-
ing quality issues among all participants. According to our observations, the reasons
are that documentation has a low priority and it is generally very hard to maintain an
API together with its documentation in an automated manner. Further, the participants
suggested versioning and change management as the most important remedies on the
API provider side [A4; D6, D7]. An easier and more immediate countermeasure is
supposedly to indicate the version for which an example or tutorial was created [D6,
D7]. This would at least help mitigate the irritation faced by API consumers when they
assume that an example works. This also leads us to an implication for our API usage
scenarios and examples:

Implication F3: API usage scenarios and examples should be version-controlled and labeled
with their intended version to warn developers of potentially broken examples.

Feedback

"As a user we should just be able to give feedback for particular parts. For example,
if something is not clear or not working. This feedback can be used by providers to

improve their tutorials." [D7]

The purpose of a feedback feature is to increase maturity and quality of the API
documentation in general through continuous communication with API consumers [A3,
A5, A7]. Some architects referred to their own projects, in which feedback loops led
to a significant increase in maturity. Early feedback might not only benefit examples
but also lower-level documentation such as technical specifications. Further, we found
that feedback functionalities might help developers with incorrect examples which was
mentioned as one of the biggest frustrations [D2, D4, D5]. The feedback might be given
for the specific code example or for a bigger section of text and code [A7; D7].
One concern with a feedback functionality was that it might result in additional manual
effort for providers [D7]. The feedback given by consumers must be processed and
incorporated into the API lifecycle which could result in significant effort depending on
current processes.
The increased effort is negligible regarding the high potentials for API scenarios and
examples through continuous feedback loops.

Implication F4: It should be possible to give instant and specific feedback for API Scenarios
and Examples to allow for a continuous feedback loop between consumer and provider.
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Entry Points & Barriers

"It’s way more helpful to first have a high-level entry into the API. The technical
specification and details can be studied later [...]." [D1]

A major topic in our interviews were entry points and barriers. First, our participants
made a clear distinction between high-level and low-level elements of the API documen-
tation. The entry point to an API is rather expected to be a high-level documentation
element such as a scenario, example, or description of some concept [A1; D1, D2, D4, D5,
D6]. The deep-dive into low-level documentations like technical specifications or refer-
ence documentations are commonly regarded as unsuited for an entry point because of
the higher complexity and barriers [D1, D3, D6, D7]. However, some developers suggest
to have clear references to the low-level documentations since these are studied after
the initial learning [A1; D1, D2, D3, D4]. From these findings we derive the following
implication:

Implication F5: API scenarios and examples should reference to lower-level documentations
(e.g. specification, API reference) to serve as an entry point with the option to dive into details.

Further, we found that some developers search for a "main scenario" which serves
as an entry point. This could be a very typical usage scenario of the API in form of a
tutorial starting from scratch and increasing the complexity up to a certain point [D1,
D4, D6, D7].

"I would say the main scenario is the most useful. It doesn’t have to be a lot of them.
Just the basics with a "getting started" are enough." [D4].

We did not observe the need for multiple entry points but rather found that "less is
more" when it comes to entry examples [D4, D6]. From this we draw another implication
for API usage scenarios and examples:

Implication F6: There should be one main API usage scenario to serve as entry points.

Textual Descriptions

"I don’t think the purpose of a tutorial is to be copied but rather to explain the
software. That’s why it should include a healthy mix of text descriptions, too." [A1]

In a majority of interviews we found that textual explanations and descriptions are a
topic highly associated with API usage scenarios and examples. One of the reasons for
textual descriptions is to mitigate the risk of using examples and scenarios without the
correct context [A5, A7; D1, D4]. By explaining what examples and scenarios were made
for and what concepts and flows they implement, misunderstandings can be avoided or
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mitigated. Another finding is that the detail in descriptions depends on the complexity
of examples or scenarios. For non-trivial parts of the API there should be sufficient
explanations [D1, D4, D6].

"Not every attribute needs its own description. There should be something like a
compromise between the actual example and its description." [D6]

Moreover, we observed that the balance between examples and its describing texts is
crucial for the perceived usefulness. A complex usage scenario with only one sentence
of text is seen as insufficient as a so-called "text desert" [D2, D3, D4, D6]. The interviews
also indicate that there are various opinions on what to include in the textual descrip-
tions. On a high-level we found that concepts, flows, and errors are some of the most
demanded knowledge types [A5, A7; D1, D4, D6]. We investigate this topic thoroughly
in Section 4.4.
From the findings in this chapter we imply the following:

Implication F7: API usage scenarios and examples should contain balanced textual descrip-
tions explaining concepts, flows, errors and more to mitigate the risk of misunderstandings.

Tooling

"A really good API documentation also has a Swagger console. It should include
lots of examples there or even end-to-end use cases. Or help with doing the same in

." [A2]

Throughout the interviews, we have discovered a set of tooling that is already familiar
to most of the participants. The first class of tooling frequently mentioned was API
consoles and sandboxes. Especially, the Swagger UI 1 was among the most frequently
noted tools in the are of API examples. It is often seen as a place with "all the information
about the API" and executable examples [A4; D3, D5, D6]. Further, this tool can improve
the communication between teams of developers [A4]. The limits of the Swagger UI
become obvious when we try to model sequences of API examples [A2, A4]. An API
sandbox to test requests against a test environment is generally perceived as effective
but it may not always be necessary [A3, A4; D1].
Another class of tools comprises local development tools such as Postman 2 which was
frequently mentioned. With Postman it is possible to test out an API in a manual or
automated kind. Postman collections are used to group individual requests together
and reuse or modify them. On the other hand, Postman scripts are used as a runtime
for sequences of API requests with a built-in script language to specify validations
and conditions. In our interviews, both tools were mentioned as a way to work with

1See https://swagger.io/tools/swagger-ui/
2See https://www.getpostman.com/
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examples and usage scenarios [A2, A6; D1, D3, D6].
We take these two classes of tools due to their high occurrence as a direct implication
for API usage scenarios and examples:

Implication F8: API usage scenarios and examples should be supported by familiar tools for
the execution of examples and local API development.

4.4.3. Control-Flow (CF)

The "Control-Flow" knowledge type describes the flows of control through an API
including events, callbacks, and ordering requests.

Happy & Unhappy Flows

A common categorization made independently by interviewees was to split paths into
happy and unhappy flows. A happy flow can be seen as an usual flow through the API
without any exceptions. Contrarily, unhappy flows refer to paths where unexpected
behavior occurs.

"You always just implement the happy paths and see in the specification that an
error might occur. More important are the unhappy flows. But if you never
encounter them, you don’t think about a fallback solution for them." [A1]

Our first observation was that the unhappy paths are rarely presented in an API
documentation [A1; D1, D6]. However, there is a consensus that both, happy and
unhappy flows, should be covered [A7]. Especially during the learning phase it might
be helpful to see "the most common errors" and demonstrate how they "crash" [A1, A3;
D6]. Further, participants mentioned that API examples mostly just cover happy paths
in the simplest way which makes them "not production-ready" [A6].

Implication CF1: Besides happy paths, the API usage examples should also involve
unhappy paths and include them as natural part of the learning process.

Alternatives & Corner Cases

In contrast to happy and unhappy flows, the alternative and corner cases describe
different branches of a flow. An alternative case might be a completely distinct path
which achieves the same. A corner case can be explained as a quite unusual path to
achieve something.

"First, the provider should illustrate the ’normal’ flow. If needed, there can be
references to alternative flows. ’Junctions’ so to say. Without further complicating

the normal flows you can offer consumers an alternative." [A1]
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Depending on what developers are implementing, they are interested in the alterna-
tive flows through the API. Generally, the common flows have a higher priority but the
alternatives are interesting in complex APIs, too [A2; D1, D6]. Seemingly, some devel-
opers naturally search for alternatives when they walk through a tutorial by "stopping
and seeing what else could happen" [D2]. For this, we observed that developers like to
see the "junctions" in a scenario clearly. The only drawback mentioned by one of our
participants was that many alternatives might confuse consumers. The demonstration
of the "best flow" could be beneficial in some cases [D4].
The corner cases were mentioned less frequently than alternative cases. However, inter-
viewees agree that the coverage of corner cases is not good enough in most of the API
documentation [A2; D6].

Implication CF2: If appropriate, the API usage scenarios and examples should show
alternative implementations of the same use case. However, by default the best possible
implementation should be demonstrated.

Order

The last control-flow category concerns orderings within the API. The ordering might
be easy to find in case of simple API’s. However, with multiple API elements and more
complex interrelations, the composition is less obvious.

"I might know the REST interface very well. But if I don’t know how to nest them
or in which order to compose them, I will probably have a hard time solving my

problems." [D4]

We found that the order becomes especially important if there is a variety of options
to choose from. If developers only see the technical specifications, the implicit orderings
are often not evident for them. Tutorials are perceived as useful to uncover these implicit
characteristics [A7; D1, D6]. Moreover, we observed that this contradicts with the
demand for alternative and corner cases. By presenting more possibilities, we also create
a stronger demand for ordering.

Implication CF3: The API usage scenarios and examples should explain the order of
interaction in the accompanying text if it is not obvious.

4.4.4. Concepts (C)

The knowledge type "Concepts" describes design or domain concepts used by the API
or explain the meaning of terms and information used in the context of the API. Based
on our findings, we subdivided this category to give a more detailed insight into the
interview statements.
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Design & Domain

Some interviewees explained the importance of domain understanding when working
with tutorials and examples.

"If you are not familiar enough with everything ... or don’t have the domain
knowledge, then it is very hard to solve problems by yourself." [D5]

First, it is essential for developers and architects to understand how elements of an
API relate to each other e.g. as part of a tutorial [A4, A5]. We observed that explaining
overarching concepts of the domain is highly valued [A5]. Ideally, the domain concepts
are explained very early in the process of learning an API [D4, D6]. Apparently, a
thorough domain understanding helps API consumers not only in the learning phase
but also later during development [D1, D6]. Further, we have found that participants
agreed on the difficulty of problem solving without proper domain knowledge [D4, D5,
D6]. API usage scenarios were seen as one way to get insights into the domain and the
API itself [D6].

Implication C1: The concepts of the domain in which the API is applied should
be part of the usage scenarios. They might be included in the textual descriptions
accompanying the examples.

Context

One frequently mentioned concern was the misuse of the API due to misconceptions. For
some participants, this problem comes from the missing usage context while working
with tutorials and examples [A4, A5].

"The risk is that users use the examples without understanding the context. That’s
why you need descriptions for each [example]." [A5]

Adding context information to examples does help with using the example itself but
also facilitates the developer’s ability to solve problems [A4; D4]. Further, the context is
necessary as part of an example to build a story to guide consumers [D2, D5].

Implication C2: The context of each example and scenario should be explained as a
textual description.

Namings

A common source of misunderstandings in an API documentation are formulations and
namings of concepts. This issue was reflected by our interview participants, too [A2,
D3]. Either the namings are ambiguous and inaccurate or the different stakeholders
have inherently contrasting interpretations of the same terms. Both cases might lead
to misunderstandings regarding concepts. A commonly mentioned way to mitigate
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misunderstandings are glossaries [A2].

Implication C3: An API glossary can help clarifying namings and terms contained in
the API documentation.

4.4.5. Directives (D)

A directive is knowledge provided by the API provider to indicate to consumers what
they should do or not do with API elements [25].

Best Practices

"They (API providers) should document their best practices. You just don’t know
what the ideal way is. If somebody has found it, I would think it is cool if you

communicate that to your consumers." [D2]

Some developers asked for best practices as one kind of directive. This does not only
include a recommendation how to accomplish something but rather gives a sophisticated
and optimal solution [D1, D2]. Even though it is regarded as an invaluable resource, it
is supposedly rare in API documentations [D1].

Implication D1: The examples and scenarios should demonstrate the best practices
intended by the providers.

Important Use Cases

"There need to be examples showing use cases the API was built for. You would kind
of have that with usage scenarios." [A5]

Regarding directives in the API documentation, we have found the demand for use
cases as a way to tell users what to do with the API. The most important use cases might
serve as an entry point for the API consumers thus demonstrating intended use of the
software [A2, A5; D1]. This could be presented using a standard or "main" scenario for
the API and guiding the consumers through it in a "getting started" fashion [D1, D4].
Besides the intended use cases, the documentation could provide descriptions of use
cases the API was not designed for [A5].
We discovered mainly two reasons why participants proposed this idea. First, the
concrete use cases as directives should effectively prevent misuse, a common problem
to most of the interviewees [A4, A5; D2, D4]. Second, the mere technical details of the
API might not convey the intended use to consumers. The description of use case in
combination with technical examples could according to our participants communicate
a clear directive [A2; D2].
Finally, we observed a central problem to this approach we already mentioned in Section
4.3. The API provider might not necessarily know the consumer’s use cases. Thus,
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describing some important use cases as part of the documentation might not meet the
set of use cases consumers have in mind [A7; D1]. The API provider must make sure to
understand the common usage of their API to deliver clear directives.

Implication D2: The API usage scenarios should describe the most important use
cases and demonstrate some unintended usages. Moreover, there should be one main
scenario which can serve as an entry point.

4.4.6. References (R)

The "References" type refers to knowledge that links to other (external) documents, such
as API specification, in the form of hyperlinks or tags. With an occurrence of 86 % in
the interviews, it was a frequently discussed topic.

"And especially there should be a cross-reference to the documentation on a
lower-level where the details are explained." [A1]

As already discussed in Section 4.4.2 on "Entry Points & Barriers", we observed a pat-
tern regarding references between high-level documentation (usage scenarios, concepts,
...) and low-level documentation (specification, API reference, ...). A further investigation
revealed that this might be implemented in various ways. First, participants proposed
to reference low-level documentation from within tutorials [A3; D2, D4]. Allegedly, this
makes the high-level documentation more useful by enabling developers to make quick
lookups. Second, the consoles containing executable examples could reference to the
specification directly [A1, A4; D4]. Both ways satisfy the demand of API consumers to
dive into the more technical parts of the documentation where necessary.

Implication R1: The connection between high-level and low-level documentation
should be established through links in tutorials (for scenarios) or consoles (for examples).

"I don’t know how we as a team would publish these [usage scenarios]. If there is a
standard in the industry we would of course adapt to it." [A4]

Another recurring topic was concerning standards in the API documentation. As
quoted above, the emerge of a standard for how to document usage scenarios is a topic
of particular interest. We found that the use of standards is especially important for
architects [A4, A5, A6, A7]. Some of the frequently mentioned standards were OpenAPI
3 (formerly Swagger; de-facto standard for RESTful API specification) and AsyncAPI
4 (standard for web API specifications in message and event-driven systems). In our
interpretation, there is a demand for standardization in the space of API documentation.
While there are de-facto standards for API specifications, there is nothing comparable

3See https://swagger.io/specification/
4See https://www.asyncapi.com/docs/specifications/latest
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for the specification and presentation of usage scenarios or examples.

Implication R2: The adherence to standards in the API space should be stressed and
referenced where appropriate.

4.4.7. Structure (S)

The meaning of structure in the context of API documentation is how the API is internally
organized and how the elements are related to each other. In our interpretation, this
also applies to the structure of the usage scenarios and examples in an API.

Relations between Entities

A significant challenge faced by stakeholders mainly from the architects group is that an
API contains implicit relations between entities.

"Scenarios and orchestration are a major problem. [...] An example from the
commerce domain is that for an order the product must be available. Descriptions of

such situations are often missing." [A4]

An example mentioned by A4 (see quote) was referring to the e-commerce domain,
where complex relations between entities such as carts, orders, and products are com-
mon. The API documentations apparently fail in conveying this knowledge properly
[A1, A4, A7]. This problem is known to some of our participants but at the same time
there does not seem to be an obvious solution to it [A4]. For this reason, we do not
formulate an implication.

Common Thread

Another structural knowledge type of the API documentation is a common thread that
runs through usage scenarios. It is intended to guide the developer in working on the
tutorial.

"[Tutorials] irritate me a lot if they are a total mess. So, often they just miss a
common thread. Of course you always have some references that help you find your

way but I’m often missing the story." [D2]

Without a coherent thread and focus in the tutorials, we found that participants are
irritated. This irritation can materialize in developers feeling "lost in the scenario" [D4]
or missed expectations [D2, D6]. This characteristic of tutorials was often described as
the "story" and refers to a scenario with defined context and outcome [D2, D5]. We
assume that these mentioned properties might be able to help establish a story in a
tutorial: context, outcomes, and focus.
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Implication S1: API usage scenarios should have a focused story that defines the
context and outcomes.

4.4.8. Purpose & Rationale (P)

The knowledge about the purpose of certain API elements or rationale of design
decisions is another type of semantic content. This knowledge is often used to answer
the important question "Why would we want to use this?".

"Basically, in the beginning you want to know what the API does and whether you
want to use. This way you can decide if the tool fits your problem." [A1]

Our findings regarding the purpose and rationale mainly focus on a pattern frequently
described by our interviewees, the problem-solution fit. As a crucial step, stakehold-
ers decide whether they want to use the API or not. To facilitate this decision, the
consumers require basic information on what problem the API solves [A5; D1]. This
should be presented in a way that is completely separated from "the usual marketing
texts" [D1] because these conceal the useful information. A long list of functionalities
is cumbersome to use, too. The majority of participants regard a comprehensive list of
capabilities as valuable to decide whether to use an API or not [A1; D6]. If the API fails
to convey information about its capabilities, some may assume that it simply does not
solve their specific problem[D1].

Implication P1: The documentation should include a concise list of capabilities
describing the solution.

4.5. Discussion

In this section, we show how our findings from the interviews can be interpreted in
consideration of the existing literature. We have analyzed previous research in Section
4.2 and found that there are certain topics common to most of the work in this field.
Similar patterns were found in our interview analysis. We will separately discuss how
our findings support or oppose previous work. Table 4.5 shows an overview of all stated
implications in an abbreviated form.

Quality Attributes and Internal Aspects

One of the formulated implications was that consumers expect examples to be "copy-
friendly". While the copy-paste approach of developers is diversely discussed in litera-
ture, recent studies recommend a high copy-friendliness since it is a common approach
for developers [28]. We support this position with Q1.
Moreover, we found in Q2 that accessibility of the examples in an API documentation is
perceived as important, too. This is also supported by [28]. They propose the following
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measure for accessibility: organization of content, integrate conceptual information, and
a powerful navigation. We complement that usage scenarios and examples should be
available without requiring users to register or pay.
A further implication is that some of our participants propose a "less is more" strat-
egy to textual descriptions (Q3). The effect of the information overload in software
documentation was mentioned as an "information barrier" in [21]. In direct relation
to API documentation, [38] found that intent documentation should be included on
an as-needed basis instead of covering all possible cases. We can support Robillard’s
findings in the sense that we also found descriptions to be perceived as more useful if it
is short and concise. In contrast to our observation, Meng et al. (2019) found that specific
content should be presented redundantly across the different parts of the documentation.
Our finding stands in contrast to this since we consistently observed a "less is more"
principle. In our judgment this requires a thorough trade off decision to meet both
requirements to a satisfactory degree.
In Q4 we argue that examples should be offered in cohesive pieces since developers
tend to copy only parts of examples into their own implementation. In previous studies,
[34] found that the presentation of a solution in a step-by-step manner is preferred by
most developers. Further, in [28] it was observed how opportunistic developers, i.e.
developers who start coding immediately, want to have selective access to code. In our
study, we provide further evidence for the necessity of dividing examples into "chunks".
With Q5 we found that API usage scenarios should provide an end-to-end view of the
use case. This supports similar findings in [38] and [29]. These two studies found that
completeness of examples is highly value.
Moreover, in Q6 we observed that participants require the coverage of the most impor-
tant cases. This finding occurs frequently in previous research, e.g. in [34]. We support
this in our findings and add that participants mentioned 80 % coverage as a rough
estimate.
Regarding the complexity of usage scenarios and examples (Q7), we find different
opinions. On one hand, we have reviewed studies that recommend simplicity over
complexity. Even though there is a danger of "too simple examples" [34], previous
research states that complexity must be kept at a low level to ease the learning process
for developers. Robillard & DeLine observed that increasing complexity might decrease
the pedagogical power of examples [39]. These mentioned points were outlined in
our literature review in Section 4.2. However, we found that 57% of our participants
regard increasing complexity in tutorials as necessary. This insight was not stated in the
previous research and rather contradicts with some findings. However, we note that an
intentional increase of complexity limited to usage scenarios and examples might be
beneficial. Still, we agree that the overall complexity of the documentation must be kept
low.
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Functionality and Behavior

Our implication F1 is referring to the executability of examples in the API documentation.
This topic was covered in [13] with regards to executable test cases which served as
API examples. In a different context [42] report that the automatic generation of
examples which consist of executable code was rated as beneficial by most of their study
participants. [42] also propose a sandbox as execution runtime which we also found
across various interviews. We support these findings and add that this feature seems
to be more valued when the set up of a runtime requires much effort if done by the
developers.
The benefits of adaptable examples (F2) were most recently confirmed in [28]. They
found that developers seek to create a mental model of the API and correct it by
"playing around with the API". We have seen very similar statements in our interviews.
Participants even literally mentioned the term "mental model".
Another frequently observed problem in the API documentation area is that examples
are outdated and thus do not work. This was reflected in our implication F3 and serves
as further empirical evidence for the findings in [24] and confirmations of this problem
e.g. by [46] or [29]. However, in contrast to previous studies we propose labeling and
versioning as explicit suggestions. Our observations indicate that the disappointing
effect of defect API examples might be decreased by labels. We interpret this feature as
a way to show developers whether they can expect the examples to work.
The need for feedback in API documentation (F4) was already pointed out by [19]. They
found that the incorporation of user feedback might improve examples. However, there
were no indications on how to collect feedback. In this thesis, we found that participants
explicitly asked for "instant feedback". In our understanding this refers to the ability to
rate specific parts of the documentation, such as an example, description or the whole
tutorial, with a simple interaction. Additionally, we note that this feature only occurred
in 29% of our interviews, which is very rare compared to other statements.
The most recent work on explicit connections to low-level documentation comes from
[28]. They found that connecting "concepts to code" is crucial for developers to explain
the concepts. More details about this pattern can be found in Section 4.2. We support this
observation with implication F5. An explicit and explained connection to the low-level
documents from within usage scenarios might be helpful for developers. Further, [28]
explicitly call for studies evaluating phenomenons like these which emphasizes the
importance.
In a field study on learning obstacles, [39] found that developers look for point-of-
entry overviews. Furthermore, in [29] the lack of a coherent entry point was found
to be causing difficulties for developers. We can support these results with our own
observation. In F6 we state that developers especially look for a "main scenario" while
starting to use examples and tutorials.
The need for descriptions accompanying examples (F7) is recognized in most of the
research. [39] found that these textual descriptions should contain information about
the error codes and parameters. We support this and complement that knowledge about
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concepts and flows through the API should be explained, too.
In implication F8 we state that developers seek support for their familiar tools in the API
documentation. Similar statements were observed by [29]. They found that developers
expect an integration of the API in their development environment to ease the process
of set up. We discovered that this integration might work better if the developers are
supported in using their familiar tools such as Postman or SwaggerUI. Additionally, we
propose that tool support might especially benefit the executability of examples. [39]
argue that developers rather use tools for example discovery instead of execution. We
claim that our observation is not contradicting but complementary to the findings in
that study.

Control-Flow

Our findings for the knowledge type "Control-Flow" were categorized in three parts:
happy & unhappy flows, alternative & corner cases, and order. Firstly, we observed that
it might be beneficial to demonstrate both successful and error cases through examples
in the API documentation (CF1). The existing body of knowledge does not stress the
need for unhappy flows through the API. A study by [42] shows that according to
developers, the unhappy paths are seldom part of an API documentation. Our study
explicitly presents this need based on multiple developer’s and architect’s statements.
Next, we found that developers are interested in alternative implementations besides
those explained in examples (CF2). This results is strongly supported by literature. In
[38], it was revealed that particularly the high-level documentation (i.e. tutorials, con-
ceptual explanations) is perceived useful since it conveys information about alternative
ways of solving the same problem. Previous studies do not clearly point out what part
of the usage scenarios and examples is perceived as interesting. We found that the
junction points, i.e. the part of an example where an alternative implementation could
begin, are important.
Lastly, our interview analysis indicate a significance of the interaction order (CF3), in
particular the explanation of it. This topic is rarely discussed in the literature. In some
studies, the order of interaction is discussed in the context of API libraries and the
parameters that are passed to elements of the API [32]. We add that the importance of
interaction order might depend on the complexity of the domain. Further, the order is
often perceived as not obvious to API consumers and therefore needs explanation. Po-
tentially, a more complex domain might require detailed explanations of the interaction
order where necessary.

Concepts

We found that regarding the concepts of an API especially the domain understanding,
context of use, and terminology are important to stakeholders. The important role of
domain understanding (C1) was observed in multiple studies [22, 39, 28]. A frequently
researched aspect is that developers form a mental model of the API. We can confirm
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this observation with our own findings. More information on conceptual knowledge is
given in Section 4.2. Furthermore, [34] found that the context of examples could decrease
the "cognitive distance" to the API consumers. The relationship between examples and
their context was also observed in [39] and we provide further evidence for the potential
beneficial effect of a defined context of use (C2). Finally, the need for a glossary in API
documentation was frequently mentioned in the literature especially with regards to API
libraries or SDKs [35]. We confirm the need for a glossary to prevent misunderstandings
resulting from ambiguities in terminologies specific to the API domain (C3).

Directives

We sub divided directives into best practices and intended or unintended use cases.
With regards to API best practices (D1), we found that the developer’s interest in best
practices was also observed in [38] and [39]. Here, the best practices were defined as
"best way to combine the API" [39]. Our results are in line with the literature and
we add that best practices should not only be shown but also explained. A common
topic in research is how API providers convey the intended use of their API to the
consumers. This is referred to as "intent documentation" [39]. Our findings cover not
only the intended way of using the API but also the unintended way or misuses of the
API (D2). Previous studies do not propose to also present the known misuse scenarios
to consumers. Even if we only observed this in two interviews, it might be effective in
preventing very common misuses. Obviously, this requires the API providers to have
good knowledge of the way their API is used. As explained in Section 4.3, this is rarely
the case.

References

The "Reference" knowledge refers to connections within an API documentation or to
external documents. We covered this approach in our literature analysis. The main
categories in our findings are the connections between high-level and low-level resources.
Previous studies have shown that a reference from low-level documentation to concepts
and design decisions might help developers understanding API behavior [38, 39]. Our
interviews indicate that some developers also need links from high-level to low-level
documentation (R1). This feature could serve as a way to look up details while working
through a usage scenario.
The issues around standardization are discussed frequently, mostly remarking the lack
of standards [22, 41]. In [22], it is pointed out that examples in API documentation
should follow a standard. This problem is reflected in most of our interviews (R2). We
also observed that examples should indicate whether they follow any convention or
standard to establish visible connections.
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Structure

The structural knowledge types in our results mainly focus on the relations within the
domain of an API and the story that connects elements of an API usage scenarios. First,
the knowledge of inherent relations in the domain were mentioned in the literature, e.g.
in [29]. Researchers found a lack of background knowledge was mentioned as a major
challenge in learning and integrating the API into an implementation. The existing
studies, however, do not explain in detail what part of the domain causes the learning
barriers. Our interview participants mentioned the implicit relations between entities in
the domain as a cause for the lack of domain understanding. An example we have seen
was that in the e-commerce domain, the API consumers should know that shopping
carts, products, and orders have implicit relations (stated by participant A4, see Table
4.1).
Further, the need for a story in examples was once referenced by [39] as "story-telling"
(S1). The explanation of an usage scenario as a story was perceived as helpful. We
confirm this finding frequently in our interviews. Moreover, we observed that the story
should define a context of use and explicitly state the outcomes for the scenario. This
helps API consumers in adjusting their expectations for an API usage scenario.

Purpose & Rationale

Previous studies discovered that developers try to find the capabilities of an API to
check whether it fits their needs. Especially, the studies [35] and [28] point out that it is
a part of the learning process. Additionally, we found that this need could be satisfied
with a concise list containing the API functionalities (P1). Some of our interviewees
pointed out that this resource should be free of any other content, such as marketing-
related information. This further supports previous findings and adds hints for the
implementation of this feature.
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This chapter presents the artifacts we designed based on our findings from the existing
literature and our insights from interviews. This can be regarded as the "Design" step
in the Design Science approach (see Figure 1.1). We created a basic and advanced API
documentation. While the basic API documentation contains only necessary and com-
mon features, the advanced API documentation is supposed to serve as an optimization
using the implications identified in Chapter 4. We evaluate these artifacts in our case
study following in Chapter 6. The goal of these artifacts is to research the effect of
differences between the two versions of the documentation. Even though we develop
two versions, our goal is to make both documentation useful for developers. First, we
present how the implemented features and the API were selected. Next, we describe the
design approach, i.e. how we worked together with the API provider to create the API
documentation and provide an overview of the used tools. Finally, we demonstrate how
the features were realized in the documentation.

5.1. Selecting the Features & API

To conduct our implementation we selected a subset of the discovered features and a
suitable API project. The features were chosen based on insights from interviews and
our comparison with existing research. We especially studied the aspects which have
less empirical evidence in the literature or seem to contradict with previous findings.
The project selection was based on criteria that support our implementation and provide
high representativeness for our study.

5.1.1. Selected Features

From our findings in Chapter 4, we selected implications that should be part of our
implementation. This sub set was divided into two artifacts. In the basic documentation we
included all features that are necessary to understand and get started with an API. The
advanced documentation additionally contains features that according to our interviews
would potentially benefit devX. With special focus on the examples and usage scenarios
in the documentation, we designed significant differences into these two artifacts to
research the effect of added features.
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Table 5.1.: The criteria to find basic and advanced features for the prototypes.

Criteria

We selected the features in two steps. First, we pre-selected features which we would
include in both artifacts. Second, we selected features exclusively for the advanced
artifact. The criteria for these steps are listed in Table 5.1.

To be included in our implementation, features must be useful for API consumers and
also feasible within the thesis constraints. Given the limited time, we excluded some
features from the implementation. Features were also excluded if they rarely occurred
in the literature and our interviews. Further, we decided whether a feature belongs
into the advanced implementation. The advanced documentation was supposed to
contain features that might improve the developer experience for API consumers. Also,
we wanted to evaluate our controversial findings to discern whether they would be an
improvement.

Selection

Based on the outlined criteria we selected a set of features based on our implications
we wanted to integrate. Moreover, we split our selection into the basic and advanced
artifact. This is depicted in Table 5.2.

The realization of these elements are the focus of this chapter. We note that the
implementation was not always satisfiable to the full extent. The exact implementation
is presented in Section 5.3.

5.1.2. Project "Compass"

In our design phase, we want to create a documentation for an existing API. This implies
that we need a project were the API forms a central element but is not sufficiently
documented yet. Before searching for a project in particular, we defined a set of criteria
which will be presented here. Further, we will give some insights into the selected
project named "Compass" itself.

Criteria

Our criteria concerning the project selection are categorized into organizational and
technical constraints as shown in Table 5.3. Since we planned to design our artifacts
in collaboration with API providers, we had some organizational constraints. Further,
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Table 5.2.: The implications that we integrate in the basic and advanced artifacts.
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Table 5.3.: The organizational and technical criteria applied to select an API for our
implementation.

the artifacts were intended to be used in a case study with developers, which led us to
define technical constraints as well.

First, an easily available team is crucial for iterative collaboration in fast cycles. This
collaboration was crucial to get valuable feedback on our prototypes and discuss what
features are important from an API provider point of view. Further, we required material
that would support us in designing our artifacts, ideally provided by the team building
the product.
From a technical perspective, we were interested in a sufficiently complex product. We
argue that trivial software might intuitively be understood by developers and require
less learning which is less suitable for our purposes. Also, there should be enough
possibilities to use the API which would allow for multiple usage scenarios. Lastly,
the concepts of the API should be rather familiar to most developers but still require
learning to productively work with it.
Further, we searched for a relatively young project to ensure there is not a mature
API documentation already in place. We finally selected an open-source project called
"Compass" 1. We will shortly explain what Compass is and what it does. However, it is
not necessary to grasp Compass in full detail to understand our design artifacts.

What is Compass?

On a high level, Compass is a software tool to manage computing clusters and external
applications. Through Compass, the applications can be connected to these clusters
and consume services securely. These clusters are also called runtimes. It serves as a
management plane for these runtimes and applications and is used as a central place
to control and connect an entire application landscape. The different components of
Compass expose APIs which can be used by an administrator to interact with the
landscape (see Figure 5.1). One of the main use cases of Compass is to pair the external
applications to the runtimes to enable a secure business data flow. Another important
use case of Compass is to propagate changes from the applications to the runtimes and
ensure continuous synchronization. Since most application landscapes become very
heterogeneous over time, dealing with changes in the system is a common challenge for
most companies.

1See https://github.com/kyma-incubator/compass
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Figure 5.1.: An overview of how Compass is used to manage applications and runtimes.

Why did we choose Compass?

The decision to choose Compass as a project was made considering how it fulfills the
defined criteria. Firstly, Compass is developed and maintained by a project team at the
large software enterprise. This circumstance made it easy to fulfill all organizational
criteria. The team was easy to collaborate with via online discussions and ad-hoc
meetings. Further, it was possible to get deeper insights into the idea behind the
software and what the documentation should express by directly talking to the API
provider team. During our design phase, we also had access to additional non-public
material which helped us understanding what concepts to convey in the documentation.
Secondly, Compass also satisfies all technical criteria. The complexity of Compass
is rather low at first sight because it mainly manages two entities, applications, and
runtimes. However, interactions with Compass APIs can reach a high level of detail. It
is possible to include webhooks, events, health checks, and a labeling system, which
increases the maximum possible complexity significantly. Also, there are many ways
to interact with Compass which makes it easy to model different usage scenarios and
flows. Often, there is an alternative implementation for a certain flow. As the project
is still quite young, there was no documentation at the time of writing this thesis. The
mentioned characteristics of Compass make it suitable for our study and allow us to
create realistic artifacts.

5.2. Process & Technologies

The basic and advanced API documentation were developed in collaboration with
the API providers. We had access to background and technical documentation. In a
collaborative approach, created the API documentation for Compass from scratch. The
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Figure 5.2.: The process of defining our artifacts included a learning phase and an
iterative collaboration and design phase.

process of creating the artifacts and supporting tools and technologies are outlined in
this section.

5.2.1. Designing the API documentation

We designed our artifacts in collaboration with the API providers using an iterative and
incremental approach. This included a learning phase, multiple collaboration sessions,
and iterations of the artifacts. Figure 5.2 illustrates an overview of the process.

Learning

Before documenting the software, we aimed to thoroughly understand all aspects
of Compass. This included conceptual and technical topics. The conceptual topics
consist of the components, flows, and capabilities of Compass. The API provider
had material explaining most of the conceptual questions which we received for our
implementation. Further, we needed to understand the technical topics of Compass.
The Compass API uses GraphQL, which we were not familiar with. Also, we had to
understand how our actions with the API trigger side effects and flows. This phase of
the implementation included mainly self-study of the material about Compass and the
technological prerequisites.

Collaboration

The collaboration was realized in the form of remote sessions with a software developer
or sometimes with the product owner of the API provider team. In these sessions, we
discussed what the most important information about the API is and what developers
will need to know. Especially, we asked for advice concerning the examples and
usage scenarios we should cover. The developers of the API provider team helped us
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by explaining the common intended use of the software which we transformed into
examples and scenarios. To prevent a one-sided view on the usage, we also worked
with Compass on our own and proposed our usage scenarios which were assessed by
the API provider. We developed increments of our artifacts and reached out to the team
in an on-demand manner to get feedback. This form of collaboration turned out to be
very convenient given that the provider team could be interviewed. Sharing internal
information about the project was possible, too. The collaboration allowed us to create
documentation for Compass with the provider’s intentions in mind.

Implementation

The basic version of our artifact served as a foundation for the advanced documentation.
After finishing our work on the basic version, we started with the iteration for the
advanced version. The features included in both documentation were synchronized
by copying the changes to the basic version and over to the advanced documentation.
However, the parts of the documentation where our two artifacts differed were not
synchronized since these differences were intended. After a complete iteration for both
versions, we started to actively seek feedback from the provider’s if possible. This is
where our process includes another round of collaboration.

5.2.2. Architecture of the API documentation

We used a combination of tools to build artifacts that help developers understand
and get started with Compass. In total, we used four components to offer holistic
documentation of Compass. The architecture is depicted in Figure 5.3. On the bottom,
we show an instance of Compass with its exposed GraphQL API and schema file.
The three components on top form the documentation for API consumers. The "API
Documentation" component presents an overview, concepts, samples, and references to
the GraphQL Playground and Specification. The "GraphQL Playground" can be used to
test requests against a real Compass API. The "GraphQL Specification" is generated from
the schema file and consists of an interactive page to explore the objects and actions of
the API.

Compass

The important parts of the Compass component in Figure 5.3 are the exposed API and
the schema file describing the API’s structure. Compass uses GraphQL as an underlying
technology to describe, run, and query its API 2. The API is specified using a schema
file which is written in a specific schema description language (SDL). The GraphQL
schema contains definitions of types, objects, and operations like queries and mutations.
Usually, this file is exposed with the API endpoint. In contrast to REST APIs, the client
of a GraphQL API can specify what data to receive. Also, GraphQL uses, as the name

2See https://graphql.org/learn/
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Figure 5.3.: The overall architecture of the documentation we built.

indicates, its own query language which mainly consists of queries (read data) and
mutations (manipulate data). An API request in GraphQL is issued as a HTTP POST
request with the GraphQL query in the request body. The API response only contains
data requested by the client.
Further, Compass is connected to a relational database where it saves created entities and
other data structures. This is not depicted in Figure 5.3 for reasons of comprehensibility.

API Documentation

The API documentation contains all the necessary information to learn Compass and get
started with samples and tutorials. This component is focused rather on content than
technical features. Therefore, we selected a framework that takes a simple input format
such as Markdown 3 and generates a static page, respecting all specified references and
formatting details. For our purposes we used the open-source project Jekyll 4 which is
an extensible, easy-to-use static page generator. Jekyll is adopted by many important
platforms such as Github 5 making it a de-facto standard for static page generation.
In Figure 5.4, we present an overview of the inputs and outputs of Jekyll. The Jekyll
community has created pre-configured themes with fundamental elements such as
navigation bars or layouts. By using a Jekyll theme, we could focus on creating the
structure and content of the documentation in Markdown. If needed, we adapted the
CSS of the theme to adapt some design elements. Jekyll takes the Markdown and theme
as an input and creates a static page consisting of HTML and CSS out of it. This step
must be executed on each change in the Markdown files.

3See https://www.markdownguide.org/
4See https://jekyllrb.com/
5See https://github.com/

62



5.2. Process & Technologies

Figure 5.4.: Jekyll takes HTML, Markdown and CSS as an input and create a static web
page.

Figure 5.5.: GraphQL Playground supports API consumers in creating requests for a
given API endpoint.

GraphQL Playground

The playground (or "sandbox") is a central element for learning the API. We set up
the playground to give API consumers a way to test requests against the real API. We
integrated the popular GraphQL Playground 6 into our documentation. The playground
consists of a web interface that takes the URL of a GraphQL API endpoint and enables
developers to formulate requests (see Figure 5.5). A valuable feature of the playground
is that it fetches the GraphQL schema from the endpoint and supports developers with
auto complete and syntax highlighting. We set up the playground as an independent
component of our documentation.

6See https://github.com/prisma/graphql-playground
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GraphQL Specification

The aforementioned schema file written in the specific SDL contains all information
about types, objects, and operations of the GraphQL API. Since this information is
necessary for every API consumers, we dedicated an independent component for the
specification. Similar to the API documentation, we used a software to create a static
web page from the schema file. The project graphdoc 7 generates a searchable page with
an overview of all important API elements. A useful feature of the generated pages
is that the elements are connected via hyperlinks thus making it possible to click the
whole specification. Since we did not expect any changes to the GraphQL schema,
we conducted the generation once at the beginning of our implementation and left it
unchanged.

5.3. Features & Views

In this section we present the results of our implementations. We demonstrate the
key features and UI views of the basic and advanced API documentation that we built
for Compass. After giving an overview of the features and sections contained in each
artifact and how exactly they differ, we show all aspects of the basic artifact. For the
advanced artifact, we only show the features that are substantially different from the
basic version.

5.3.1. Overview

We briefly present how we structured the documentation and what the sections contain.
Also, we show what the differences between our artifacts regarding the sections are.

Sections of the documentation

There is no consensus in literature regarding a unified structure for API documentation.
Our documentation was guided by some of the API software "leaders" according to
Gartner (2018) [8], such as MuleSoft 8 or Apigee (subsidiary of Google) 9. Another main
resource is the blog "Documenting APIs - A guide for technical writers" which explains
and references the documentation of leading companies 10. We adopted the following
sections which are common in API documentation: overview, getting started, tutorial,
and samples.
In overview, we explain Compass, the problem it solves, and how it works. This includes
architectural diagrams, explanations for each component, and descriptions of possible
use cases. The overview in Apigee covers these points for most products 11.

7See https://github.com/2fd/graphdoc
8See https://docs.mulesoft.com/general/
9See https://docs.apigee.com/api-platform/get-started/get-started

10See https://idratherbewriting.com/learnapidoc/
11See https://docs.apigee.com/api-platform/get-started/what-apigee-edge
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The section getting started, involves explanations on the first steps towards working
with an API. This might include authentication, set up, and learning resources. As an
example, IBM Cloud directly references the necessary resources and also directs users
to their sandbox application 12.
A tutorial section, is used to demonstrate an exemplary usage scenario of the API.
Besides just showing some API functionality, the tutorial has a context and defined
outcome. MuleSoft, uses API tutorials to build useful tools, such as instant messaging
bots 13.
Finally, samples are a collection of examples for the various functions of an API. They
differ from a tutorial by having no context of use. Instead, the examples are often
presented independent of other content with references to the specification or to similar
examples. Microsoft presents samples for the Azure REST API using a collection of
independent usage examples 14.
In conclusion, the structure we used for our API documentation is common for many
leading API products and covers conceptual topics, usage scenarios, and examples.

Core features

In Table 5.4, we list which artifact contains what information grouped by the sections of
our documentation. We note that the sections Best Practices and Glossary are findings
mentioned by our interview participants.

Our two versions do not differ regarding the Overview, Getting Started, and Glossary.
For our Tutorial section, our basic documentation describes a simple and short scenario
whereas the advanced version has a more sophisticated scenario with additional features
indicated by the IDs in the table. Further, we designed differences in the Samples section
by adding more examples in the advanced version alongside important references and
tool support. Finally, the advanced artifact contains a Best Practices section with hints on
using the playground and GraphQL, which is not part of the basic artifact.

5.3.2. Basic

The basic documentation contains all necessary features to help API consumers learn
and understand the application. In this section we present what this version contains.

Overview

The overview is supposed to answer the following questions:

• What is Compass?

12See https://cloud.ibm.com/docs/services/watson?topic=watson-about
13See https://developer.mulesoft.com/guides/quick-start/muletranslate-bot-using-microsoft-translator-

slack
14See https://docs.microsoft.com/en-us/rest/api/apimanagement/
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Table 5.4.: The differences between the basic and advanced artifacts listed per section in
the documentation.

• What problem is solved by Compass?

• How does Compass internally work?

• What could I do with Compass?

The first two questions are answered on the landing page of the overview as depicted
in Figure 5.6. We included a bullet point list of the main features to highlight these
characteristics. Further, we used a simple diagram to illustrate the situation in which
Compass is useful.

To answer how Compass works and what possibilities is offers, we further divided
the section into Components and Flows. In Components we cover an architectural view of
the internal components and their relations. Besides the diagram depicted in Figure 5.7,
we provide thorough explanations of each component. The Flows are described using
sequence diagrams as for example in Figure 5.8.

Getting Started

The Getting Started guide introduces the most important learning resources and tools of
the documentation. In our case, the playground and specification are crucial tools to
learn Compass. We decided to explain these in detail because we expected developers
to use it intensively. Figure 5.9 shows the explanation we created for the playground.
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Figure 5.6.: The overview landing page answers what Compass is on a high-level and
what problem it solves.

Figure 5.7.: The components are explained using a high-level diagram with each compo-
nent.
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Figure 5.8.: The most common flows in Compass are illustrated using sequence dia-
grams.

Figure 5.9.: In getting started, we explain important tools, such as the playground, in
detail.
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Figure 5.10.: The tutorial contains text segments and simple example requests.

Tutorial

The tutorial is a section where the two artifacts differ significantly. The basic documen-
tation does not have an explicit story but rather demonstrates how to create and query
the basic entities of Compass. Also, it is by design not clear what the tutorial wants
to achieve. In total, there are three examples in the tutorial with a relatively low level
of complexity. The text descriptions are rather long and rarely contain hyperlinks to
other supporting resources. The reason why we kept this tutorial simple is because we
want to implement a meaningful contrast between the two artifacts. Figure 5.10 shows
that the examples are preceded by unstructured text segments and that the samples
are rather simple. We demonstrate GraphQL mutations in the tutorial, but we do not
demonstrate how API consumers could create complex objects using the samples. Still,
the tutorial might help users because it covers the important first steps with Compass.

Samples

The samples section represents a collection of examples for different elements of the
API. In our case, the samples only cover the most important ways to query Compass
entities. We did not include any descriptions for the examples and also do not reference
additional resources. This section contains four examples of API usage. Again, this
artifact has a quite basic samples section in order to create a solid difference to the
advanced version. The queries are more complex than in the tutorial and therefore
provide additional value for API consumers.
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Figure 5.11.: The samples are presented as a list with short titles and the code itself. We
only cover the most important queries.

Glossary

The glossary contains definitions and details on special terminology used in the docu-
mentation. According to our interview findings, this feature is quite rare in practice but
helps to prevent misunderstandings. We included it in our basic version to generally
test whether it is perceived as useful. This section consists of an overview table and a
list of terms and definitions (see Figure 5.12).

5.3.3. Advanced

The advanced version of our artifact contains additional features and improvements
based on our findings from Chapter 4. The overview, getting started, and glossary are
the same as in the basic version. We improved the tutorial and samples sections by
implementing the previously selected features. Additionally, we added a best practices
section containing recommendations from an API provider view.

Tutorial

The tutorial section of the advanced artifact adds functionality mentioned by interview
participants to the basic version. The following implications were implemented in the
tutorial section:

• F6 - Main scenario as entry point

• F8 - Support familiar tools
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Figure 5.12.: The glossary explains each special term in its context and references further
resources in the documentation.

• Q3 - "Less is more" for textual descriptions

• Q7 - Increasing complexity in usage scenarios

• S1 - Story in tutorials

• CF2 - Junctions in paths

In our interviews, we found that a "main scenario" covering a typical usage of the
API might be perceived as useful (F6). We implemented this by creating a tutorial using
very common steps of working with Compass, such as creating, querying, and updating
entities. Further, we included support for the popular API development environment
Postman 15. This feature was frequently mentioned, mainly by our developer group
(F8). As illustrated in the screenshot 5.13, we embedded a Run in Postman button
which gives developers the option to import the complete tutorial into their Postman
application. Regarding the accompanying text in the tutorial, we focused on a "less
is more" philosophy (Q3). In contrast to the basic version, this tutorial contains only
very concise text, e.g. in bullet points. A major difference to the basic artifact is the
overall complexity. This section contains seven examples, which is more than twice the
examples in the basic version. Also, the samples in the tutorial cover complex update
mutations that are only present in this version. Additionally, we define our outcomes
and a story that was frequently mentioned in our interviews (S1). In the screenshot, this
is shortly described as a bullet point list for better readability. Furthermore, we offer

15https://www.getpostman.com/
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Figure 5.13.: The tutorial starts with a definition of the outcome and explanation of the
story.

alternatives between examples (CF2). For example, before the last mutation, we mention
what other requests are possible at that point to reach a similar outcome.

Samples

The samples in the advanced documentation are enhanced with frequent references
to the specification (F5), tool support for Postman (F8), and a higher coverage of API
usages (Q6). This section contains eight examples which is exactly twice as much as in
the basic artifact. We mainly added more complex examples for some of the important
GraphQL mutations. The descriptions for each example help with looking up type
structures and relations to other object in the specification.

• F5 - References to low-level documentation

• F8 - Support familiar tools

• Q6 - Coverage of main cases

• R1 - High-level to low-level

Figure 5.14 shows the upper segment of the samples. Again, we embedded a Postman
button to import the samples. Further, each example is accompanied by a short descrip-
tion with a reference to further resources such as the specification. This ensures that
developers can instantly open the corresponding definition of the mutation or query.
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Figure 5.14.: The samples are guided by textual descriptions with references to the type
and object definitions in the specification.

Best Practices

The last difference between the basic and advanced version is the best practices section.
Some interview participants explicitly mentioned that this knowledge might be useful
for working with examples and usage scenarios. It is intended to show API consumers
how to work in a highly effective way with the given resources. Together with the
API provider we found some practices that might help with learning Compass. In
Figure 5.15, we show that best practices regarding GraphQL are instantly demonstrated
using an example. We also included tips for working with the playground which were
supported by annotated screenshots.

5.3.4. Possible extensions

We are aware that there are missing features which are common in many API docu-
mentation. Due to our time constraints, we could not implement all important features
that occur in practice. Also, this would not be beneficial for our purposes, since we aim
to test a selected set of knowledge in a case study. In this section we list some other
features that might have been included in our artifacts.

"Helper Buttons"

A common feature in many API documentation are buttons to facilitate repetitive
tasks such as copying, pasting, executing, or changing the programming language of
examples. We acknowledge the usefulness of these buttons and also see that large
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Figure 5.15.: The best practices are specific to GraphQL and the playground. They
consist of an explanation and an example to demonstrate the practice.

Figure 5.16.: Helper buttons embedded in an examples can support developers in copy-
ing and executing of code.

software companies use them in their documentation. For example, the Google Maps
API 16 equips each example in a tutorial with a variety of buttons. In Figure 5.16, we
depict an example that has three helper buttons. The first one from left is used to transfer
the example to a playground where it can be executed. The second switches between
light and dark theme, and the third simply copies the whole example to the clipboard.
The first and last one would also be highly suitable for our own implementation.

Instant feedback

Even though we name "instant feedback" as one of our implications (Q4), we did not
implement it in our artifacts. However, progressive API documentation such as the one
from Twilio 17 use the feedback feature for each page in their documentation. A click

16https://developers.google.com/maps/documentation/maps-static/ntro
17See https://www.twilio.com/docs/usage/api
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Figure 5.17.: The Twilio API documentation offers an option to instantly rate the current
page (accessed on 13.08.19).

on the field highlighted in Figure 5.17 opens a dialog providing the user with options
to further specify the feedback. While we believe that this is a valuable feature for a
documentation, we chose to not implement it in our artifact due to the low occurrence
in the interviews and our constrained time.

Integrating Playground and Specification

The popular API development tool Swagger UI 18 integrates an execution environment
with the specification of the API as highlighted in Figure 5.18. This brings the two
resources close together and enables developers to work in one central place. One
potential drawback of our documentation is that specification and playground are
physically separated. However, considering the tools we have chosen the integration
would be complicated and therefore not feasible within the scope of this thesis.

18https://swagger.io/tools/swagger-ui/
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Figure 5.18.: Swagger UI offers a playground that includes information about the model
and types (accessed on 13.08.19).
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This chapter presents a case study to research the effect of differences between our
two designed artifacts. We presented our two API documentation in two groups of
developers and asked them to solve tasks within a given time. Our design of this study
is explained by answering some guiding questions in section 6.1. Further, we provide a
detailed definition of the case we researched in 6.2. In section 6.3, we demonstrate the
results of our quantitative and qualitative analysis. We put all the findings together by
giving concrete recommendations in Section 6.4.

6.1. Case Study Design

Our study design is guided by the research of Runeson & Höst (2008) on case studies in
software engineering [40]. In their paper, Runeson & Höst posit a set of central questions
that any rigorous case study plan should answer. To give the reader a holistic view of
our case study, we follow these six questions and explain our answers for each of them.

Objective - what to achieve?

Our case study aims to observe and measure the effect of our design differences in the
artifacts on devX. In an explanatory manner, we plan to find evidence for potential
differences in developer productivity, perceived usefulness, and satisfaction. To reach
this goal we designed two significantly contrasting artifacts that would be used by
software developers to solve the same problems. This approach intends to find indicators
for features that have a causal relationship to improvements or decreases in devX.

The Case - what is studied?

We conducted our case study with a group of professional software developers from a
large software company. We characterize our study as an embedded single-case study
[52]. The case is a small sample drawn from the company which we further divide
into two groups, each with one version of the artifact. The groups with the basic and
advanced artifacts form our units of analysis, hence making it an embedded case study.
Since we do not have a comparative sample from a different context or company, we
consider this a single-case study. The large software enterprise is well suited for our
case study because there is an increased awareness for the importance of developer
experience. In Section 6.2 we lay out the details of the case.
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Theory - frame of reference

The underlying theories of our case study are mainly concerned with API documen-
tation, the role of examples, and developer experience. We have analyzed the body
of knowledge in Chapter 2. Further, we note that there is related work that builds on
similar foundations as our study, which is described in Chapter 3.

Research questions - what to know?

This study is supposed to answer our third and last research question:

RQ 3: How can usage scenarios and examples help increase Developer
Experience for API consumers?

The question consists of an action and an outcome. The action we apply is providing
software developers with API documentation to solve problems. The documentations
we provide have differences regarding the usage scenarios and examples which we
explained in Chapter 5. The outcome of the research depends on whether the differ-
ences in the resources also affect the developer experience. We answer whether our
optimizations help with devX by analyzing quantitative and qualitative data collected
during the study.

Methods - how to collect data?

We apply multiple data collection methods to gain a holistic view of the studied
phenomenon. We do not simply rely on metrics to measure devX but also interview and
observe our participants. Overall, the following measures are applied [52]:

• direct observations

• surveys

• semi-structured interviews

Our direct observations were conducted by the author and included formal and
casual instruments. First, we observed and measured the following metrics using a
formal field protocol: duration of phases and tasks, number of API requests, and usage
of documentation sections. Using a stopwatch during the study, we could measure the
times and note them in our protocol. We observed the laptop screen of the participant to
see whether a features is used or a request is issued. This information was also recorded
using tally sheets. If there was any notable behavior, such as a trial and error approach,
we noted that particularly. We encouraged participants to express think-aloud comments
whenever they find something useful, cumbersome, or just unusual. The utterances of
our participants were noted separately as qualitative data.
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After participants solved the tasks, they were asked to fill out a survey which was used
to calculate the System Usability Scale (SUS) score [3]. As recommended in Brooke
(1996), we handed out the questionnaire without a discussion or prior briefing about the
used API documentation. The questionnaire consists of ten questions with a five-point
Likert-scale ranging from "Strongly disagree" to "Strongly agree" (also see Appendix B).
Using the SUS, we compared the perceived usability of the participants for the basic
and advanced artifact.
Finally, we conducted semi-structured interviews with each participant to talk about
the usefulness and features of the artifacts. We made notes of the answers but also
created audio recordings after a confidentiality agreement. The guiding questions are
listed in the Appendix B and were used as a baseline. Often, we asked further questions
to clarify the statements of the participants. During the interview, interviewees were
allowed to show us features of the artifact on their screen which helped us explicitly
note what they perceived as useful.

Selection strategy - where to seek data?

For our study, we had to select a sample of software developers and a suitable set of
tasks to be solved by each participant. To select a representative group of software
developers, we defined the following requirements which every developer had to fulfill:

• familiar with APIs but NOT with GraphQL

• familiar with domain but NEVER worked with Compass

• at least four years of professional experience in software development

First, it is a prerequisite to know what web APIs are and how they work. Most
software developers have likely worked with REST APIs or software libraries before.
However, we require that the subjects do not have substantial experience with GraphQL
to eliminate side effects that might originate from variations in GraphQL skills. Second,
the participants should know the domain of Compass, especially the concepts around
runtimes and applications. This is a requirement to prevent elemental misunderstand-
ings. Even though they are familiar with the concepts, the subjects should not have
worked with Compass before the study. Finally, we expect the participants to have at
least three years of professional software development experience. Previous studies
mostly recruit students for their research, which allows for bigger samples but is not
desired in our case [33, 22, 19]. We aim to study a phenomenon in a real-world setting
and decided to work with professional, experienced software developers instead. We
decided to set four years of experience as a minimum similar to previous studies work-
ing with participants of "moderate to extensive programming experience" [31, 53]. In
contrast to existing research, we do not count experience in university projects or student
jobs to ensure we include only participants with four years of professional experience.
Using these conditions, we selected 12 participants from the large software vendor for
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our case study.
The second selection strategy we defined was concerning the tasks for our study. Before
designing a suitable set of tasks to present to our participants, we specified requirements
to be satisfied:

• resemble real scenarios of using the API

• varying levels of difficulty

• supported through API documentation without disclosing the solution

• suitable to be solved in a limited amount of time

We aimed to design our study as realistic as possible. The baseline for researching a
realistic phenomenon is to provide tasks that emulate real usage scenarios of the API.
This is supposed to prevent a strong feeling of fiction during the study. Further, the tasks
should get increasingly complex and difficult. Again, this is a requirement to ensure
we conduct our study in a realistic setting. By challenging the software developers,
we encouraged them to apply problem solving techniques they also use during their
day-to-day activities. The API documentation serves as a support to solve the tasks and
by abstracting from the tutorial and samples, it should be possible to solve the tasks.
However, the tasks should not easily be solvable by copying and running one of the
examples. Lastly, the study has fixed time constraints which should also be reflected in
the task design. Each task should be solvable in a limited amount of time depending on
the difficulty of the task.

In summary, we answered the most important questions around our study design. We
aim to research the effect of differences in the API documentation, especially regarding
usage scenarios and examples, on the developer experience of professional software
developers. The findings of the study are intended to answer our third research question.
We collect our data using observations, a SUS survey, and semi-structured interviews.
Prior to selecting participants and suitable tasks, we defined selection criteria which we
just outlined.

6.2. Detailed Case Description

In this section, we present more details on the case and units of analysis. As part of a
complete case description we present the study participants, assigned tasks, and the
procedure used to conduct the case study.

Participants

As previously mentioned, we study a case with two embedded units of analysis. Here,
the case is defined as a small group of professional software developers from a large
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Table 6.1.: An overview of our participants and their professional experience as software
developers.

multinational software vendor which were selected using a selection strategy described
in the previous section. We divided the group into two equally sized, balanced subsets
which we call group A (advanced) and group B (basic). The years of professional
experience were used as a metric to balance the groups. The two resulting groups served
as our units of analysis within the case. In total, we recruited 12 participants for our
study which are listed in Table 6.1. Regarding the mean values of the experience, the
two groups only differ slightly.

Tasks

All participants were provided with the same set of tasks. Based on the previously
specified requirements, we created three tasks. Table 6.2 presents each task with its key
facts. The covered topics are an indicator for the boundaries of a task. For example,
task two is concerned with two topics which requires the participants to know the
structure and especially the relations between "Applications" and "Documents". This
task expects the subjects to have deeper knowledge of the documentation. Further, we
list the minimum required steps to solve the task, i.e. the number of API requests to get
the desired output. We emphasize that this not a direct indicator for the complexity of
the task but rather demonstrates how many resources are queried or created during the
task.
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Table 6.2.: The three tasks differ in difficulty, topic, and required solution steps.

Figure 6.1.: The procedure of our case study that was executed with each participant.

Procedure

Before executing the case study, we designed a procedure to ensure we answer the most
important questions and give all participants the same circumstances. A session with
one participant took approximately 60 minutes. The steps of the procedure are depicted
in Figure 6.1.

The preparation of our study consisted of starting the Compass documentation
application. All sessions with participants were conducted using the author’s personal
computer. Further, we had to set up the prerequisites in the GraphQL playground
which was required for the tasks. This technical preparation always happened before the
meeting. Next, we met the study subject and discussed the organizational questions.
This included the confidentiality statement for our audio recording and the other data
collection methods. The professional experience of the participants was also inquired in
this step. Before we started the first phase, we explained the whole study procedure and
the time limitations. The learning phase marked the beginning of our time measurement.
The participants were allowed to read through the documentation and give comments
via a think-aloud protocol which we noted. During the learning, they were restricted
from opening the task descriptions even if they were interested in the tasks. However,
it was possible to end this phase even before the full ten minutes. If the participant
was still in the middle of trying an example or finishing the tutorial, we granted extra
time but verbally expressed that the time is restricted. The task phase gives the subjects
around 35 minutes to work on the tasks. We adjusted the time depending on whether
participants were very close to the solution or not. We gave a full point for each solved
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task, half a point for unfinished tasks with the right solution approach, and zero points
for wrong solutions. Our survey to calculate the SUS was conducted immediately
after the task completion without prior discussions. The final step of our study were
semi-structured interviews. Besides the questions listed in Appendix B, the participants
were free to comment on other topics as well, e.g. how realistic the study is.
The presented procedure was conducted with each of the 12 participants. The next
section presents our results from analyzing the quantitative and qualitative data.

6.3. Results

The findings of our case study can be categorized into quantitative and qualitative
results. The quantitative data comprises all metrics collected during the observation
and the survey results of our SUS questionnaire. The qualitative data includes the
think-aloud protocol and semi-structured interviews with participants.

6.3.1. Quantitative Analysis

We analyzed the quantitative data using mainly descriptive statistics. More precisely,
we inspected the distributions, mean values, and variances or deviations in our data.
Each subsection corresponds to one type of data we collected during the case study. The
size of our samples (N) can be assumed to be 12 for all the following results.

Phases & Success

The main goal of the participants was solving the tasks correctly in minimal time. An
exception is the learning phase, in which participants were encouraged to read through
the material. In Figure 6.2, we illustrate the mean duration per phase for the groups A
and B. On average, the learning phase across all participants took 9,92 minutes which
is close to the ten minutes we set as time constraint. Regarding each group separately,
we see that group A had a 42% longer learning phase than group B. For each task, we
consistently observe that group A is faster in solving the tasks. For task 1 the difference
is 18%, for task two it is 31% and finally for task three group A is 14% faster than group
B. In total, group A solved tasks 20% faster than group B. The standard deviations,
depicted as error bars in the figure, indicate a rather low variation in the estimation.
Steadily, the standard deviation corresponds to around 10 to 30% of the mean.

Observation (Time for tasks): Participants in group A took 42% longer to learn and
solved the tasks 20% faster than participants in group B.

Further, we investigated the success of our participants measured in points per task.
As shown in Figure 6.3, the participants were very successful with a mean score of 2,88.
Only three out of 12 subjects did not get full points for task three. Considering both
groups, we see that group A scored around 3% better than group B. Drilling down on
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Figure 6.2.: Mean durations for each phase of the study. The error bars stand for one
standard deviation into both directions.

task 3 only, which was the most complex exercise, the difference between group A and B
amounts to 10%. In summary, we observed clear differences in our time measurements
but comparatively small differences in terms of success.

Observation (Correct solutions): Participants in group A scored 10% better in solving
the most complex task. There are no differences for the other two tasks.

API Requests

The participants could issue API requests using the GraphQL playground. These re-
quests either failed or successfully returned the requested data. We translated this
activity into request success and failure rates depicted in Figure 6.4. The green bars
show what ratio of the requests were successful. Respectively, the blue bar shows the
corresponding failure rate. At a first glance, we observe that group A has steadily higher
success rates than group B. In total, we find that group A makes 44 % more successful
API requests than group B. Another result is that the variance among subjects in group B
is higher than in group A. Precisely, the standard deviation for group B is 125 % higher
than for group A.

Observation (API requests): Participants in group A issues 44% more successful API
requests than in group B.

We further discovered a strong positive correlation between API request success rates
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Figure 6.3.: Total points of participants in the three tasks.

and the duration of the learning phase in group A (correlation coefficient r=0,79). This
indicates that the time investment into learning and trying the API resulted in higher
general success rates. Contrary, we found that this does not apply to group B. We even
see a moderate negative correlation (r=-0,47). The participants in group B issued more
successful API requests.

Documentation Usage

Further, we observed what sections of the artifact were used frequently by our partic-
ipants by noting the "clicks". For each subject, we estimated based on our tally sheet
what fraction of their time was spent on the particular section. Again, we analyzed
the groups in separation to observe differences. Figure 6.5 depicts the usage of each
section as a fraction of the total time. Concerning the mean values, we found three major
differences between group A and B. First, the overview part was visited for 22 % longer
in group B than in group A. Second, the getting started section was used around 70 %
longer in group B. And third, the participants in group A spent circa 29 % more time in
the tutorial. Generally, the groups also differ in the standard deviation as pointed out
by the error bars. In group A, we consistently notice higher variations than in group B.

Observation (Feature usage): Participants in group A spent less time in the overview
and getting started sections but more time in the tutorial.
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Figure 6.4.: The bars depict success rates of API requests. The dotted red lines represent
the mean success rates per group.

Figure 6.5.: Mean relative usage of the documentation sections. The error bars symbolize
one standard deviation into both directions.
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Figure 6.6.: The SUS score for each participant. The dotted red line symbolizes the mean
values of group A and B.

System Usability Scale

The final part of our quantitative analysis concerns the System Usability Scale (SUS). We
conducted the standardized survey with 12 participants and show the scores in Figure
6.6. The horizontal red line represents the mean SUS score per group. Our advanced
artifact was rated at around 85,8 points. The basic API documentation scored 75 points.
The difference in SUS scores is around 13 % for group A over B.

Observation (SUS): Participants in group A responded with a 13% higher SUS score
to their artifact than participants in group B.

Relating SUS to other metrics, we found that there is a moderate positive correlation
between the SUS score and the API request success rate (r=0,66). This hints at a higher
perceived usability, if the participant’s API requests were more successful. This potential
relation is also visible in individual cases. If we take B1 and B6 as examples, we observe
that B1 has the highest SUS score and API request success rate in group B. B6 on the
other hand, has the lowest SUS score among all participants and at the same time one of
the lowest API request success rates.
Following our insights from the quantitative data, we present our results from the
semi-structured interviews and other notes we made during the study.
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6.3.2. Qualitative Analysis

We transferred the notes from our sessions with participants into a qualitative data
analysis software where we coded interview using an inductive approach. We reviewed
the data with a focus on the frequently mentioned concepts. In this section, we present
our findings structured similar to the questionnaire listed in A. For each question, we
explain the similarities and differences between the statements of each group. Analogous
to chapter 4, we indicate the links to our evidence with the participant ID in squared
brackets.

Describe the usefulness of the API documentation for solving the tasks.

We will first explain the statements where we observed consensus among the participants.
Regarding the overview section, most of the subjects responded that the information
was not useful for the tasks but might become convenient in very complex cases or for
integration scenarios with 3rd applications [A2, A4; B3, B4, B5]. The specification of the
API was generally regarded as useful, especially for lookup purposes and very specific
problem solving [A2; B5, B6]. Also, the fact that there was an execution environment
was considered "vital" [B5] and helped participants gain confidence and experience [A2,
A3].
The tutorial section was rarely commented on by participants of group B. In group
A, however, the tutorial was seen as helpful because with small adjustments to it, the
participants were able to solve problems [A1, A2]. Further, the tutorial put samples in
a context and therefore helped with real implementation tasks [A4, A5]. The samples
were used as a lookup point in both groups, but in group B it was also seen as the main
entry point [B1, B2, B5, B6]. Finally, our subjects in group A commented that the tool
support for Postman might only be useful if the API consumers are Postman "power
users" [A3, A5].

What parts of the documentation did you like the most? And why?

Among all respondents, the specification and playground were the favorite parts of the
documentation. The specification was mostly liked for the clickable elements [A1, A2],
search function [B3, B4], and the structured presentation [B5]. The playground was
regarded as essential for working on the examples and tutorial [A1, A2, A4; B4, B6]. The
overview was considered useful to solve more complex tasks which were not part of our
study [A1; B2].
The tutorial is often favored in group A, especially regarding the references to other
resources that we included in the advanced artifact [A1, A2, A5]. Furthermore, the "good
coverage with samples" was liked by some subjects [A3, A4]. Also, the best practices
section, which was only available to group A, was appreciated by two participants
because "this information is always missing" [A4, A5].
The subjects in group B mainly mentioned the samples as the best part of the documen-
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tation [B1, B2, B4]. The positive parts about the samples were that they provide a good
entry point [B1, B2].

What parts of the documentation did you not like at all? And why?

There is a general consent about the overview and glossary section. Both were perceived
as rather unnecessary and "too much" for solving the tasks by many participants [A2,
A3; B2]. However, the interviewees pointed out that the conceptual information might
become important for more complex scenarios or non-developers [A4; B4]. Also, there is
an agreement that the important text in the documentation was not highlighted enough
[A5; B2, B5].
In addition to the mentioned points, group B stated that the descriptions for examples
and the tutorial were too long [B1, B6]. Further, the documentation as a whole was
perceived as not "developer-centric" enough [B3, B4].

What information or features were missing in the documentation?

In both groups, we found that there was a lack of "helper buttons". This includes small
functions e.g. to conveniently copy a code example or transfer examples directly into
the playground and execute there. We did not include these features which were found
cumbersome to use by some participants [A5; B2, B5]. Further information on this topic
can be found in Section 5.3.4.
The participants of group A found that further information on prerequisites was missing
[A4].
More than 75% of the statements about missing features came from group B. First, many
subjects found that the artifact requires more examples with higher complexity [B1, B2,
B6]. Additionally, some participants noticed a lack of links between the resources which
required them to conduct more searches [B2, B6]. Finally, the descriptions for examples
and tutorials should have been "better" in terms of conciseness and usefulness [B4].

6.4. Recommendations

As a conclusion, we evaluate our case study findings and link them back to the features
of our artifacts. We collected evidence about the potential effects of these features
and present recommendations based on quantitative and qualitative data. We note
that not every feature in our documentation was converted into a recommendation.
Features that are not covered in this section provide insufficient evidence for a grounded
recommendation. First, we will examine the elements included in both artifacts and
second, we cover the differences between the artifacts in detail. An overview of all
recommendations can be found in Appendix C.
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Executable & Adaptable Examples

We provided both documentations with a way to execute and modify usage examples.
This was our implementation of the implications of F1 and F2. Our evidence shows that
this feature is "vital" [B5] and often among the favorite parts of the documentation. From
our observations, we can confirm how essential it was for the developer experience. We
assume that developers would still find a way to execute our presented examples using
local applications or their browser. However, we claim it makes a difference for the devX
if the API provider maintains the playground for developers.

Recommendation 1: API providers should make an API playground available as an
easy way to execute and modify the examples in the documentation.

Misunderstanding Terms

As part of both artifacts, we included a glossary explaining the most important termi-
nology. This is based on the knowledge we found during our first interview round. Our
study illustrates that this conceptual knowledge was disliked by many participants and
rarely used as our feature usage data shows. The interviews revealed that the API was
perceived as too simple to have a glossary. We take this valuable insight to propose the
usage of glossaries for highly complex applications. Otherwise, the terminology might
also be explained upon the first usage without a separate glossary section.

Recommendation 2: A glossary should be part of the documentation for high-
complexity APIs but not for simple APIs. For simple APIs, the glossary is perceived as
unnecessary.

References between high-level and low-level documentation

A substantial difference between the documentation was the frequent references we
included in the samples and the tutorial of the advanced artifact. The implication F5
served as a foundation for this feature. Our evidence reveals that these references were
liked in group A and the tutorial usage was significantly higher than in group B. Further,
group B mentioned that references between the specification and tutorial were missing
in their version. We take this consistent need as an indicator for the high value of
references between the high-level and low-level documentation.

Recommendation 3: The high-level documentation (usage scenarios, examples)
should reference the low-level documentation (specification) to facilitate lookups and
searches.
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Text descriptions & "Less is more"

The textual descriptions in the advanced artifact were concise and focused on crucial
information. We implemented the features F7 and Q3 in our tutorial and samples to a
large extent. The findings demonstrate that group B disliked the textual descriptions
which were less concise and did not highlight much information. Further, we realized
that participants in group A executed more examples of their tutorial. We assume that
less text in front of examples lowers the barriers to execution. This, in turn, resulted in
much higher API request success rates in group A. Even though we highlighted parts of
the advanced documentation, the participants responded in interviews that it is much
more highlighting necessary. We recommend keeping textual descriptions especially in
combination with examples very short and concise.

Recommendation 4: The textual description accompanying examples and usage
scenarios should highlight crucial information, be concise, and focused.

Use Case Coverage

An intended major difference between the documentations was the higher number of
examples in the advanced version. Our implication Q6 indicates that the coverage of use
cases is an important element of usage scenarios. The study results show that partici-
pants in group B regard the number of examples in their version as too low. At the same
time, group A did not complain about missing examples and the quantitative results of
how their attempts at executing samples were much more successful. We discovered
a moderate correlation between higher request success rates and perceived usability
which is in line with the statements from our participants in group A concerning usage
examples. We recommend that increasing the coverage of use cases might positively
influence usability. However, it is obvious that more examples might at some point
reverse the effect and cause a worse developer experience.

Recommendation 5: Increasing the coverage of the most important cases with API ex-
amples might improve the developer experience with regards to developer performance
and perceived usability.

Increasing complexity

The usage scenarios in the advanced documentation covered more cases and had an
increasing complexity. We based this feature on the implication Q7. Interestingly, the
interviews with group B showed that the basic artifact was missing complex examples
according to participants. For task two which required the subject to issue the first
complex API requests, we observed a significant performance variation between the
groups. There is also a substantial difference in the most complex task. We assume
that group A had more success with the more complex tasks because they had seen
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examples with increasing complexity in the tutorial. Our evidence might be an indicator
of the positive effect on developer experience by providing challenging tutorials.

Recommendation 6: The complexity of examples and usage scenarios presented in
the documentation should get increasingly higher.

Tool support

The idea to support a popular API development tool in our advanced artifact originated
from F8. We implemented a button that can be used to execute examples in Postman. In
our study, we observed that this feature was not always noticed and never productively
used for the tasks. The interviews disclosed that the tool was seen as unnecessary
because of the GraphQL playground. The participants that clicked the button had a
positive impression of this feature but think it only makes sense for "power users" [A1,
A6]. We also saw an appreciation for the fact that the API provider offers the consumers
the possibility to pick a tool. We think this would be a useful feature if the provider
offers the right tool support.

Recommendation 7: The examples and usage scenarios should be supported by
the right tools. Ideally, the addressed API consumers should be power users of the
supported tools.

Helper buttons

A feature we did not include in our artifacts because of time constraints were "helper
buttons" (see Section 5.3.4). Unsurprisingly, participants in both groups confirmed
that this small feature is standard in other documentations and therefore expected by
many developers. A missing "copy to clipboard" button might decrease the developer
experience while using a tutorial if copying and testing become cumbersome. We claim
that these "helper buttons" might be beneficial for the developer’s experience through
usage scenarios and examples. There is a variety of helper buttons in practice, some of
which are presented in our Section 5.3.4.

Recommendation 8: The examples and usage scenarios should be supported "helper
buttons". These help API consumers to work efficiently with the resources by automating
repetitive tasks.
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7. Discussion

In this chapter, we briefly summarize the key findings of this master’s thesis and
critically discuss the limitations.

7.1. Key Findings

In the following, we describe the most important findings from this thesis.

Problems with API documentation are impacting API consumers and providers
As expected, the challenges in working with API documentation are not limited to API
consumers only. Interestingly, our participants even had valuable insights about the
"other" side, i.e., product owners commented on problems API consumers have. This
indicates that it is necessary to conduct studies on API documentation from multiple
perspectives including all stakeholders.

"Less is more"
A significant effect was observed for our "less is more" implication (Q3). In a quanti-
tative and qualitative analysis, we found that concise descriptions with less cluttered
knowledge help developers in extracting the relevant knowledge.

High expectations for executability of examples
Software developers expect that examples work correctly and are executable "out-of-
the-box". The demands are higher in the sense that an execution environment and
integration to the specification are also assumed to be provided. Missing features such
as "helper buttons" are noticed quickly and lower the devX.

Textual descriptions have a significant impact
As previous research pointed out, the textual descriptions for usage scenarios and exam-
ples significantly affect the impact on devX. We confirm with multiple observations that
this assumption is justified. The descriptions are necessary to create references between
high-level and low-level documentation. Further, descriptions help to put examples
in a context to lower the "cognitive distance" to the API consumer. In our study, we
also found the direct effects on the perceived usability of the documentation. Further, a
considerable lack of meaningful descriptions was noticed by participants working with
our "basic" documentation.
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Complex usage scenarios challenge developers but improve devX
Previous research stressed the need for simplicity over complexity for the API docu-
mentation in general. We claim there are resources where it makes sense to increase the
complexity. In our interviews, we found that according to participant’s usage scenarios
should increase their complexity step-by-step (Q7). The case study confirmed that a low
complexity is perceived as a disadvantage regarding a tutorial. In reality, developers are
challenged with complex tasks. This justifies the need for complex usage scenarios in
the API documentation as well (Recommendation 6).

Long learning phases result in high overall API success rates
The more extended learning phase was caused by complex and numerous examples
and usage scenarios. Spending more time working on the examples obviously increased
the API usage success rates. Besides, we observed that the results during the task phase
had been even better. The participants seemed to be more willing to try out examples
and had a better idea of what working examples look like. In recommendation 5 we
encourage to increase the coverage with examples to foster this effect.

Playground and specifications are useful and a highlight for developers
Even though we did not test the effect of the GraphQL playground and specification, our
participants clearly stated that they favored those tools. Our intention behind the play-
ground was to provide a platform for executability and adaptability of examples which
was perceived as very useful and a vital feature. On the other hand, the specification
was merely meant to present the schema of the API. However, we noticed that the static
page provided a much better developer experience in exploring the API schema than a
raw file. Previous studies have frequently found the need for a sandbox or playground
but the benefits might be even more significant than anticipated [42]. Therefore, we state
recommendation 7 which calls for tool support.

Conceptual information is perceived as necessary but rarely used intensively
The role of conceptual knowledge in API documentation is an important topic in research
[22, 25]. In theory, there is a consensus that the concepts and context must be understood
deeply to use the API as efficient as possible. We confirm most of the findings with our
interviews and also formulate implications emphasizing the importance of conceptual
knowledge. However, in our practical study, we found that the real usage of these
resources is rather low, even during the learning phase. The popularity is even lower, as
most of our participants rated the glossary and overview of the documentation as the
least favorite sections. At the same time, software developers agree that this knowledge
is necessary for efficient usage of complex APIs or the execution of integration scenarios.

Features requested by developers should be evaluated in practical studies
Generally, we found that features requested by developers might not be per se useful.
We made this experience with the glossary and overview section of the documenta-
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tion. Although we observed a need for these conceptual knowledge resources in our
interviews, our evaluation showed that there are many more dependencies we did not
have in mind in the first place. For example, the glossary was not perceived useful for
simple APIs (Recommendation 2) but rather for complex APIs. The implication is that
the realization of beneficial effects heavily depends on the API itself.

7.2. Limitations

The limitations of our study can be explained separately for the three methods we
applied: semi-structured interviews, implementations, and the case study.
The findings of our semi-structured interviews must be seen with mainly two limita-
tions. Firstly, generalizability is limited by the fact that we selected a small sample from
only one organization. Even though this organization is part of the software industry,
the findings might not easily be generalized across domains or even within the same
domain. To mitigate this threat, we thoroughly included previous research into our
findings. The knowledge types we found were compared to literature and analyzed
using an existing taxonomy. Secondly, the questions of our interviews might have been
understood differently depending on the participant’s vocational background. Our
interviewees had different experiences and worked in various projects which has an
inevitable effect on their understanding of our questionnaire. This limits the reliability
of our collected data. As a countermeasure, we conducted a pre-study with three of the
interview participants to review the questions and test the understanding. Our main
interview round was the second iteration for our questionnaire.
The two types of API documentation designed during our study are subject to limitations
as well. As noted in Chapter 5, we did not implement all common features due to feasi-
bility and relevance reasons. These missing functionalities limit the representativeness
of these proof-of-concept implementations. Modern API documentation includes more
sophisticated features which certainly affect the devX. This might have also affected our
overall usability of the artifacts and therefore influenced the behavior of our participants.
However, we minimized this threat by preventing strong disadvantages through missing
features. For example, the playground and specification were not integrated but we
still provided two separate powerful tools enabling developers to search through the
specification easily. Also, we pointed out the possible extensions in this thesis, so that
future studies can include them in their API documentation.
Lastly, we conducted a case study which comprises multiple data collection methods
including their limitations. We assessed our threats to validity based on the four assess-
ment criteria presented in [40]:

Construct validity: The construct validity indicates to what extent the measures that
are studied reflect what the researchers had in mind. This occurs, for example when the
discussed constructs are interpreted differently by interviewer and interviewee [40]. In
our study, this threat was mitigated by developing artifacts together with a team of API
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providers. This ensured that the message conveyed through the API documentation was
in line with the provider’s view of the API. Also, we gave participants the chance to
ask questions during the case study if they were not related to the task solution, leaving
enough room for clarification during the conduct of the study.

Internal validity: The threat to internal validity is important when the researcher
investigates causal relations within the observed factors. When the observed factors are
additionally influenced by a third factor, the internal validity is limited. During a study
with developers there might be multiple variables originating from the participant’s
background knowledge or current projects. We did not have an influence on any of
these and they might have affected the relations we observed. However, we designed
the case study to be resistant against some significant threats. For example, we used
multiple data sources to base our observations on more evidence. Finally, our selection
of participants followed criteria that eliminate significant knowledge differences. For
example, none of our participants had professional experience with the API technology
GraphQL.

External validity: The external validity refers to the generalizability of findings out-
side of the studied case [40]. We selected participants from only one organization which
limits the generalizability of the case study. As already noted, this small environment
only has a limited representativeness regarding software developers. On the other hand,
our selected participants mainly work in open-source projects which might be closer to
the population than highly specialized developers. Also, the selected project "Compass"
is an open-source project as well, which mitigates the threats coming from studying a
domain-specific closed API.

Reliability: The reliability of the case study reflects what extent the data and analysis
depend on the specific researcher [40]. The data from our case study analyzed by
only one researcher. This results in a strong influence of the researcher’s experiences
and biases on the findings. Therefore, the same study by a different researcher might
yield other outcomes. The countermeasure for this threat was to include not only
qualitative data that is interpreted by the coder, but also collect quantitative data. Our
quantitative findings are less dependent on the researcher and there is a decreased room
for interpretation.
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In this chapter we summarize the thesis and provide suggestions for future research.

8.1. Summary

As a summary of our thesis, we answer the research questions presented in the intro-
duction.

RQ1: What are the approaches and concepts to create and publish usage scenarios
and examples?

The research on usage scenarios and examples covers the concrete implementation,
conceptual information, and quality characteristics. Some approaches aim to provide
advanced usage scenarios and examples by focusing on the integration of conceptual
knowledge such as references, explanations, and best practices. Other research directions
are the relation between examples and the API, complexity, and the usage of test cases as
an example. In our study, most previous findings could be confirmed or complemented.
The confirmations give further empirical evidence for the relevance of the phenomena
observed by other researchers. However, we also found contradictions and novel
discoveries that are not yet backed by much literature. This indicates that there may be
more approaches and concepts for usage scenarios and examples that are not evaluated
for potential usefulness yet.

RQ 2: What are the knowledge types that must be included in usage scenarios and
examples?

The semi-structured interviews proved to be a powerful tool to analyze the knowledge
that must be included in usage scenarios and examples. Especially, interviewing API
providers and consumers was valuable since we had very different perspectives on
the same problem. The knowledge can be categorized in a structured way using the
knowledge type taxonomy by [25]. In our judgment, the taxonomy covered more types
of knowledge that we could find in the interviews and therefore is suitable for holistic
considerations of API documentation. The knowledge types to be included in usage
scenarios and examples mainly refer to concrete API functionality, quality attributes,
and control flow. Conceptual knowledge and directives from API providers are also
relevant for usage scenarios and examples. We made 27 implications based on our
observations of frequently mentioned statements.
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RQ 3: How can usage scenarios and examples be leveraged to improve the
developer experience for API consumers?

The improvements in developer experience through optimized usage scenarios and
examples are observable in multiple ways. In our case study, we were able to see
improvements in performance, perceived usability, task success, and API request success.
Besides, our qualitative evaluation shows higher satisfaction with the optimized artifact
provided by us. The "How?" question can be answered by closely studying the differ-
ences between our two API documentation. For some improvements, we roughly know
that they had a significant effect on devX e.g., the increased complexity and coverage of
our examples. However, other features may have contributed with which we can not
build cause-effect relationships. We also saw that the effects through usage scenarios
and examples heavily depends on API characteristics. We concretized these findings in
eight recommendations that might help practitioners in improving their documentation.

In the introduction, we outlined the research gaps addressed by this thesis: lack of
holistic investigation of problems around API documentation, the fine-grained con-
tribution of different elements within usage scenarios and examples, and practical
evaluations with observable effects on devX. Our thesis provides novel contributions to
these gaps. By interviewing API providers and consumers, we were able to give more
perspectives on challenges and knowledge types in the API documentation. Our two
API documentation were designed to show the fine-grained contribution of selected
features. Finally, we were able to measure significant differences in the overall devX.

8.2. Future Work

The time constraints of this thesis made it only possible to study contemporary phe-
nomena around the topic of API documentation and developer experience. Our work
only provides a snapshot of the effects on devX by our optimizations. In practice, the
documentation of an API is consulted frequently over a longer period. It might be
valuable to conduct longitudinal studies to measure lasting effects on devX. This could
even lead to observable effects on API adoption on the consumer side.
Another potential topic for future research is the detailed study of developer characters
and the relation to perceived usefulness of API resources. To make progress in an
endeavor to provide optimized API documentation targeting all software developers,
more research should take the developer personalities into account.
The artifacts presented in this thesis only investigated a selected set of features ignoring
the potential effects of elements such as the playground or specification. At the same
time, we found that most developers regard these tools as crucial. As a consequence, we
suggest conducting more fine-grained studies to measure the individual contribution
of other API resources. Future work could elicit the requirements for such an API
playground from developers and conduct a case study to test the effect of an "optimized"
API playground.
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Finally, we note that most of our work in this thesis was manual. This includes the
creation of the examples and usage scenarios but also the references in textual descrip-
tions. There is research on API documentation that occupies itself with an automatic
generation of examples or documentation. A future study could try to incorporate
findings from our and previous research into automatic workflows. Also, it might be
valuable to know which parts of the documentation are suitable for automation at all.
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A. Interview Guide - Challenges &
Knowledge Types

This interview guide was used for an interview round including 14 IT professionals.

Advance Letter

"Modern business models heavily depend on the adoption of the API they expose to
consumers. At [company name] there are several examples for the crucial role of API
adoption in business success. An increased API adoption is fostered by enabling users
to quickly learn and use a product in an insightful manner with the least number
of obstacles. This thesis is supposed to find challenges faced by API providers and
consumers in their communication. Based on this information, we propose an approach
to increase adoption with usage scenarios and examples and test it in a case study here
at [company name]."

Introduction

Goals

The high-level goals of this interview round are the following:

• Get empirical evidence for the problem itself

• Elicit existing and new requirements for usage scenarios and code examples as
part of an API documentation

• Derive information needs of API consumers and providers in the context of usage
scenarios and code examples

Format

This interview comprises 3 closed an 8 open questions. This means that you are
encouraged to answer from your own perspective and experience. The interview will
approximately take 30 to 45 minutes.
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Confidentiality Statement & Documentation

For the confidentiality of your answers in this interview, we guarantee you the following
guidelines:

• Your answers are anonymized and will not be traced back to you. The only
personal data we will collect are your years of professional experience and role.

• Your answers are used for this thesis only and not for any other non-research
related activities.

• Any confidential statements made during the interview, will not be included in
our transcript and qualitative analysis.

Questionnaire

Important note: The questionnaire presented here only forms the template with the
most important questions. Each interview usually had a different focus topic which
resulted in additional questions by the interviewer. However, this set of questions was
part of almost every interview.

Personal

1. Which of the following roles describes you the best?
Software Architect, Solution Architect, Enterprise Architect, Developer, Project
Manager, Product Owner

2. How many years of professional experience do you have in this or related roles?
1 - 2 years, 3 - 5 years, 6 - 10 years, 11 - 15 years, 16 - 20 years, > 20 years

About the Problem

1. How often do you encounter the presented problem situation in your role?
Frequently, Sometimes, Seldom, Never
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2. How relevant is the presented problem in practice?
Very relevant, Moderately relevant, Irrelevant

3. Which kind of problems did you encounter yourself in this context?

4. What are possible root causes for this problem?

Knowledge in usage scenarios and examples

1. How do API usage scenarios and examples contribute to learning and understand-
ing an API?

2. Do you encounter problems when you use API usage scenarios and examples in
your work?
(If yes) Could you name and explain the problems you have?
(If no) What make the working with usage scenarios and examples so seamless for
you?

3. How do you solve problems with inaccurate or incomplete examples? And which
of the problems MUST be solved as opposed to problems that just SHOULD be
solved?

4. How and for what do you use usage scenarios generally? Please describe your
ideal usage scenarios and examples.

5. How would you estimate the effect API usage scenarios and examples have on the
API adoption?
Significant effect, Moderate effect, Insignificant effect

Knowledge needs

1. What kind of information do you expect to find when you are using usage scenarios
and examples?

2. What kind of information is hardly accessible for API consumers? (such as implicit
knowledge, complex domain knowledge, etc.)?
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B. Case Study - Material

This appendix contains all materials used during the case study by the participants or
author.

Advance Letter

"Dear Participant,
as announced, I would like to invite you to my case study on “Improving the Developer
Experience of API Consumers”. As part of my thesis, I want to evaluate an API
documentation from a developer’s perspective. In this study, I will provide you with an
API documentation and ask you to solve three tasks only using the available resources.
After the tasks, we will have a short evaluation interview. In total, we will need around
45 to 60 minutes.
Additional information:

• You do not need to prepare anything

• We will use a GraphQL API but you do not need to be familiar with this

• The context of the API is Kyma and Compass (https://github.com/kyma-project
and https://github.com/kyma-incubator/compass)

Please let me know if the proposed time works for you! And feel free to ask for more
details on the case study.
Thank you and Best regards,
Arif"

Field Notes

Figure B.1 shows the template we used for our field notes to simplify documenting our
observations.
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Figure B.1.: We prepared tables and tally lists to document the times, requests, and
features usages.

System Usability Scale

After the tasks, we provided a survey to calculate the System Usability Scale (SUS). To
clarify the purpose of the survey, we added a small paragraph with explanations as
depicted in Figure B.2.
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Figure B.2.: The SUS consists of ten questions with a Likert scale.

Interview

Finally, we interviewed the participants using the following questions as a guidance:

• Describe the usefulness of the API documentation in solving the tasks.

• What parts of the API documentation did you like the most? Why?

• What parts of the API documentation did you not like at all? Why?

• What information or features were missing in the documentation?
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C. Case Study - Results

This appendix contains all results of the case study in detail with data points per
participant.

Recommendations

Based on our case study findings we formulate the eight recommendations depicted in
Table C.1.
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C. Case Study - Results

Table
C

.1.:T
he

sum
m

ary
of

the
recom

m
endations

w
e

stated
based

on
our

case
study.
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