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Abstract

Nowadays, large IT organizations are struggling to cope with unpredictable com-
petitive environments due to rapidly changing customer needs, regulatory changes,
and technological advancements. Thus, the ability of large IT organizations to react
quickly to changes can be a significant competitive advantage. To achieve a high
level of organization-wide agility, standardized processes and commitment from all
stakeholders are necessary. Traditionally, top-down IT governance control mechanisms
have been used to enforce a certain common direction within IT processes, thereby
also aiming to achieve consistency and quality as well as to ensure compliance with
legal requirements. However, these top-down control mechanisms do not fit well into
increasingly widespread agile and lean environments. Scaling agile frameworks, such
as Scaled Agile Framework or Disciplined Agile Delivery, recommend to use more
lightweight and collaborative IT governance approaches. Yet, these frameworks do not
provide enough concrete guidance to implement such a form of IT governance on a
large scale.

We fill this gap by providing a collaborative approach to establish architecture prin-
ciples and guidelines and a prototypical web application to enable and support the
approach. The approach mainly revolves around a close collaboration between enter-
prise architects and agile teams, handling the full life cycle of architecture principles and
guidelines together. The goal is to combine top-down (authoritarian) and bottom-up
(self-governance) perspectives in order to leverage the advantages as well as mitigate
the disadvantages of both sides.

To accomplish this, the thesis first analyzes the current state of existing research
on how governance and architecture fit into modern, large-scale agile development
environments. Afterwards, it first presents the results of a case study of a large global
insurance company and then introduces the collaborative approach and tool support
that aim to solve challenges identified in both research and practice. Subsequently,
we evaluate the two solution artifacts of this thesis in expert interviews with fifteen
participants from the case study organization. Finally, we summarize the key findings
and give an outlook on possible further research. The results indicate a high approval
for the approach and the tool support as well as a strong need for closer collaboration
between both stakeholder groups, enterprise architects and agile teams.
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1. Introduction

This chapter explains why adapting the use of architecture principles and guidelines to
achieve agile and lean governance of large-scale agile development teams is a relevant
and valuable research field to explore. Furthermore, it presents the main goal and
research questions that this thesis addresses in Section 1.2 and demonstrates the applied
methodology used to answer those research questions in Section 1.3.

1.1. Motivation

To understand why agile and lean governance of agile teams is a pressing issue, the
following chapter looks at how large-scale agile is steadily growing in importance, but
also how raising agile methods to a cross-team level comes with certain challenges.
Subsequently, it justifies the proposal that architecture and governance, and specifically
architecture principles and guidelines, can be a possible solution to those challenges, if
adapted to agile settings.

Large-scale agile on the rise

Agile software development methods have been flourishing since the coining of the
term "agile” with the creation of the "Agile Manifesto” in the year 2001. By now,
they have reached a state of omnipresence. In the latest "State of agile survey" from
2018 [119], more than 97% of interviewed participants state that they use agile methods
in their organization. Despite its prevalence, using agile methods is not yet a trivial,
straightforward undertaking: Only 52% of interviewees have more than half of their
teams practicing agile methods and values. Honda et al. [48] also highlight the fact that
according to the "State of Agile” study results, "an overwhelming 84% of organizations
are ‘still maturing’ in their agile practices”, which stresses the ongoing need for
research in the area of agile adoption and practical application. Since agile methods are
increasingly moving out of their originally intended environment (small, co-located
teams) into large-scale on the business and enterprise level [48], the question of how
to improve the large-scale applicability of agile methods is becoming increasingly
important. However, this development is not new. Already in 2010, "agile and large
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1. Introduction

projects” has been voted the number one "burning research question” by software
practitioners [36], which shows the continuous importance and relevance of the topic.

Problems of agile on a large-scale

Whereas some studies show a positive impact of agile methods, e. g. when comparing
them with their traditional counterparts in terms of effectiveness and successfulness [4],
there are a lot of researchers questioning the viability of agile methods in large-
scale endeavors. More specifically, in large-scale agile development, common agile
methods are insufficient when developing complex systems [116]. They are especially
problematic for large-scale system architectures and for systems incorporating existent
and possibly evolving software architectures [10] or safety critical systems [115]. One
of the common pitfalls is the lack of architecture and unclear role of architects [9], since
according to Leffingwell and his colleagues, ”some amount of architectural planning
and governance is necessary to reliably produce and maintain such systems. Individuals
teams, products and programs may not even have the visibility necessary to see how the
larger, enterprise system needs to evolve.” [67] Other publications put emphasis on the
lack of suitable IT-Governance methods that impact the ability to scale agile software
development techniques, e. g. because of the issue of regulatory compliance [7] and
concomitant audits [56]. Furthermore, high organizational agility is mainly found in
companies with highly standardized processes and platforms [100]. Therefore, if an
organization aims to achieve organization-wide agility, commitment from all involved
stakeholders is needed, which in turn cannot be achieved without governance [50, 56].

Agile vs. (enterprise) architecture and governance

Responding to those challenges, the agile community started researching if and how
methods from enterprise architecture, software architecture and IT-governance fit into
agile methods. Whereas the "how” question is complex, without one, clear answer and
still part of ongoing research, there is a multitude of researchers that strongly affirm
the question if architecture and agile can and should be combined [10, 85, 101, 1]. The
question of agile vs. architecture also goes hand in hand with the management and
governance of agile teams and yet another appurtenant trade-off regarding governance:
the self-organization vs. control of agile teams. Agile teams usually would like to be
self-responsible and therefore have a lower acceptance for architectural guidance than
traditional teams. This could be related to their concern that architects predetermine
architectural and technical constraints, thereby limiting their freedom and slowing
down their development speed. These challenges have to be taken into account when
attempting to merge agile and architectural methods.

2



1. Introduction

Collaborative use of architecture principles and guidelines to contribute to agile
governance

The goal of this thesis is to help answer the question of how architecture and governance
fit with agile development methods in large-scale endeavors. This thesis proposes the
use of principles and guidelines, a key concept in enterprise architecture management
(EAM), embedded in a collaborative approach that fits well to agile and lean values
and principles. The incorporation of architecture principles is chosen because of their
widespread use and high value. Specifically, they are deemed as highly valuable
because according to Greefhorst and Proper [37], they

• "Fill the gap between high-level strategic intentions and concrete design decisions."

• "Document fundamental choices in an accessible form and ease communication."

• "Prevent analysis paralysis by focusing on the essence."

Albeit Greefhorst and Proper make a very valuable and comprehensive contribution
to the field of architecture principles, they state that their focus is on a traditional top-
down approach and stress the necessity for more research for more bottom-up driven
processes and a higher collaboration in the creation and management of architecture
principles [37]. This research gap is exactly where this thesis positions itself. We
propose a collaborative approach for establishing architecture principles and guidelines
and a software implementation that supports the collaborative approach. These two
solution artifacts of this thesis are based on the findings of a case study we conducted at
a large international insurance enterprise as well as findings from current research and
related work. The proposed web application enables teams to join in on the guideline
creation and management process, facilitates higher contribution and better feedback
cycles, as well as starting points for a higher degree of automation. It also incorporates
gamification and social design principles to motivate and encourage participating
stakeholders to actively contribute.

As demonstrated in our analysis, a top-down governance approach in modern
agile and lean environments is associated with many challenges. Therefore, our
research makes a valuable contribution to the research gap on how to apply architecture
principles in a lean and agile environment through a more bottom-up driven process.
This also fits well to the research of Brosius et al. [19], who state that the main proportion
of enterprise architecture research promotes to enforce and control compliance with
enterprise architecture. But for further research, there is currently a high need for more
research that is less concerned with enforcing or controlling, but rather focuses on
empowering and supporting stakeholders to achieve the intended outcome of enterprise
architecture. They further conclude that "this may be realized, for example, by granting
more autonomy as well as more decision-making authority to local stakeholders" [19].

3



1. Introduction

1.2. Research objectives

To incorporate principles and guidelines in large-scale agile development environments
and adapt them to facilitate a higher degree of collaboration and acceptance between
different stakeholders, we divide the overall research goal into the following three
research questions:

Research question 1: How does governance and enterprise architecture fit
in modern large-scale agile and lean development environments?

To answer the first research question, existing literature on IT-governance, enterprise
architecture, large-scale agile development and the interplay between these areas are
analyzed. In addition, there is a detailed look at architecture principles and guidelines
as an established artifact from enterprise architecture and the existing processes for
using architecture principles and guidelines. Furthermore, a case study is used to
enrich the results from current literature, with a focus on identifying the challenges
that occur in the area of governance in large-scale agile software development in actual
daily practice.

Research question 2: How can agile teams and enterprise architects collab-
oratively establish and manage architecture principles and guidelines in
large-scale agile software development?

Since existing approaches related to architecture principles and guidelines primarily
focus on top-down driven perspectives and processes [37], the second research question
mainly revolves around the issue of how a combination of top-down and bottom-up
processes for establishing architecture principles and guidelines could look like. This
is closely linked to the question of control versus autonomy of agile teams and how
agile teams can become the main stakeholder in establishing architecture principles
and guidelines, therefore resulting in a form of self-governance, without losing the
support and oversight from enterprise architects. To answer this research question, we
build on the existing practical approach by Greefhorst and Proper [37, 38] and extend
it by proposing a collaborative approach, taking into account the findings from the
literature, related work and practical insights from the case study. Finally, the approach
is evaluated through expert interviews with fifteen participants of the case organization.

Research question 3: How can the collaborative approach for establishing
architecture principles and guidelines be supported and further enhanced
by a software implementation?

4



1. Introduction

To answer this question, we develop a software implementation to support the collabo-
rative approach and further address the identified challenges. We focus on providing
a software implementation to support the collaborative approach because of specific
reasons and requirements outlined in Section 6.1. It sets the basis for more automation
in the future and incorporates social design principles and gamification elements to
encourage contribution. The tool support is part of the evaluation with fifteen experts
as well, mainly focusing on comparing the current status with the resulting situation
using the web application to assess the achieved improvement, as well as an evaluation
of the usability of the tool support.

1.3. Research approach

The following section gives an overview of the overall research methodology applied in
this thesis.

This master’s thesis relies on two main research approaches: the design science
paradigm and the case study approach. The design science paradigm, which was
introduced and popularized in the field of information systems research by Hevner
et al. [46] and further refined and completed with the suggestion of a process to
carry out design science research by Peffers et al. [89], is the main approach of this
thesis. It centers around creating and evaluating new and innovative artifacts within
a problem domain, intending to solve identified organizational problems. Thereby,
applied specifically to our thesis, it sets the scene for systematically developing a
tool-supported, collaborative approach for agile and lean governance in large-scale
endeavors with the use of principles and guidelines. The two resulting artifacts are:

(i) the concept for a collaborative approach for establishing architecture principles
and guidelines

(ii) the prototypical implementation of the tool-support for the approach, a web-based
application

Furthermore, this thesis incorporates a case study with our partner company within
the design science approach. Instead of using the case study primarily as a method for
design evaluation of the created artifact, as originally proposed by Hevner et al. [46], we
include the case study results throughout the whole design science approach. This is
inspired by modern, human-centered design thinking approaches which revolve around
continuously involving target users from the beginning and collecting requirements and
feedback before and during the actual artifact development, not only after the design
and development phase. This approach fits well to the "action design research" approach
proposed by Sein et al. [106]. In contrast to the regular design science approaches which
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1. Introduction

propose rather separated and sequenced key steps, specifically an "evaluation" phase
after the "design and development" [89], action design research acknowledges the need
for interweavingly building the artifact and continuously evaluating it. It emphasizes
that the resulting artifacts will not only mirror the design intentions of the researchers,
but is repeatedly shaped by organizational use, perspectives and participants and by
the outcomes of concurrent evaluation [106]. In regards to the classification for case
studies proposed by Yin [130], the present case study is a single-case study. More
details on our case design can be found in Section 4.1. The case study approach itself is
based on the insights of Runeson and Höst, who provide a case study methodology
and guidelines for researchers in the area of software engineering [102].

Figure 1.1 shows an overview of our research approach, based on Hevner [46], Peffers
[89], Sein [106] and Runeson and Höst [102], adapted to our research. In addition to
the methodological procedure, Figure 1.1 also shows the mapping between the design
science phases and the chapters of this thesis.

Environment

Identify problem & 
motivate

Define objectives
of a solution

Demonstration & 
Evaluation

Design Science Research
(Hevner et al. 2004 & 2007; 

Peffers et al. 2007)
Case Study

(Runeson and Höst 2007)
Action Design Research

(Sein et al. 2011)

Expert interviews with
15 participants for the
formal evaluation of the
artifacts

Literature Review

Foundations
• IT governance
• Agile and lean

governance
• Liberal IT governance
• Large-scale agile 

development
• Enterprise architecture

management
• Interplay between EAM 

and large-scale agile 
development

• Architecture principles
and guidelines

• Control vs. autonomy
• Gamification

• Social design principles

Knowledge Base

Business 
needs

Applicable
knowledge

Researcher Practitioners End-users

Artifact

Rele-
vance Rigor

Artifact 1: 
Collaborative 

approach

Artifact 2: 
Web-

application

• Semi-structured
interviews of different 
roles (enterprise
architects, agile teams, 
and management)

• Informal interviews
• Observations
• Documentanalysis

Explorative case study
to identify challenges
and needs in practice

Design and
development

• Continuous collaboration
with practicioners

• Ongoing shaping of
artifacts by
organizational
perspectives

• Authentic and
concurrent
evaluation

Communication

Chapter 2 & 3

Chapter 7

Chapter 5

Chapter 6

Chapter 4

Chapter 1

Chapter 8 & 9

Figure 1.1.: Research approach overview and mapping with thesis chapters

By combining the research approaches, we aim to find the right balance between
ensuring practical relevance and applicability as well as achieving generalizability of
results and importance for research. The case study and action design research provide
the relevance, whereas the literature review and related work contribute the applicable
knowledge for the necessary rigor of our research. In regards to the characteristics of
different research methodologies described by Runeson and Höst, our research is of
exploratory and improving nature [102]. Therefore, our primary data is of qualitative
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1. Introduction

nature and the research design is rather flexible than fixed [102].
The structure of the thesis is as follows. Chapter 1 introduces and motivates the

thesis topic and defines the research objectives and methodology. Chapter 2 describes
and summarizes the findings of existing literature. In addition, Chapter 3 presents
additional relevant related work. Chapter 4 details the case study conducted during
this thesis. Chapters 5 and 6 present the two solution artifacts of this thesis, the
collaborative approach and the tool-support implementation. Chapter 7 demonstrates
the main results of the evaluation. Chapters 8 and 9 summarize key findings, limitations
and unveil an outlook for further research and next steps.
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2. Foundations

This chapter provides the theoretical foundations for the remaining chapters of this
thesis. The goal is to present existing research and findings, establish a common
understanding of the relevant terms and concepts and thereby lay the groundwork for
building on top of these subjects during the subsequent parts of the thesis. The main
focus is on exploring IT governance (Section 2.1), enterprise architecture (Section 2.2),
architecture principles and guidelines (Section 2.3), (large-scale) agile and lean develop-
ment (Section 2.4), and pointing out the relationships between those areas (Section 2.5).
Finally, in Section 2.6, it gives a brief outline of gamification and social design aspects
that are used later in the thesis.

2.1. IT governance

IT governance is a subset of corporate governance, which is focusing on leadership and
control of the organization to achieve responsible and long-term value creation [129,
80]. Corporate governance is an important part of business management [80, 128]. The
first of the following two subsections defines traditional IT governance. The second
subsection dives deeper into IT governance within an agile and lean context.

2.1.1. Traditional IT governance

The specific term "IT governance" originated in the late 1990s when Brown [20] and
Sambamurthy and Zmud [103] first started using the term in reference to an IT gover-
nance framework [66]. The ISO/IEC standard 38500:2015 defines the governance of IT
as "a subset or domain of organizational governance, or in the case of a corporation,
corporate governance" [53].

In line with the ISO standard, Winter et al. state that IT governance takes the role of
corporate governance specifically to the IT area [128]. One of the most cited definitions
of IT governance besides the ISO-standard is the definition by Weill, who defines the
goal of IT Governance as "specifying the decision rights and accountability framework
to encourage desirable behavior in the use of IT" [124]. To achieve the encouragement
of "desirable behavior in the use of IT", IT governance includes policies and methods

8



2. Foundations

to ensure that IT is aligned with business goals, that IT resources are properly and
responsibly used as well as the management and monitoring of risks [80].

After the coining of the term, the importance of IT governance was accelerated by
the enactment of the "Sarbanes-Oxley Act" in 2002, urging companies to put much
more effort into compliance [68]. But IT-governance has also become crucial due to the
increasing and overarching use of technology, which results in high IT investments [55]
and a critical dependency on IT [118, 90]. Therefore, companies can no longer afford
bad IT governance [123, 90]. IT governance also plays a key role in achieving IT-based
synergies, which can lead to reduced expenditures, higher knowledge sharing and may
also achieve higher innovative capabilities [61, 110].

The practical adaption of IT governance is well established, especially through
COBIT, which is one of the most widely used and adapted reference models in the
area of IT governance [128, 80, 90, 95, 61]. COBIT 5 defines governance as follows [52]:
"Governance ensures that enterprise objectives are achieved by evaluating stakeholder
needs, conditions and options, setting direction through prioritization and decisions
making; and monitoring performance, compliance and progress against agreed-on
direction and objectives." Thanks to the widespread use of IT governance, researchers
were also able to analyze the impact and value of IT governance. Multiple studies
indicate a significantly (up to 40%) increased return on IT investments [126, 69]. Lazic
et al., who researched the business impact of IT governance and specifically the reasons
behind the impact, state that the positive impact results from increasing both the
relatedness of IT and the relatedness of business processes, which also improves the
inter-relatedness between IT and business processes [65].

2.1.2. Modern governance approaches in the context of lean and agile

According to Kude and his colleagues, in an organization that is striving for cost
leadership and efficiency, IT governance should aim towards control and regulation to
achieve its’ goal in a rather short time [61]. Nevertheless, they stress that in times of
increasing influence of IT, consensus-oriented IT governance capabilities are important
or even required, especially for fostering innovation in IT and recombining core com-
petencies to create value [61]. Furthermore, the traditional, top-down, authoritarian
control approach to governance does not seem to fit well to agile and lean values and
principles, which put more emphasis on self-organization and self-responsibility. The
key challenges when applying traditional governance in agile environments are mainly
the lack of an agile approach [71, 72, 94] as well as the lack of appreciation of people in
governance processes [71]. Because agile and lean development approaches account
for a large part of today’s software development efforts [122, 48], a better suitable,
modern approach to IT governance is desirable. Ambler and Kroll from IBM state in
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their whitepaper titled "Lean development governance" that effective governance is not
about command and control, but enabling the desired behavior through collaborative
and supportive methods [8]. Furthermore, they conclude that it is far more productive
to motivate people to do the right thing instead of forcing them to do so [8]. Two terms
that describe this kind of thinking are "Lean Governance" and "Agile Governance".
"Lean Governance" appears as a term that is used mainly in practice, indicated by
multiple white-papers on the topic [8, 73], as well as the use of the term in popular
scaling agile frameworks, namely the "Disciplined Agile (DA 2.0)" [5] framework and
the "Scaling Agile Framework (SAFe)" [104], but barely any research publications.
"Agile Governance" on the other hand is also addressed by researchers [72, 23, 94, 56].
Some scaling agile frameworks, namely SAFe, EADAGP and DA 2.0, acknowledge the
need for not slowing down teams, but still take in account necessary constraints. There-
fore, they recommend modernizing governance models, resulting in more light-weight,
collaborative and decentralized approaches [117]. Nevertheless, they do not provide
enough guidance how such approaches could be applied in practice. Furthermore,
most decisions are still made top-down without using input and qualitative feedback
from teams [50].

Often, the two terms "Lean Governance and Agile Governance" are combined and
used interchangeably. Luna et al. state that they base their work on agile governance on
the definition by Kruchten [60], which describes agility as "the ability of an organization
to react to changes in its environment faster than the rate of these changes" [60], so
that they can unify agile and lean approaches by simply using the term agile and not
differentiating between agile and lean governance [56]. Based on their analysis, they
define agile governance as "the ability of human societies to sense, adapt and respond
rapidly and sustainably to changes in its environment, by means of the coordinated
combination of agile and lean capabilities with governance capabilities, in order to
deliver value faster, better, and cheaper to their core business." [56]

Because of the similarity of both the concepts of lean and agile governance and the
lack of any clear differentiation in research and practice, we will also treat the terms
"agile governance" and "lean governance" as synonyms.

Luna et al. acknowledge that applying agility and governance together might seem
counter-intuitive at first, but they stress that to achieve the goal of business agility,
there has to be commitment from all parts of an organization, "which in turn cannot be
achieved without governance" [56]. This claim fits well to the research of Ross, Weill
and Robertson, who describe that organizational flexibility and agility requires limiting
local flexibility and enforcing standardization of parts of the organization at first. This
then later at a higher maturity level enables a much higher organizational flexibility
and in the end also achieves higher local flexibility again [100], as illustrated in Figure
2.1.
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Figure 2.1.: Changes in organizational flexibility through the architecture stages by
Ross, Weill and Robertson [100]

Rob and Weill summarize their findings in what they call the "Agility paradox". It
describes that firms with high organizational agility more often have a higher degree
of standardized and digitized business processes and platforms [100]. Therefore, gover-
nance is not in the way of reaching organizational agility, but an enabler to do so, as
long as the traditional, controlling top-down approach is reconsidered and transformed
into a more collaborative and supportive approach, which is more compatible with lean
and agile principles. The goal to achieve a more collaborative and supportive approach
to governance, instead of a strict control approach, can also be described as "liberal
governance", compared to its’ traditional counterpart, the "sovereign governane" [66].
In their analysis, Leclercq-Vandelannoitte and her colleagues stress that the changing
technological and social environment that surround the organizations and "[...] the
autonomy of individual users and the changing nature of IT" disrupted the classic,
sovereign governance approach [66]. The vision of a liberal model of IT governance
is that people are active in their own self-government [66]. Hence, not only top-down
laws are required, but methods that actually contribute to self-governance. This fits
very well to the research of Luna et al. who infer that people are a central element
of governance and who see "people’s engagement" as one of the key values in their
proposed "Agile Governance Manifesto" [71].

This all leads to the question of how much decision-making ability teams should have
and the crucial trade-off between control and autonomy of agile teams. This trade-off is
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also recognized by current research: Uludağ et al. point out the need to find the right
balance between centralized and decentralized architectural decision-making [117].
They explain that decision making higher up in the chain of authority causes delays
and can decrease the usefulness of the architectural decisions [117]. Horlach et al.
conclude in their research that further investigation is necessary on how to balance
autonomy and authority when integrating agility and governance [50].

In regards of top-down and bottom-up governance processes, we speak of "top-
down" describing governance efforts that are mainly driven by entities or roles higher
in the organizational hierarchy, setting rules, controlling and communicating to groups
lower in the organizational hierarchy. This is what can be described as "traditional"
or "sovereign governance" [66]. With "bottom-up" on the other hand, we describe
governance efforts mainly driven by those entities directly affected by the governance,
or what we therefore call "self-governance", in line with other researchers . Horlach et
al. use the terms similar to our understanding and summarize the two approaches as
"authority-led" (top-down) and "autonomy-led" (bottom up) [50].

2.2. Enterprise architecture management

The ISO, IEC and IEEE describe architecture in their current Standard 42010 as the
"fundamental organization of a system embodied in its components, their relationships
to each other, and to the environment, and the principles guiding its design and evolu-
tion" [54]. Derived therefrom, enterprise architecture can be seen as the fundamental
structuring of an enterprise [3, 76, 127]. While the terms "enterprise architecture"
and the term "architecture" are mixed and used as synonyms by some authors, the
main difference lies in the explicit incorporation of more business-related artifacts
within an enterprise architecture. Enterprise architecture thereby extends traditional IT
architecture with aspects such as organizational goals, products and services or markets
and competitors [127]. This holistic approach leads to better business-IT alignment [128,
59, 125]. Another important aspect is that enterprise architecture (management) deals
with the current, planned and target state in the future and the transitions in-between,
leading from the current state to the target state [112, 3, 43, 21]. This aspect is also
reflected in the enterprise architecture definition of Greefhorst and Proper, who state
that "Enterprise architecture is positioned as an instrument to articulate an enterprise’s
future direction, while serving as a coordination and steering mechanism toward the
actual transformation of the enterprise" [37]. A predominant number of enterprise
architecture frameworks differentiate between multiple architecture layers and views be-
cause of the broad scope and the resulting high number of artifacts [127]. Examples for
frameworks with a large usage in the past are TOGAF and the ARIS framework, with
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layers like the business strategy layer, organization/business process layer, integration
layer, software/data layer and IT infrastructure layer [128].

In their state-of-the-art analysis report on enterprise architecture management lit-
erature, Buckl and Schweda use the terms "enterprise architecture” and "enterprise
architecture management” as synonyms, but emphasize that the term "enterprise archi-
tecture" was coined in the year 1993 by both Henderson and Venkatraman [44], as well
as Spewak and Hill [39], and later transitioned into the more recent term "enterprise
architecture management” [21].

In recent years, agile and lean approaches also increased in importance within the
field of enterprise architecture, resulting in calls for a more agile, adaptive approach on
enterprise architecture [58]. One view is that "EA should be an embedded organizational
capacity and shared concern embraced by everyone, not just some master planners and
designers in an EA ivory tower." [58]

Key concepts in the field of enterprise architecture include stakeholders and their
concerns, principles, models, views and frameworks [37, 63]. The concept of principles
is the most relevant element of enterprise architecture management for the scope of
this thesis and will be analyzed in more detail later on in Section 2.3.

2.2.1. The role of EA in IT governance

Even if there is certainly a large overlap between the activities and relevant artifacts of
IT governance and enterprise architecture, the main difference is in their focus areas: IT
governance controls, enterprise architecture informs and is a basis for decision making
and control. Thus, enterprise architecture can be seen as a basis for IT governance [83].
Winter and Schelp are in line with this view: They see enterprise architecture as an
important source of information regarding compliance [128]. In recent years, an increas-
ing number of researchers have dealt with the question of how enterprise architecture
governance should look like, further showing the relatedness of the disciplines. Ko-
rhonen et al. [58] describe one of the possible interpretations of EA as the following:
"Enterprise Architecture is a process meant to identify (and govern) the desirables
changes to the IT resource landscape in order to achieve coherence (alignment) between
desirables business objectives or outcomes as well as to enable new business objectives
and foster new business opportunities." [58]

2.3. Principles and guidelines

The next sections detail the results of our literature review on architecture principles
and guidelines. The section will deal with both the terms "principles" and "guidelines",
because as the analysis shows, they are interwoven concepts, which are often used
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interchangeably, but there are also existing efforts for delimiting the two terms. We start
of by illustrating the relationship of principles and enterprise architecture and then
move on to define principles and guidelines for the use in the rest of the thesis. Once
we have clarified what principles in the enterprise architecture context are, and what
they are not, we dive deeper in the process of creating and managing principles. The
structure of this process is based on the practical approach to architecture principles
proposed by Greefhorst and Proper [38]. Their generic process includes determining
drivers, determining principles, specifying, classifying, validating and accepting those
principles as well as applying them, manage their compliance and handle changes [38].

2.3.1. Definition and delimitation

Principles in general are defined in the dictionary as a rule or code of conduct or a
comprehensive and fundamental law, doctrine, or assumption [79]. Guidelines are
defined as an indication or outline of policy or conduct [78]. Guidelines have been
used in the IT environment in several domains and they can be based on practical
experience or derived from research [90]. To focus on the most relevant definitions and
research for our thesis, we will focus on principles and guidelines in the context of
enterprise architecture management, where principles and guidelines are mostly sum-
marized under the term "architecture principles". To properly contextualize architecture
principles, it is important to make the distinction between scientific and normative
principles. According to Greefhorst and Proper, scientific principles are "a law or fact
of nature underlying the working of an artifact" [38]. Normative principles however
are "not enforced by nature. but require explicit attention to be enforced." Architecture
principles belong to the class of normative principles [38].

There is no single, widely applicable definition of enterprise architecture principles,
however, the general intend of principles is to set a constraint on the design space
of enterprises and (information) systems and guide design decisions [87, 108, 40, 16].
According to ANSI/IEEE STD 1471-2000, principles are used for the governance of
architecture design and evolution over the life cycle of a system [54].

To clearly delineate enterprise architecture principles, it is worth noting how the
term is often misunderstood in our context. For this purpose, we adduce the analysis
of Haki and Legner [40] regarding three common confusions of enterprise architecture
principles. They state that principles are not enterprise architecture management goals,
neither enterprise architecture management practices nor more low-level governance
means as guidelines and standards. The difference is that enterprise architecture
management goals do not directly limit the design space or guide design decisions
(they do however have a strong impact on the rationales of principles). Enterprise
architecture management practices on the other hand describe the organizational
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process to conduct enterprise architecture management, with best practices and success
factors. Yet again, they do not contribute to limiting design space or guiding design
decisions. Regarding the third point, the confusion of principles with guidelines
and standards, Haki and Legner state that they see principles as having a higher level
granularity, concerning high-level strategic decisions, whereas standards and guidelines
represent more low-level governance means [40]. Nevertheless, the terms "principles"
and "guidelines" are used interchangeably and thereby implicitly seen as synonyms
in some publications and frameworks: e. g. TOGAF defines principles as "general
rules and guidelines, intended to be enduring and seldom amended, that inform and
support the way in which an enterprise sets about fulfilling its mission” [112]. Also,
Richardson et al., who were the first researchers to investigate enterprise architecture
principles according to an analysis by Haki and Legner [40], define principles as
guidelines and rationales for continuously examining the IT target plan [97]. Roos
and Mentz define guidelines as "a general rule, principle, or piece of advice" [99].
These examples illustrate how the definitions of the two terms often include each other,
further showing how interwoven the two concepts are. Interestingly, Greefhorst and
Proper do not clearly differentiate between principles and guidelines in their book on
architecture principles either, but they do so in an earlier publication, where they make
the distinction that "[. . . ] guidelines are more specific than architecture principles" [93].
Perhaps, this lack of further distinction has to do with their broad interpretation of
principles, which, in their view, can have different levels of specificity [37], thereby
already including "guidelines" and superseding the additional term. This would also fit
to the view of Op’t Land et al. who see "guidelines" as a possible role that principles can
take. They state that guidelines are "properties of (classes of) a system that are specific
enough to provide guidance to operational behavior [. . . ]" [63]. The importance of this
specificity is also recognized by Greefhorst & Proper who state that when enterprises
would like to use principles to actually limit design freedom, they need to be specific
enough and formulated in a way that allows assessing the compliance with those
principles [37].

Because the focus of this thesis is not only the strategic aspect of principles, but above
all on the practical application and the impact on actual implementation, we would
like to forego merging the two terms, but instead explicitly differentiate the two terms:
To highlight the importance of the right level of specificity of principles, we will mainly
use the term guideline when aiming to emphasize that we are referring to an instance of
a principle that is specific enough to apply guidance for actual implementation. The
term principle is used to also include more generic principles that are not necessarily
suitable to directly guide implementation, but that are more strategic and can be used
to derive one or multiple more specific guidelines from. This interpretation is also in
line with the three common misconceptions of EA principles analyzed by Haki and
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Legner [40], since the confusion of principles with guidelines is one of those three
common misconceptions, as explained earlier. Other related terms to principles and
guidelines are rules, policies, standards, norms, credos and regulations. To achieve
consistency, we will stick to the terms principles and guidelines during this thesis.

2.3.2. Importance in enterprise architecture management

This section illustrates the importance of principles and guidelines in enterprise archi-
tecture management. Weill and Ross name "principles" as one of five important type of
IT decisions in IT governance and stress that the joint input of business and IT should
be used to combine strategic business decisions with more technical and organizational
aspects [126]. According to an expert study conducted by Haki and Legner, most of
their questioned experts regard principles as very useful. They conclude that "[...] most
experts believe that EA principles should be an integral part and essential element of
EA and should be considered a necessity" [40]. The most important reason to utilize
enterprise architecture principles is as a part of enterprise architecture governance for
achieving coherence and harmonization [40]. Lumor et al. state that "the importance of
EA principles, in the development of flexible architecture and coherent systems, has
long been identified" as well as "the importance of EA principles is clear" [70]. Some
researchers even position principles as the essence of architecture [37, 49]. Further-
more, multiple authors mention the influence of principles and guidelines in enterprise
architecture decision-making [99, 84, 109, 92].

The following listing shows various, exemplary definitions of architecture and enter-
prise architecture management and highlights the recurring occurrence of principles
and guidelines in those definitions, further demonstrating the high importance of those
concepts within enterprise architecture and IT architecture:

• "EAM is a management practice that establishes, maintains and uses a coher-
ent set of guidelines, architecture principles and governance styles to achieve
enterprise’s vision and strategy" [57] based on [2]

• "An architecture is the fundamental organization of a system embodied in its
components, their relationships to each other, and to the environment, and the
principles guiding its design and evolution" [54].

• "Architecture has two meanings depending upon its contextual usage: (1) A for-
mal description of a system, or a detailed plan of the system at component level
to guide its implementation; (2) The structure of components, their interrelation-
ships, and the principles and guidelines governing their design and evolution
over time." [112]
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2.3.3. Value of principles

Now that we have shown that the importance of principles is underpinned by multiple
researchers and practitioners, we will summarize of what exactly makes principles
and guidelines important and what value their usage can achieve. Greefhorst and
Proper [37] explore the value of principles and summarize the following benefits of
architecture principles. They state that architecture principles bridge the gap between
strategic goals and actual design decisions affecting implementation. Principles ensure
that EA is future oriented and deals with the target state, but at the same time prevent
"analysis paralysis" by focusing on the most significant, core aspects. This focus on the
essential requirements enables enterprises to carefully decide on what they would like
to design and govern in a top-down approach and what they would like to leave up to
emergence. Another benefit is that they "document fundamental choices in an accessible
form, and ease communication with all those affected" [37]. Furthermore, principles
contribute to a form of continuity and stability, in an environment of change and
uncertainty. Principles do not only exist for solely providing constraints. In fact, they
contain important design knowledge and act as a source of inspiration for discussion
and the creation of other artifacts [37].

With regards to governance, Greefhorst and Proper see architecture principles as
"the primary enablers for an effective architecture governance" [38]. Compared to
architecture models, Greefhorst and Proper assess principles as the more suited gover-
nance instrument because they give a better sense of what is important, less room for
interpretation and give more insights for implementation and compliance than models.
Additionally, they provide better opportunity for iterative, small-scale releases due to
their self-contained character and higher independence from each other [38].

2.3.4. Generic process

This section summarizes a generic approach and process for the development and
use of architecture guidelines, as proposed by Greefhorst and Proper. The process by
Greefhorst and Proper is chosen because of their extensive and renowned research,
providing a more detailed and practical approach compared to other sources. Further-
more, they have developed and validated their approach over the course of multiple
years [38]. Their generic process includes determining drivers, determining principles,
specifying, classifying, validating and accepting those principles as well as applying
them, manage their compliance and handle changes [37], as shown in Figure 2.2. Since
they mainly use the term "principles", we will stick to their wording in the description
of the process. Later in the thesis, we will incorporate the use of guidelines into the
process. In accordance to the previously described terminology, the term guideline
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hints to a more specific version of a principle.

Figure 2.2.: Generic process for handling architecture principles by Greefhorst and
Proper [37]

Determining drivers

Determining drivers revolves around analyzing relevant sources and collecting suitable
input for deriving architecture principles, e. g. goals and objectives, values, issues,
risks, potential rewards and constraints. Table 2.1 shows a short description and an
example for each of the drivers, for illustration purposes.

It is the responsibility of the architects to identify those drivers, keep them up to
date and ensure their quality. In terms of quality, the drivers especially require a high
clarity, thereby preventing ambiguity. Drivers are not always explicitly documented
and have to be gathered from multiple stakeholders. Since drivers are often "poorly
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Name Description Example Question to de-
rive principle from
driver

Goals &
Objectives

Targets that stakeholders within
and outside an enterprise seek to
meet. Many of these will be em-
bedded in the strategy of the enter-
prise.

"Decrease costs" (high-level)
or "Decrease IT development
costs with 10% within one
year." (more specific)

What is needed to at-
tain the goal or objec-
tive?

Values Fundamental beliefs shared be-
tween people in an enterprise. Val-
ues are expressed in terms of qual-
ity attributes.

Reliability, trustworthiness,
transparency, sustainability,
efficiency, flexibility, privacy
(see ISO 9126 and IEEE 1061
for more)

What is needed to re-
alize this value?

Issues Issues are anything that hinders an
enterprise in reaching its goals and
problems that the organization face.
They exist at all levels, from strate-
gic to tactical and operational.

An example of an opera-
tional issue is "IT systems do
not reach the availability re-
quirements as set forth in the
Service Level Agreement”

What is needed to
solve the issue?

Risks Problems that may occur in the fu-
ture and that hinder the enterprise
in reaching its goals. They are es-
sentially issues that may occur in
the future.

There are single points of fail-
ure in the infrastructure that
may lead to unavailability of
IT systems.

What is needed to
minimize the proba-
bility or the impact of
the risk?

Potential
rewards

Business opportunities, chances
and their potential reward for en-
terprises. In this sense, a potential
reward is the inverse of a risk.

No specific example given What is needed to at-
tain the potential re-
ward?

Constraints Constraints are defined by others
and cannot be changed by the ar-
chitect. They may come from out-
side the enterprise, such as laws,
policies and regulations provided
by government, or they may also
come from (senior) management.

All non-core activities will be
outsourced.

What is needed to en-
force the constraint?

Table 2.1.: Summary of driver description and questions to derive principles, as pro-
posed by Greefhorst and Proper [37]
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documented or the documentation is hard to find" [38], there might even be a need for
conducting analysis, interviews, organizing workshops or organizing questionnaires to
further refine those drivers. Greefhorst and Proper recommend focusing on goals and
issues as the main drivers first, to avoid an overly complex process that takes in account
all types of drivers, but is no longer applicable due to time and capacity constraints in
practical environments [38].

Determining principles

The next step in the process revolves around the question of how to translate the
drivers identified in the previous step into architecture principles. Greefhorst and
Proper see three basic activities during the determination of principles that are used in
combination: Generate candidate principles, select relevant principles and formulate
principle statements [38].

Generate candidate principles
Generating a list of principle candidates in the first step can be achieved with the
help of three approaches: Deriving principles from the identified drivers, elicitation of
domain knowledge and harvesting existing principles [38]. Deriving principles from
drivers makes sure that those principles are properly motivated. This is especially
valuable in the communication with stakeholders and to receive their commitment to
those principles. Refer to Table 2.1 to review the questions that can be used to derive
principles from the different kinds of drivers. Domain knowledge is crucial for a deep
understanding of drivers and to develop proper solutions. The gathering of in-depth
knowledge from a domain expert can be necessary to further enrich the knowledge
that architects contribute to the process. Harvesting existing architecture principles can
contribute to creating a starting set for new architecture principles, but it should not
be used alone, since some of the most important principles could be overlooked. The
principles in question during this step are mainly the ones that have not been formally
agreed on, but exist implicitly in some sources. One of the most interesting sources are
solution architectures that may contain principles which can be reused. In the best case,
a repository with material and information based on previous architecture experiences
already exists. Otherwise, architects could try to set up such a repository based on
previous projects [38].

Select relevant principles
The selection process starts based on the result from the previous phase: the list of
architecture principle candidates. This list now needs to be filtered to ensure that only
relevant principles are included. This selection can be seen as a way of prioritization.
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Limiting the number of principles is important to reduce the time that is required
from stakeholders and prevent over-complexity and limited accessibility. Greefhorst
and Proper do not set a specific limit for the amount of principles, but stress that you
should not be afraid to "throw away architecture principles that do not really express
and essential choice and/or are not specific enough for the organizational context" [38].

A crucial activity during the selection is to filter out architecture principle candidates
that are not actually architecture principles, but rather actions, requirements, strate-
gic decisions, business principles, IT principles and more detailed design principles.
Greefhorst and Proper propose the following questions to filter out other types of
candidates that usually end up in a candidate list [38]:

• "Does it describe a functionality that is needed? In that case it is probably a
(functional) requirement."

• "Does it describe something that needs to be done? If it does, then it is probably
an action."

• "Are there objective arguments that support it? If it does not, then it is probably a
(potential) strategic decision or business principle?"

• "Does it have impact on the design of the organization and/or the IT environment?
If if does not, then it is probably a business principle (if it influences the daily
business operations) or an IT principle (if it influences the daily IT operations)."

• "Does it have impact on the design of multiple systems? If it does not, then it is
probably a more detailed design principle or design decision."

Formulate principle statements
In this step, the selected principles should be refined. Specifically, they should be
analyzed regarding their specificity and should be generalized or specified as needed.
The goal is for these principles to cover as many solutions as possible that match the
scope of the architecture, while still guiding actual implementation. This is important,
as too much generalization can be counter-productive because it undermines the
credibility of the architecture and often results in a a lack of relevance and applicability.
This step can be conducted by single architects, but the end result should be validated
within a group.

Specifying principles

In the previous step, the general principle statements or descriptions were formulated.
In this step, the focus is on specifying those principles further by describing all attributes
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that have been selected to describe an architecture principle. In an exemplary use case
presented by Greefhorst and Proper, they state that "the drafting of architecture principle
specifications was performed in the same workshop in which they were identified" [38].
This indicates that the "formulating principle statements" step from the previous sub-
process could sometimes be partly merged with the principle specification. They also
explain that full, detailed specifications might not always be necessary. Depending
on architecture maturity and organizational culture, it may be sufficient in certain
situations to forego specifying the principle and just use it to achieve a common
understanding and commitment for certain issues, instead of actually restricting design
freedom. In all other cases, it is advisable to start with the basic structure containing
the rationale and implications and then iteratively add other attributes later. The
selection of the relevant attributes depend on the specific requirements and needs in
the organization. Lastly, Greefhorst and Proper also note the importance of what they
call "guiding architecture principles", which is another kind of prioritization, indicating
the most fundamental principles, often characterized by being the hardest to change
and the closest to the identified drivers. They propose the rule of thumb of having no
more than ten guiding architecture principles [38].

Classifying principles

It can be useful to classify the architecture principles after their specification. This is
especially the case when there is a large number of architecture principles. Greefhorst
and proper differentiate the handling of architecture principles in terms of what they
call a "low ambition level" to a "high ambition level" [38]. The low ambition level
describes the handling of architecture principles when the number of principles is
limited and the adherence to them is not formalized. The high ambition level on the
other hand could contain "[...] hundreds of architecture principles, scattered around
a large number of documents, owned by different stakeholders and governed by a
formalized process" [38]. This level describes the situation where classifying principles
is of high importance. The value of classifying principles is an increased accessibility
and maintainability, by providing a navigation structure and overview as an entry point
to the principle catalogue as well as a better categorization or clustering of principles.

Validating and accepting principles

Because of their high importance, a high quality of principles has to be ensured.
Important to note here is that all the previous steps should include some sort of
validation and at the same time can already be regarded as a validation on the way
to high-quality principles. Nevertheless, Greefhorst and Proper explicitly point out
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validation as a formal subprocess to stress its importance and the necessity of a quality
gateway [38]. The validating process itself can be highly standardized and include
specific roles, e. g. discussing and agreeing on the principles in an architectural board
with management representatives of all major departments [38].

Apply principles

Greefhorst and Proper conclude that there is surprisingly little guidance on how
stakeholders actually use architecture principles in the creation of their own artifacts [38].
One aspect is the need for validating solution requirements in regards to the compliance
with architecture principles. Furthermore, architecture principles can also lead to new
solution requirements. This conversion depends on the knowledge and experience
of the involved stakeholders. In addition, Greefhorst and Proper stress that they
distinguish two important types of transformations. One is the derivation, aiming to
find more specific statements that realize an architecture principle. Here, it is important
to document this transformation in the solution architecture, since this enables to trace
the way how an architecture principle is actually implemented. This information can
also be used in a compliance review. The second transformation is from principles
to models and their visual representations, e. g. diagrams. In this case, architecture
principles can be used to reason and distinguish different elements or types of elements
in the models [38].

Manage compliance

It is important to manage and monitor compliance with the agreed architecture princi-
ples. There are often good reasons to deviate from the standards defined by architecture
principles, as not all circumstances can be taken into account during the specification.
Therefore, it is important to draw on findings from specific situations and use that
insight to adapt the architecture principle specifications accordingly. It gives the man-
agement the opportunity to recognize potential problems and witness the actual impact
of the architecture and governance. Greefhorst and Proper emphasize that an effective
architecture compliance process must be conducted several times in the project life-
cycle, spanning from the project initialization to the final completion, to harvest all the
project insights. They also suggest that the architecture compliance process needs an
overall architectural governance framework, which "[...] implies a clear architectural
organization such as an architecture board, and clear roles and responsibilities" [38].
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Handling change

Even if architecture principles are supposed to be relatively stable, there are always
influencing factors that require the change or rework of certain principles. This can be
experience from compliance reviews or other processes and sources. The responsibility
of the architect is to monitor the presented potential drivers and take action accordingly,
if necessary. In general, small changes can be applied by directly altering a principle,
bigger changes on the other hand might require a new principle. The advantage of
principles is that they are mostly self-contained, which provides the opportunity for
small-scale, iterative releases. Lastly, Greefhorst and Proper also propose a feedback
mechanism where people can comment on architecture principles, request changes or
discuss with peers on specific experiences [38].

2.4. Agile and lean development

The next section dives into agile software development, large-scale agile software
development and the relationship between lean and agile.

2.4.1. Agile software development

Agile software development originated as a counter-movement to the increasingly
complex processes, project management, tools and documentation, which at the time
(in the 70s and 80s) was necessary to provide the software discipline with more
engineering rigor, but progressed more and more into losing the human side of
software engineering [48]. The actual, wide-spreading coining of the term "agile" is
mostly linked to the publishing of the Agile Manifesto [14] in 2001 [122]. The Agile
manifesto clearly defines four core values and twelve agile principles [14], whereas
the subsequent interpretation and application of "agile" is much more fuzzy and
a precise definition of its’ usage is elusive [27]. Dingsøyr et al. summarize that
agile methods emphasize change tolerance, evolutionary delivery, and active end-user
involvement [32]. Furthermore, they believe that information systems can be produced
with continuous design and iterative improvement, based on rapid testing [31]. Wang
et al. determine that the common denominators of agile methods are i. e. short iterative
life cycles, quick and frequent feedback from customers and constant learning [122].
Research on the effects of agile observed impacts as a higher job satisfaction [113] or
the reduction of bugs [75].

One of the criticism on research on agile development methods is the absence of
proper evaluations of actual usage of agile methods [114] and only meager scientific
evidence for claims within the agile community [34]. Just because a team declares
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that they use agile is not a sufficient enough indicator, because actual usage has often
be observed to be lower than claimed [28]. Tripp and his colleagues further criticize
that there would have been many anecdotal claims surrounding the benefits of agile
vs traditional methods, but that "there remains very little peer-reviewed, published,
empirical evidence supporting these claims and substantiating measurable outcomes of
agile vs traditional approaches" [114].

2.4.2. Large-scale agile software development

The success and widespread use of agile methods in small, co-located teams encouraged
the use in new domains and the increasing utilization of agile methods in large-scale
projects [31]. Dingsøyr et al. define large-scale development as a development effort
that "has more than two teams" and very large-scale "agile development efforts with
more than ten teams" [31, 30]. Furthermore, a differentiation can be made between
large-scale agile development and "enterprise agile", which refers to applying agile
methodologies, principles and values to the whole enterprise and not only software
development endeavors [13, 31].

Agile methodologies are not inherently unusable or worse than traditional approaches
(e. g. the Waterfall methodology or the V-model) in a large-scale development con-
text, even the opposite can be the case: In a study by Petersen and Wohlin [91], the
researchers observed a decline in issues compared to traditional development in a
product involving 117 project members, developing three large subsystems in small
groups. Another case study indicates that the application of agile principles leads to
higher project visibility, improved knowledge-sharing and better coordination on a
large-scale [62]. On the other side, there is a multitude of reported limitations and chal-
lenges when trying to scale agile methods. A study of three large-scale development
cases points out serious challenges, especially the lack of guidance in agile methods
regarding dependencies between teams and inter-team coordination [120]. Having
multiple agile teams working towards a common goal necessitates a lot of coordinating
management effort [91] and relying on emerging architecture could impede project
progress [35]. Another interesting aspect, especially relevant for this thesis, is the
self-management and self-responsibility of teams. According to Ingvaldsen and Rolf-
sen, self-management of autonomous work groups can significantly impact effective
inter-group coordination, which becomes a major challenge in autonomous working
teams compared to traditional hierarchical control [51]. In large-scale agile software
development, expertise might also be scattered across multiple locations and teams,
making networking and knowledge-sharing between teams critical [81]. Various mech-
anisms are able to support the development of knowledge networks, e. g. collaborating
closely with experts outside an individual team, facilitating communities of practice
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and providing suitable communication infrastructure [107]. Agile methods are espe-
cially problematic for large-scale system architectures and for systems incorporating
existent and possibly evolving software architectures [10] or safety critical systems [115].
Another common pitfall is the lack of architecture and unclear role of architects [9]. Ac-
cording to Leffingwell and his colleagues, ”some amount of architectural planning and
governance is necessary to reliably produce and maintain such systems. Individuals
teams, products and programs may not even have the visibility necessary to see how
the larger, enterprise system needs to evolve.” [67].

2.4.3. Lean software development

The "lean" concept, which emerged mainly from the Japanese automotive industry [122],
focuses primarily on maximizing value and minimizing waste in production pro-
cesses [77]. Another aspect and sometimes called "the essence of the Toyota production
system" is that each of the individual employees are given the opportunity to find
problems in their own way of working, to solve them, and to make improvements [77].
One example for one of the most commonly used methodologies in software engineer-
ing that originates from a lean context are "kanban boards" and related concepts and
practices, e. g. set work in progress limits [122]. While there is no uniformly agreed on
definition of "lean" in the area of software development and some software literature
even see agile and lean "as just two different names for the same thing" [122], a possible
distinction can be made that agile methods are more tactical in nature, whereas lean
principles and approaches are more strategic and can be applied to a wide scope of
different contexts [122]. This differentiation is described in more detail in the next
subsection.

Lean is of importance for this thesis not only because of the concept of "lean gov-
ernance", as detailed earlier, but also because lean is seen as "both the precursor and
future of agile", potentially helping to scale up agile practices [121].

2.4.4. Agile vs. lean software development

Wang et al. [122] note that in some examples of software literature, agile and lean are
just two different words for describing the same phenomenon. Nevertheless, most
literature does consider the difference between agile and lean approaches. One view is
that lean and agile are at different levels, with lean being more of a set of principles and
guiding ideas, and agile being more at a practice level. Therefore, lean principles could
be transformed into agile practices, tailored to individual domain requirements [121].
Another view is that lean and agile are not at different levels but have different scopes
and focus areas [121].

26



2. Foundations

In practice, creating and using hybrid methodologies is very common. Especially
software-intensive companies tend to select those aspects from agile and lean method-
ologies that seem to suit them best, which creates new interpretations of agile and lean
methods [98].

We believe that it can be important in certain situations to precisely differentiate
between agile and lean principles and values because of their clearly different back-
grounds and origins. Nevertheless, due to the large number of hybrid applications
of lean and agile, especially also in the context of IT governance, as shown earlier in
Section 2.1.2, it is appropriate for this thesis to refer to lean and agile as a common
theme.

2.5. The interplay between EAM and large-scale agile software
development

In the collaborative approach for establishing architecture principles and guidelines
presented in this thesis, we combine aspects and insights from different research
fields. In particular, those areas are mainly enterprise architecture management, IT
governance and large-scale agile software development. Therefore, it is important to
build on top of existing research on combining those areas and identifying intersections
where these areas can benefit from each other, instead of arbitrarily throwing them
together when they might not even profit from each other or where they possibly not
be compatible. For that reason, in this section, we analyze the relationship between
enterprise architecture management and large-scale agile software development.

The combination of enterprise architecture management and agile software devel-
opment has been barely researched until now [21, 42, 22], even though both agile
development and enterprise architecture are often used in large organizations [22].
Usually, agile software development is not specifically considering enterprise archi-
tecture management and vice versa [64, 42]. Hanschke et al. point out differences
and similarities between enterprise architecture management and agile software de-
velopment in their research on how to integrate the two fields [42]. According to
them, enterprise architecture management takes a more top-down perspective, in tight
coordination with business goals and strategy. It is focusing on setting long-term goals
and planning on how to reach them. On the other hand, agile software development
is more likely found on a project level. It takes a bottom-up perspective with a more
short-term planning horizon [42]. This is consistent with the results of another study
on combining enterprise architecture management and agile software development by
Canat et al. [22]. All twelve interviewed experts agree on the possibility to combine
enterprise architecture management and agile software development, but also stress
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that the different levels the two fields operate have to be taken in account. Enterprise
architecture is regarded useful mainly on the higher, more strategic level, whereas agile
methods are seen as useful in the lower levels, e. g. development and technology [22].
Nevertheless, this gap between the different levels is seen as too large: The lack of
communication and the need that enterprise architects and developers work together
more closely is mentioned as a key challenge by a majority of interviewees [22].

Hanschke et al. [42] explain why the combination of both enterprise architecture
management and agile software development can be very fruitful. Agile software
development teams often lose sight of overarching goals and enterprise-wide objectives
and focus more on achieving a team-specific, local optimum. Here, agile software
development can profit from enterprise architecture management. On the other side,
enterprise architecture management can benefit from becoming more flexible and
dynamic, as well as from developing a stronger focus on collaboration [42].

Another important aspect to consider when aiming to combine enterprise architecture
management and agile development are scaling agile frameworks. The mentioned
observation that agile software development is not considering enterprise architecture
management and vice-versa is no longer true when taking in account newer frameworks
and methods which focus on large-scale agile development, often categorized as "scaling
agile frameworks". Since, in this thesis, we put our main focus on large-scale agile
development instead of the processes within a single agile team, it is worth to take
those scaling agile frameworks into consideration. To further investigate this topic,
the research of Uludağ et al., who look into the role of (enterprise) architecture and
architects in large-scale agile frameworks, is of particular value. In their research, they
demonstrate that three out of twenty analyzed large-scale agile frameworks include
the role of the enterprise architect. Even if this is a rather small portion, making up
15% of the total amount of analyzed agile frameworks, two of the agile frameworks
incorporating enterprise architecture belong to the three most important ones, in
terms of the maturity assessment made by Uludağ et al. [117]. Namely, those are the
"Scaled Agile Framework" (SAFe) [104] and the "Disciplined Agile 2.0" (DA 2.0) [5]
framework. This further hints to the growing importance of combining large-scale
agile and enterprise architecture. The creators of the Disciplined Agile even describe
the advantages of using enterprise architecture in agile software development in more
detail. They state that enterprise architecture enables reuse across delivery teams. With
the possibility of reusing high-quality assets, teams can focus on creating new value for
their stakeholders without reinventing the wheel [6]. The common technical guidance
that enterprise architecture can provide enables better consistency between teams,
resulting in higher overall quality and easier collaboration and exchange between teams.
Furthermore, a common infrastructure enables continuous delivery. They conclude that
enterprise architecture enables organizations to scale agile strategies across their entire
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IT department [6].

2.6. Gamification and social design

Gamification is a rather recent approach, which has been successfully applied in fields
like education and health, but is still only rarely appearing in the area of software
development and related disciplines [74]. However, there is already existing evidence
indicating that such an approach can lead to higher team motivation [45]. Since the
focus of our thesis on a more liberal form of governance, including self-governance, is
heavily dependant on the team motivation and relying on the involvement of teams, we
believe that it is valuable to use insights from gamification and social science to further
foster and ensure a high motivation and contribution of teams and individuals. An
alternative term for "gamification" proposed by Chou is "human-focused design", which
is a design process that incorporates human motivation in systems [24]. It revolves
around optimizing the feelings, motivation and the engagement of users and not only
on the functions of a system. This means that the key question in the design process
is not only "What can the user do?", but "Why would the user do it?" [24]. Chou
points out eight core drivers which are crucial and should be taken in account during
gamification efforts, e. g. the feeling of development and accomplishment, ownership
and possession as well as social influence and relatedness. In addition to gamification
elements, it is possible to encourage desirable behavior in communities through certain
design principles based on research in social science and psychology [96]. The detailed
design principles with relevance and application in this thesis are described in detail in
Section 6.4.
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This chapter presents and summarizes key publications with significant relevance for
this thesis in the areas of enterprise architecture, principles, guidelines as well as agile
IT governance and large-scale agile development. The presented related work further
extends and elaborates on the foundations presented in the last chapter.

Canat et al. (2018) and Hanschke et al. (2015)

Both Canat et al. [22] and Hanschke et al. [42] are some of the few researchers who
investigate the question of how enterprise architecture and agile software development
can be combined. Canat et al. [22] study the interplay between enterprise architecture
and agile development in their paper titled "Enterprise Architecture and Agile Develop-
ment - Friends or Foes?". Based on twelve qualitative interviews with professionals in
architecture, developer and related roles from five different companies, they conclude
that agile development and enterprise architecture can be indeed combined. One of
the key findings is that communication between enterprise architects and developers
is a common issue. This could be due to the distance between an enterprise architect
and the developers. This may also be further affected by a lack of trust and under-
standing of each other’s work. They conclude that both parties would benefit from
working together more closely and that it is important to shorten the distance between
developers and architects, which fits well to the collaborative approach presented in
this thesis. Canat et al. [22] also cite Hanschke et al. [42] as the only other source they
could identify that is aiming to answer the question of how enterprise architects can
collaborate with agile teams as well. In their paper titled "Integrating Agile Software
Development and Enterprise Architecture Management" [42], Hanschke et al. analyze
how enterprise architects can collaborate with agile software development teams. Since
the combination of agile software development and enterprise architecture manage-
ment has been barely researched so far, but is a central aspect in this thesis, the paper
summarizes a couple of interesting aspects regarding the integration of enterprise
architecture management and agile software development. Specifically, Hanschke et
al. explore how enterprise architecture and agile development can be integrated by
combining a widespread artifact from each side, namely TOGAF [112] and Scrum [105].
For this purpose, they have to deal with "the divergent focuses of ASD and EAM, e.g.
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short vs. long-term goals, bottom-up vs. top-down perspectives, single system vs.
system landscape" [42].

Dikert et al. (2016)

Dikert et al. [29] conduct a systematic literature review to identify challenges and
success factors for large-scale agile transformations. For this purpose, they analyze
52 papers describing 42 different organizations. 46 out of these papers are experience
report, which means that the identified success factors and challenges are mainly
those that practitioners perceive and declare as important. Some of the identified
success factors are management support, communication and transparency, mindset
and alignment as well as team autonomy, allowing teams to self-organize. Challenges,
among others, include a general resistance to change as well as the coordination of
multiple teams in a large-scale environment.

Dreesen and Schmid (2018)

Finding the right balance between top-down oriented governance approaches and
self-governance is an important task for the solution artifacts of this thesis. Hence,
the question of control vs. autonomy in agile development teams is highly relevant
for the scope of this thesis. Because of the lack of existing research in this area,
Dreesen and Schmid make a first effort to address this question in their paper titled
"Do As You Want Or Do As You Are Told? Control vs. Autonomy in Agile Software
Development" [33]. Agile methodologies have in common that they highlight the
significance of empowering teams to make decisions, while the management role is
focusing more on supporting teams than directing teams. Only limited guidance
exists on how agile software development teams should be governed, especially in
regards to the mentioned relationship between control and autonomy. Dreesen and
Schmid [33] summarize various formal and informal control modes and map them
to control mechanisms in agile software development. Those informal control types
include clan control and self-control, which fit well to agile values and principles.
Nevertheless, the authors conclude that it is beneficial to combine agile methodologies
with formal control rather than exclusively with informal control and that their research
suggests that agile software development can be flexible and controlled at the same
time, resulting in a higher efficiency.

Greefhorst and Proper (2011)

In their book "Architecture Principles - The Cornerstones of Enterprise Architecture",
Greefhorst and Proper [37] dive deep into architecture principles and surrounding
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relevant concepts and processes. Next to describing the role of enterprise architecture
and providing a conceptual framework for principles, they give comprehensive insights
into how exactly architecture principles can be specified, with various suggestions
for dimensions and attributes that can be used during the specification. They also
provide valuable insight by providing a catalog of possible architecture principle
examples. Particularly relevant for this thesis is their practical approach, describing "a
method and techniques to define and apply architecture principles" [37]. The generic
process included in the practical approach is summarized in more detail in Section 2.3.4
within the foundations chapter of this thesis. A quick overview of the creation and
management process of architecture principles can be found in the paper "A Practical
Approach to the Formulation and Use of Architecture Principles" [38], where Greefhorst
and Proper summarize the approach and concomitant process for the development and
use of architecture principles from their book.

In their future work section of their book, they state that "it is of the utmost im-
portance that principles are formulated in a collaborative process involving all key
stakeholders. More research is needed in effective ways to organize these collaborative
processes" [37]. This thesis builds onto this premise and extends the existing approach
and process by collaborative traits.

Leclercq-Vandelannoitte and Emmanuel (2018)

Leclercq-Vandelannoitte and Emmanuel [66] apply analogical reasoning to transfer
theory, knowledge and experience from philosophy, political and social science to
IT-governance. Using the concept of governmentality, first developed by the French
philosopher Michel Foucault, they conceptualize a liberal model of IT governance,
aiming to potentially replace a more traditional, sovereign IT governance model, based
on centralized authority and top-down coercive mechanisms. The liberal IT governance
approach by Leclercq-Vandelannoitte and Emmanuel is described mainly in the context
and from the perspective of IT usage and not software development. Nevertheless,
we see a large overlap with the key principles and values of agile and lean software
development methods and advocate the adaption of a more liberal IT-governance
approach, thereby making a much better fit in agile and lean environments. Since the
implications of a liberal IT governance model are broad, eventually even challenging
the very nature and meaning of "being an employee" [66], transforming from being
a mere executor of orders to a self-responsible being, liberal IT governance must be
understood in a broader context. Therefore, we believe that our approach greatly profits
from taking into account these thoughts from a broader context.

The main findings of their work that we consider relevant to the subject of this thesis
are the following:
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• The role of a liberal governance is to analyze the conditions in which particular
behavior occurs and then change the conditions in a way that promotes the
desirable behavior [66].

• The question is not how to govern more, but how to govern less and "reach a good
balance between the costs of enforcement and the costs of nonconformity" [66].

• Rather than directly enforcing guidelines, help users to make the best choice, by
supporting and training them to manage their freedom and educate them about
consequences for themselves and the organization [25, 66].

• Greater autonomy and freedom of choice go hand in hand with increased respon-
sibility, accountability and duties [66].

We keep these key findings in mind during the creation of our collaborative approach,
which can be seen as an approach implementing a more liberal form of IT governance,
due to its’ collaborative nature, strongly involving agile teams, resulting in supported
self-governance.

Newman (2015)

Newman, the author of the book "Building Microservices" [82], dedicates one chapter
of his book on the "evolutionary architect". Whereas the remainder of his book is, as the
title suggests, focused on microservices and therefore not relevant for this thesis, the
chapter on the "evolutionary architect" describes an approach with many parallels to
the approach presented in this thesis. The book is less scientific and is mainly based on
practical experience, which makes it an interesting addition to the scientific publications
cited in this thesis. Next to a critical examination of the term "architect" and why the
term "city planner" offers a better analogy, Newman proposes to guide decision-making
by defining a set of principles and practices. These principles should be derived from
strategic goals and are intended to align decisions and activities with a larger goal.
The practices should ensure how principles are being carried out. He describes them
as a set of detailed, practical guidance on how to achieve a certain principle, which
is comparable with our interpretation of guidelines. He also mentions the need for
finding the balance between autonomy without losing sight of the bigger picture. In
line with Greefhorst and Proper [37], he also believes that it is important to document
exceptions from the defined principles and practices for future reference. If exceptions
have occurred several times, it may make sense to adjust the underlying principles, and
thereby to ensure that the principles properly match the challenges that developers
are facing. In terms of governance, he suggests a group responsible for discussing
and changing principles and practices as required, in structured regular meetings.
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This group should primarily consist of people who are performing the work that is
being governed, that means the developers themselves. He suggests that an architect
chairs the group and makes sure that the group works, but the group is responsible
for the actual governance decisions. This suggestion is very close to our proposal of a
community of practice including enterprise architect and agile team representatives as
part of our collaborative approach and it is a positive indicator that our collaborative
approach makes sense from a practical perspective as well.
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This chapter presents the case study that was conducted during this thesis. First, we
present the case study design in Section 4.1, including the objectives of the study, an
introductory description of the case, the research questions and a description of the
data collection methods. After a case description in Section 4.2, we describe the results
based on the four analyzed areas defined by the case study research questions. At
the end of this chapter in Section 4.7, we summarize the identified challenges that
we subsequently take into account during the development of the resulting solution
artifacts of this thesis.

4.1. Case study design

As explained earlier in our approach in Section 1.3, we align our case study with the
proposed case study procedure and design by Runeson and Höst [102]. In alignment
with their case study guidelines, we describe the case study in the following based
on the essential elements that should be included in a case study plan [102]. This is
done in order to cover as much of the important meta-information as possible that is
essential for the reader of a case study.

Objective — what to achieve?

The case study is of an exploratory nature and the key objective is to identify best
practices and challenges regarding governance and enterprise architecture in large-scale
agile software development. The focus is particularly on the use of principles and
guidelines, as well as the collaboration between enterprise architects and agile teams.
The underlying purpose of identifying best practices and challenges is the intent to use
those valuable insights, together with the findings from existing research, to create the
solution artifacts of this thesis and thereby to ensure practical relevance and value of
those resulting solution artifacts.
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The case — what is studied?

The case under investigation is one of the largest insurance companies in the world.
More specifically, the unit of analysis are the departments, teams and roles that are
in touch with the relevant concepts of this research, namely enterprise architecture,
large-scale development and architecture principles and guidelines. In the analyzed
case, this is mainly the enterprise architecture and IT-strategy department as well as
the agile development teams. An insurance company makes a suitable and interesting
study target because of the high levels of regulatory pressure that insurance companies
face as part of the financial sector. Section 4.2 provides a more detailed description of
the case.

Theory — frame of reference

The theory or "frame of reference" [102], in our case the current state of the literature
on the relevant topics, is described in detail in the foundations and related work in
Chapter 2 and Chapter 3.

Research questions — what to know?

The research questions set out to be answered during the case study are the following:

1. How are architecture principles and guidelines used in an agile environment?

2. Which architecture communities are established in the company?

3. What is the role of the enterprise architects in an agile environment and how do
they collaborate with agile teams?

4. What value do the enterprise architects create in an agile environment?

These questions are also reflected by the four questionnaires used for the semi-
structured interviews that are part of the case study. The questionnaires can be
found in Appendix A.2. Analyzing these questions has the goal to receive relevant
background information and a better understanding of the situation and opinions in the
case study company. Those findings then can provide valuable insight for answering
the overall research questions of this thesis, which are outlined in Section 1.2. As
explained in our approach in Section 1.3, we also use the environment of the case
organization as part of our action research to continuously demonstrate and evaluate
our prototypical implementation, which is described in more detail in Chapter 6. The
more comprehensive, formal evaluation is also done within the scope of the case study
company. This evaluation is described in more detail in Chapter 7.
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Methods — how to collect data?

Due to the importance of using several data sources in a case study and taking different
viewpoints and roles into account [102], we use the following methods to collect data:

• Unstructured interviews

• Semi-structured interviews

• Observations

• Document analysis

We used informal, unstructured interviews on an almost daily to weekly basis
during our analysis at the case study company, especially for further investigating
and understanding the problem domain, as well as refining the requirements used
during the artifact development. As explained earlier, those continuous activities were
of special importance in this thesis, to ensure ongoing adjustment and continuous
improvement of the artifacts in development, based on new insights and feedback. The
main roles that we communicated and collaborated with were enterprise architects
with agile software development experience. We have also conducted unstructured
interviews with members of agile teams several times, but less frequently than with
enterprise architects due to availability reasons. In addition, we conducted formal, semi-
structured interviews with key stakeholders to achieve more systematically collected
and analyzable data as well. The main difference in semi-structured interviews is
that all questions are planned in advance, containing a combination of open and
closed questions [102]. The question catalog was developed collaboratively with other
researchers, to achieve a homogeneous list of questions that are used not only in the
present thesis but also in case studies with other industry partners. This ensures that
the results from the various case studies can be aggregated and analyzed for more
meaningful insights later on in further research. These semi-structured interviews
were conducted with five interviewees in four interviews. The participating roles
include two enterprise architects, one of whom is more senior, whereas the other one
has only recently switched his role from an agile developer and software architect to
enterprise architect, while still carries out some development and software architecture
tasks. Furthermore, two agile developers were interviewed, with one of the developers
having an additional role which is similar to the role of a scrum master in the scrum
methodology [105]. The fifth participant is an agile manager responsible for all scrum
masters of the agile development teams in the case study organization. Due to the
rather long planned time frame of the interviews (around two to three hours), the
interviews were split into multiple sessions to account for the tight schedules of the
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interviewees. Table 4.1 shows the participants of the semi-structured interviews with
their respective alias, which we use in Sections 4.5 and 4.6 to map statements to the
respective role that they originate from. The alias of the first and second interviewed
agile developer is combined because of their very strong overlap and agreement in
statements and opinions during a joint interview. The question catalogue of the
semi-structured interviews can be found in Appendix A.2.

No. Main role Alias Professional experience in that role
1 Enterprise Architect EA1 3-5 years
2 Enterprise Architect EA2 3-5 years
3 Agile Developer AD 2-3 years
4 Agile Developer AD 6-10 years
5 Scrum Master Lead SML 3-5 years

Table 4.1.: Interview partners of semi-structured case study interviews

To further enrich our data collection, we conducted document analysis of relevant
documents identified in the target organization and observation by participating in
various meetings on topics and areas relevant to the scope of this thesis.

As described in our approach in Section 1.3, the case study was not limited to a
short time frame, but ongoing throughout the whole time scope of the thesis. This
allowed for continuous analysis, feedback and validation of results, especially also
for the development of the prototypical implementation of the web-based application
presented in Chapter 6. With regards to the design science process, the case study is
used to enrich all phases described in the approach in Section 1.3, but also used for the
evaluation, which is described in Chapter 7.

The following sections summarize the results from the semi-structured interviews,
informal interviews, document analysis and observations at the partner company,
facilitating a better overall understanding of the status quo at the company.

4.2. Case description

The case under investigation is a large insurance enterprise. To keep pace with rising
customer expectations and rapidly changing environments, the organization decided
to start using agile development methods over two years ago in 2016. This was done
by setting up dedicated locations with co-located teams, detached from the traditional
development endeavors. In these dedicated locations, the employees of the company are
being trained in agile development methods and develop products and services with
early consideration of customer feedback. The co-located agile teams are composed
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of experts from various fields, including developers, designers as well as product and
process experts. One of the goals of this collaboration is to achieve more customer-
oriented and faster results. Within the agile environment, the company relies heavily
on the use of platform as a service (PaaS) products, integrated build pipelines with
automated testing and in general, closely following the cloud native [111] ecosystem
and community. Despite the modern work environment and the attempt to keep the
agile teams separate from the traditional development efforts of the company, there
are still certain structures, regulations and existing processes that impact the agile
development teams in their daily work.

4.3. Use of architecture principles and guidelines

This section described the findings regarding the use of architecture principles and
guidelines within the agile development environments of the analyzed company,
answering the first research question of the case study.

Finding a clear answer to the question of which principles and guidelines agile teams
should adhere to and how exactly principles and guidelines are used in the organization
has proved difficult. There are several reasons for this, which are explained in more
detail in the following. Since the organization mainly uses the term "guideline", the
following description will also mainly rely on this term. First of all, there is the fact
that, due to the large size of the company, multiple stakeholders scattered over different
departments have an interest in influencing the agile development teams. This results
in different sets of principles and guidelines.

Examples for these departments and sets of guidelines include an operations depart-
ment that is providing the infrastructure and services to run the developed applications.
They have a legitimate interest in providing guidelines for teams on how to build and
deploy applications in a way that ensures low-costs and high stability. Furthermore,
there is a separate department that centers on software quality assurance, which also
communicates with departments that focus on legal aspects. Guidelines published by
the software quality department mainly have the purpose to ensure that teams fulfill
legal requirements, which demand certain forms and levels of documentation, trace-
ability of changes to productively deployed applications as well as a safe, longstanding
audit-compliant storage of those documents and artifacts. Because the company is
active in the financial sector, there are specific, more strict national regulations for
IT-usage that have to be taken into account. This is also reflected by the existence of a
dedicated IT-security and data protection department, which also sets certain rules for
developers.

The enterprise architecture management department provides a set of guidelines as
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well. There is a precisely defined and well documented process on how new guidelines
can be created. The process even already has collaborative aspects. It allows and
encourages everyone to suggest guidelines to the appropriate architecture committee
or send them directly via e-mail to a dedicated guideline team. The members of
the guideline team then assist the guideline proposer with the next steps, especially
with identifying the suitable responsible architecture committee based on the type
and scope of the new guideline. There is an available template that suggests certain
attributes for specifying guidelines as well as categorizing them into different levels of
architecture. The predefined levels of architecture are business architecture, product
architecture, data architecture, service architecture, technology architecture, application
architecture, and software architecture. The guideline proposal may then be submitted
to the responsible architecture committee. After an initial approval of the proposal
by the committee or a further iteration through a chief architect, in case of doubts
regarding the proposed guideline within the committee, the proposal gets refined
further and is then submitted to a "request for comment" phase. During this phase,
the proposed guideline gets published in a wiki and community platform where other
architects and interested employees are now invited to provide their feedback within a
fixed time frame. After this phase is finished, the responsible architecture committee
makes a final decision whether to accept or decline the proposed guideline, also taking
in account the collected feedback. When the decision to accept the guideline is made,
the new guideline is published on a dedicated wiki page, which houses all guidelines
from the enterprise architecture department. Afterward, small changes can be made
self-responsibly or with the help of the guideline team, as long as the committee is
informed of the change. More substantial changes to a guideline require the creation of
a new guideline.

One of the problems is that, while the categorization in different architectural levels
provides a good way to structure and easily navigate the existing guidelines, it lacks
information on which guidelines have which target groups. As explained earlier, the
company is not relying solely on agile development yet but uses non-agile development
methods especially in the development of existing core applications. Therefore, many
of the guidelines aim at areas that are currently not relevant to agile teams. This makes
it difficult for agile teams to identify guidelines that are useful and important for them,
provided that the teams are even aware of the existence of these guidelines at all. The
broad possible scope of guidelines may also hinder participation in the community.
Since guidelines and guideline proposals are not published with information on the
intended target group, it may be hinder participants to quickly identify that there are
relevant guidelines in their area of expertise that they can contribute to. The more
significant problem, however, is the lack of an overall guideline process that also focuses
on other important areas besides the creation of guidelines, e. g. applying guidelines,
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managing their compliance or more details on handling change.
The fact that there are no defined measures for applying principles or managing their

compliance severely impacts the degree that teams are aware of those principles and
guidelines. While the architecture boards are taking existing guidelines into account
when reviewing architectures of certain teams, the participation and presentation in
this review process is voluntary for agile teams. A common theme that was mentioned
during unstructured interviews is that the lack of consequences for not complying with
guidelines is leading to a lower level of compliance. This is further impacted by the lack
of transparency as to which teams actually apply which guidelines. Additionally to the
department-specific guidelines, there are also guidelines defined by some individual
projects, e. g. a project to migrate legacy applications to a cloud platform. On top
of that, there are is an increasing influence from the superordinate holding company
with the goal of harmonizing the architecture globally over multiple national operating
entities. They also suggest certain principles and guidelines as part of a global blueprint
that should be taken in account by the organization and might be enforced more strictly
in the future.

Another issue, in addition to the existence of multiple different sets of guidelines and
involved stakeholders, is the lack of a joint, uniform communication and documentation
of principles and guidelines. Teams have to communicate with multiple stakeholders
based on the area of principles and guidelines that they are mainly responsible for. It
is often unclear which guidelines have to be used under which conditions and which
guidelines are more best practices than strict rules. Furthermore, there were cases
where it was difficult for teams to identify the proper contact for certain guidelines or
it was unclear were guidelines were coming from and what the underlying rationale
and reasons for the guideline are. Also, regarding guidelines from the enterprise
architecture department, there is limited participation in the community described
earlier. The community is especially limited in diversity, meaning that architects are
more likely to participate because the group was previously limited to architecture
roles, but is now open for everyone who is interested. But awareness and participation
of agile development teams are still low. This issue is further aggravated by the fact
that there is no central guideline repository that covers all relevant guidelines, or a
single entity or group that makes sure that guidelines from different stakeholders are
merged, taking in account inter-dependencies and overlaps between various guidelines
to harmonize governance efforts.

Nevertheless, the observed status quo is subject to continuous improvement. One
example is the planned introduction of architecture training for every agile team as part
of the onboarding process, with the goal to sharpen awareness regarding architectural
topics within agile development teams. When the first agile teams were established,
there was an emphasis on not restricting those teams at all and the decision was
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made that these teams do not have to adhere to guidelines published by the enterprise
architecture department. But over time it got clear that some sort of guidelines are
required, especially in recent months because of the growing importance of global
harmonization efforts and the goal to standardize and reuse assets globally throughout
different operating entities.

4.4. Architecture communities

This section gives an overview of the different architecture communities that are present
within the company, in regards to the second research question of the case study. As
briefly mentioned in the previous section, there are various architecture committees
overseeing the architectural decisions individual projects make. These committees are
more traditional in their organization, meaning that they have fixed members and
chairmen, and they act on different levels and topics. On the organizational level, there
is a committee that focuses on strategic global decisions. This involves investments or
investment stops for certain technologies, frameworks or software. They also set certain
standard software, directions for innovation and global infrastructure platforms. The
committee on the level of the local IT-organization focuses on IT standards based on
functional domains and propose technical reference models for each domain. On the
portfolio level, there is an architecture committee that looks more closely into projects
and the fit with architectural requirements. On this level, there are additional, separate
architecture committees dedicated to services, data architecture as well as customer
interaction. Agile teams are not forced to present in those architectural boards, but
they are encouraged to seize the opportunity to validate their architectural compliance
and get support and guidance on pressing issues that their team faces. On a program
and team level, chief product owners and product owners make the decisions together
with the agile development teams, which, in the usual case, always consist of multiple
developers with at least one developer taking on the additional role of a software
architect. Within the agile development community, there are various communities of
practices (CoP), with focus on certain topics, e. g. for scrum masters (or at least a role
similar to a scrum master in Scrum that is used in the company) or DevOps enthusiasts.
Some of the enterprise architects have recently started joining these communities on a
regular basis as well, achieving a closer collaboration with agile teams.

4.5. Role of the enterprise architect

The following section describes the analysis of the third research question of the case
study, the role of the enterprise architect within the agile environment, in more detail.
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The italic aliases in parentheses after certain statements indicate the role behind the
statement and refer to the aliases listed in Table 4.1.

Enterprise architects in the partner company have three core responsibilities: Ar-
chitecture governance, incubation and enabling. Architecture governance revolves
around architectural specifications, the organization of the architecture committee,
creation of guidelines and architectural models and blueprints of the target landscape.
Incubation targets the evaluation of new technologies, whereas enabling has the goal
to provide reusable assets to simplify the work of agile teams and support their day
to day efforts, e. g. by providing a standardized continuous deployment pipeline and
cloud platform. Furthermore, enabling includes training and coaching to teach the
most important architecture basics. In terms of responsibility, the goal of the enterprise
architecture in the organization is that they do not have to participate and approve
every single decision, but that they let agile teams make the decisions and let them take
over responsibility (EA1). This requires the enterprise architects to ensure that existing
guidelines are of high quality and, above all, that teams are aware of them (EA1). The
agile developers see the core responsibility of enterprise architects in communicating
important information to the teams, collaborate closely with the teams, provide access
to their network, identify necessary contacts and support with building common assets
(AD). These may include development platforms or continuous deployment pipelines,
enabling the teams to work more quickly (AD). In their view, the responsibility of
enterprise architects has decreased in the agile context because teams are more self-
responsible, also requiring enterprise architects to be willing to give up some of their
power (AD). On the other side, they stress that more effort and commitment is now
required to be able to explain and communicate existing guidelines, because instead of
relying solely on command and control, they now have to achieve acceptance on the
part of the teams and provide real value for the teams (AD). Both interviewed enterprise
architects agree with this view and stress that enterprise architects have to generate
tangible added value within the project teams (EA1) and have to clearly communicate
what they do and how they can support agile teams (EA2). This is required so that
these teams approach enterprise architects on their own initiative to work together
(EA1, EA2) and that enterprise architects also get invited into collaborating more closely
with agile teams, e. g. in CoPs that are mainly driven by the agile teams themselves
(AD). Enterprise architects are also responsible for distributing knowledge across the
teams and help them to get started quickly when approaching a new project or product
(SML).

Some of the enterprise architects of the organization are already working in a more
collaborative way with agile development teams than traditional architects. Instead
of being isolated in their "ivory tower", they work directly with the teams and are
even part of those agile teams for a certain time period to support them. This is
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something that both enterprise architects and agile developers call for. According to the
developers, enterprise architects should not be a permanent part of a fixed agile team,
but they should rotate through teams (AD). SML also stresses that enterprise architects
are no longer in a position to only create rules, but are a kind of service provider
who can provide a certain architecture and support, and who is also responsible for
communicating the architecture and its rationale.

Enterprise architects in the company already put emphasis on direct communication
and try to actively approach teams and provide them with information. In line with the
wide range of different enterprise architecture activities in the organization, the team
of enterprise architects is very interdisciplinary, consisting of experts with different
technical expertise and skills. Within the agile environment, the working methodology
changed in the sense that the direct collaboration and information sharing with agile
development teams became significantly more important (EA1, EA2, AD, SML). This is
also reflected in the relevance of different tools. Previously, there was a higher focus
on modeling in specialized tools. Nowadays, the focus is more on collaboration tools
(Wiki, issue trackers, community platform etc.). Enterprise architects should also work
in a more agile way themselves, conducting weekly stand-ups and using backlogs and
Kanban boards (EA1) to distribute and manage tasks, which is already partly the case
in the organization. Enterprise architects have a lot of self-responsibility and can take
initiatives on their own to suggest new projects or directions they would like to head to.

All interviewed stakeholders see the need and value in enterprise architects joining
teams for actual coding (EA1, EA2, AD, SML), which might not directly benefit the
enterprise architecture (EA1), but strongly benefits the acceptance by agile teams, which
is the basis for everything else (EA1). Therefore, the approach of enterprise architects is
less-top down driven, but becoming more collaborative (SML). Nevertheless, especially
in large organizations as the case study company, traditional enterprise architects who
work mainly strategically are still import and should not and cannot be part of agile
teams (EA1).

Both enterprise architects see the future focal point of enterprise architecture in
automation. Architectural documentation could be increasingly automated (EA1, EA2),
as well as the data collection for certain metrics and KPIs (EA1, EA2). Self-service
offerings for software development teams to quickly spin up application templates
and build pipelines with necessary integration should be provided as well as tools
and methods for automatically testing guidelines (EA1, EA2). Architecture has to be
integrated into modern development and deployment platforms, but more strategically
focused enterprise architecture that can not be automated will be still important in
the future (EA1). One of the interviewed enterprise architects states that the current
architecture role might not even be required any more in this particular form, but
it might be more in the form of a "community manager"(EA1). Because in the ideal
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case, architectural artifacts (e. g. blueprints) should originate bottom-up through the
agile teams and not top-down (EA1). The enterprise architect further sees the vision of
establishing architecture as a product (including e. g. a wiki, development platform,
continuous delivery pipeline, and enterprise architecture tool) with a chief architect
as the product owner and the various agile teams as customers, with more systematic
feedback processes and retrospectives (EA1). This need for a more systematic and
regular feedback cycle between architects and agile teams is also mentioned by the
other interviewed stakeholders (EA2, AD).

A challenge for the enterprise architects is the unclear role within agile processes,
because prevalent agile methodologies do usually not consider the role of an enterprise
architect (EA1). This requires experimentation, testing and evaluation of what works
and what does not work, as well as research and exchange of experience with industry
partners, to coin a more concrete role of the enterprise architect in agile settings (EA1).
Establishing such a new agile enterprise architecture role and process requires a lot
of time and resources (EA1). This challenge is exacerbated by the quickly changing
environments of the enterprise architects, forcing them to rapidly adjust with those
changes (SML). According to SML, this makes enterprise architects that are closely
collaborating with agile teams even more important, because they have the necessary
proximity to agile teams to quickly recognize changes and adapt accordingly.

Another important challenge is the acceptance of enterprise architects as well as
principles and guidelines by agile teams (EA1, AD), because teams do not always see
enterprise architects as necessary and do not like to be controlled (AD). This may be
a reason that existing guidelines are often being ignored (EA2). The challenge for
enterprise architects is how to develop those principles and best practices together
with the teams (AD). This is made more difficult by the tendency of teams to challenge
and question everything that is related to certain predefined standards and guidelines
defined by other stakeholders, even if they do not know the details behind the decisions
or the evidence that lead to certain decisions (EA2). A further challenge is that the
responsibility is increasingly passed on to the teams, without that these teams are even
aware of all the responsibilities that they now have to take care of (EA2). Another
common problem mentioned by the interviewees is the lack of technical expertise and
proximity to technical implementation of enterprise architects. They interviewees stress
that this is not a problem that they see in the case study company, because enterprise
architects mostly have sufficient technical backgrounds, but it is a challenge that they
have seen or experienced in other companies (EA1, EA2, AD).

The interviewees state various recommendations for the role of the enterprise ar-
chitects in agile environments. Enterprise architects should closely examine modern
development platforms, because architecture should no longer be on slides, in doc-
uments or wiki pages, but directly integrated into the platform (EA1). They should

45



4. Case study

also try to look at enterprise architecture from the perspective of agile teams and tailor
their role accordingly, in a way that enables them to bring value to those teams (AD).
They should also be present and co-located with the teams (EA2, AD) so that they are
able to identify what challenges teams face and where the teams could use support
(AD). This also gives enterprise architects valuable insights into how teams work, how
decisions are made in teams and what consequences decisions by other stakeholders
have for the teams (EA2). Furthermore, SML recommends that enterprise architects
focus on providing value for the teams and on their ability to communicate and present
their concepts. The generated value should be measured based on the needs of the
organization (SML).

4.6. Value contribution of enterprise architects

This section focuses on the fourth research question, the value contribution of enterprise
architecture in the agile environment.

As stated previously, enterprise architects cannot rely on command and control
anymore, but they have to create value for the agile teams, ideally in a way that the
teams ask for more help on their own, because of the advantages they can benefit from
(EA1, EA2, AD).

Regarding the expectations agile teams have of architectural models and other
artifacts delivered by the enterprise architects, all interviewees stress the importance of
the reliability and binding nature of the deliverables and information communicated by
the enterprise architects (EA1, EA2, AD, SML). Teams would like to be able to rely on the
information they receive and might refer to it at a later time (EA2). They also expect that
architectural models are developed collaboratively and are not "carved in stone" (EA2),
but can be discussed with the architects. The teams also expect architecture models to
be up-to-date and relevant for the team, with availability during the project initialization
where they are most helpful, because they can be used for solving initial problems (AD).
They would also like to understand the motivation behind the architectural artifacts
and what exact value it can provide for their team (SML).

Regarding the question if and how teams would like to be controlled or guided
by enterprise architects, the agile developers have the opinion that agile teams do
not want to be controlled at all and that exercising control is also not part of the
tasks of enterprise architects, because the teams should be self-responsible (AD). They
do however acknowledge the potential need for a type of "sign off" on go-lives to
production or regarding legal requirements, ideally through automated testing (AD).
The manager, who is responsible for all Scrum Masters in the case study organization,
also believes that teams want and should be able to work as autonomously as possible
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(SML). Nevertheless, there is a need for central coordination and for someone to provide
centralized services. However, this should take the form of a service provider rather
than a regulator (SML).

The enterprise architects take a more differentiated view of the situation. From the
perspective of developers, there should be no control and the ability and freedom to
decide for themselves (EA1). Nevertheless, a product owner could have a high interest
in being compliant to certain standards and receive guidance and information for
achieving this compliance (EA1). The level of control necessary or desired also depends
highly on the individual team. Some teams even approach enterprise architects on their
own initiative and ask for guidance, while other teams have a very low acceptance of
control or guidance, depending on the individual characters and experience within
the team (EA2). Nevertheless, most teams would like to understand beforehand what
their scope of action is, as well as what they are free to decide and where they have to
take some regulations into account, instead of having to deal with issues after taking a
certain course of action (EA2).

Guidelines and standards that would bring value to teams are those that explain legal
requirements and best practices for solving them, as well as guidelines and reusable
assets on cross-team topics, e. g. logging, monitoring, security, version control (AD)
or UI-components, services, development and runtime environments (EA1). Concrete
technical guidance, e. g. using predefined technologies and thereby limiting the
technology selection of individual teams does not appeal to teams (EA2, AD), but
might significantly help the overall organization and enterprise architecture (EA1, EA2).
Teams focus more on how they as an individual team can build the quickest, but that
does not mean that it is the ideal solution in the long run, e. g. regarding operability
and maintainability (EA2). However, it can be a problem if standardization does not
allow for enough heterogeneity, e. g. to test and evaluate new technologies (EA1).

4.7. Summarized challenges

While the last sections already provided more detailed information regarding best
practices and existing challenges, in this section, we would like to summarize a se-
lection of the main relevant challenges that we identified at the case study company.
These challenges are then taken into account during the following chapters. Mainly
relevant for the scope of this thesis are challenges related to architecture principles and
guidelines as well as the collaboration between enterprise architects and agile teams.
Table 4.2 shows an overview of the identified challenges. The collaborative approach
presented in Chapter 5 and the tool support introduced in Chapter 6 address these
challenges.
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ID Main challenge
C1 No single point of truth for guidelines
C2 Multiple involved stakeholder groups
C3 Lack of awareness and compliance with guidelines
C4 Acceptance of principles and guidelines by agile teams
C5 Unclear implications of guidelines
C6 Lack of relevance and applicability
C7 Lack of transparency
C8 Principles and guidelines require additional time and effort
C9 Architecture integration into the platform
C10 Collaboration and feedback cycles

Table 4.2.: Main relevant challenges identified during the case study

There is no single point of truth or a clear and easy overview of all existing guidelines
that a team should adhere to (C1). Guidelines are spread throughout multiple channels
(e. g. different wikis) and documented in different forms. There is no single entity
which takes care of managing guidelines, but there are multiple stakeholders (C2) who
have an interest in defining principles and guidelines, further complicating the situation
(e. g. interests from business, infrastructure, architecture or security departments). This
makes it difficult for teams to be aware of which guidelines exist and which guidelines
are relevant to them, therefore the lack of compliance with guidelines is a challenge
(C3). This lack of compliance is further exacerbated by the lack of transparency which
guidelines are being fulfilled by which teams (C7) and the lack of consequences for not
fulfilling these guidelines. Teams do not always care about guidelines or do sometimes
simply not know that they exist. Sometimes they also ignore guidelines by purpose
because of a lack of acceptance regarding specific guidelines (C4). This also makes it
difficult for the guideline creators to better understand the impact of their guidelines
at the implementation level (C5), which could be used to assess whether a guideline
is actually valuable and to provide valuable feedback for further refining guidelines.
Another one of the main challenges is the lack of relevance and applicability (C6). Not
all guidelines are equally relevant for each team. There might be guidelines that are
only relevant when certain preconditions are met or when the team is active in a certain
functional or technical domain.

The lack of transparency (C7) is also a challenge from the perspective of the teams.
For them, it is often not clear why they should comply with a certain guideline and
what the rationale for the decisions described in the guideline is. On top of that, it is not
always clear to teams whether they have to adhere to a guideline or whether it is more

48



4. Case study

a best practice that they should follow, but from which they may also deviate. Another
major challenge is the additional time and effort required in the area of architecture
principles and guidelines, both for principles and guidelines creators as well as agile
teams who should comply with those principles and guidelines (C8). On the one hand
side, it means effort for agile teams to familiarize themselves with existing guidelines
and to ensure the compliance with those guidelines. Furthermore, it can be a lot of
effort for those teams to communicate with the involved stakeholders because of the
different stakeholders involved (C2), leading to uncertainty whom teams have to contact
for questions or problems with certain guidelines or how they can get an exemption if
they face special requirements. In the worst case, the progress of a team can even be
impeded due to slow governance processes. Teams may have to wait for a decision or
architectural approval so that they can go ahead with their planned endeavors. On the
other hand, it causes a lot of effort to manage the compliance to guidelines, since the
lack of transparency (C7) and the fact that guidelines are not automatically tested. This
leads to the challenge on how to integrate the architecture directly into the development
platforms (C9), so that the compliance to guidelines can be assessed at least in part
automatically. This would further reduce the required manual effort and enhance the
awareness and compliance with guidelines. Lastly, we would like to highlight the
challenge that enterprise architects and agile teams have to collaborate more closely
(C10). The collaboration challenge is not only exclusively relevant for the relationship
between enterprise architects and agile teams, but the agile teams would also profit
from more inter-team collaboration between each other.

As this brief analysis shows, many of the challenges are mutually reinforcing. Over-
coming some of these challenges could therefore also reduce challenges that have not
been addressed directly and contribute to solving them.
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architecture principles and guidelines

This chapter presents one of the two main artifacts of this thesis: a collaborative
approach to establish principles and guidelines that is combining top-down and bottom-
up processes. First, in Section 5.1, we provide an introduction for our collaborative
approach. Afterwards, we describe the collaborative approach in detail in Section 5.2:
The involved stakeholders and their role in the approach, the guideline establishment
process as well as the specific activities of the community in the collaborative approach.
The final part of this chapter is Section 5.3 where we outline the addressed challenges
and resulting solution requirements.

5.1. Agile governance through collaboration

Our approach focuses on achieving agile governance by bringing principles and guide-
lines, an established artifact from traditional IT-governance and enterprise architecture
management, to modern agile and lean environments. As outlined in the foundations
in Chapter 2.1.2, our understanding of agile and lean governance is that it revolves
around a more liberal stance on governance, putting more trust in agile teams and
giving them more responsibility, resulting in a form of self-governance.

Achieving the goal of a collaborative approach requires an adaption of the existing
approaches and processes related to principles and guidelines. This adaption is neces-
sary and important because traditional, top-down methods lack the consideration of
bottom-up processes and put the main emphasis on top-down, "command and control"
methods, which we see as contradicting with agile and lean values.

Scott Ambler, creator of the "Disciplined Agile" framework [5] during his time as
chief IT-methodologist at IBM Rational, states that "Traditional IT governance strategies
prove to be at odds to agile’s collaborative, value-focused strategies. As a result, a lean
approach based on enablement, collaboration, and motivation is required to effectively
govern agile teams." [7] We regard the consideration of the bottom-up view as an ade-
quate fit with the lean mindset because, as stated by experts on the Toyota production
system where lean values originate from, "the essence of the Toyota production system
is that each individual employee is given the opportunity to find problems in his own
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way of working, to solve them, and to make improvements" [47]. Hamel summarizes
Toyota’s advantage as the "ability to harness the intellect of ’ordinary’ employees" [41].

In our approach, this means that agile teams are no longer only affected by the results
of the principles and guidelines governance process, but that they are key stakeholders
themselves in determining, specifying, applying and refining principles and guidelines.
This approach pushes decisions to the people closest to the implementation, meaning
the people who are actually executing the work being governed. This increases both the
power and autonomy of the individual teams, however at the same time also making
them more accountable for their actions.

To achieve the goal of agile teams becoming a key stakeholder in the creation and
application of architecture principles and guidelines, without losing the necessary
oversight to achieve organizational, cross-team goals, we propose a community of
enterprise architects and agile developers who collaboratively conduct a process for
establishing architecture principles and guidelines. For this purpose, we adopt and
adapt the generic architecture principle process by Greefhorst and Proper [37] to take
the additional perspective of the agile teams into account. Greefhorst and Proper admit
that their comprehensive process, covering the whole architecture principle life-cycle,
is focusing on a top-down approach and that more work has to be done to include
bottom-up perspectives into their approach [37].

And this is precisely where we position our collaborative approach for establishing ar-
chitecture principles and guidelines: we build on existing, well-established approaches
and adapt and enrich them in a way that focuses on collaboration and enablement of
affected stakeholders instead of strict control.

The combination of the top-down and bottom-up perspective is what we call the
collaborative establishment of principles and guidelines. And when we speak of the
collaborative establishment of principles and guidelines, we mean that we take into
account the full life-cycle of principles and guidelines. This means that our approach
encompasses not only the creation process itself on a strategic level, but the actual
application of principles and guidelines during implementation and handling of change
by incorporating experience and feedback.

It is important to note that our approach is not a golden hammer, but has to be
adapted to the specific requirements of an organization. As Greefhorst and Proper
conclude regarding the architecture principle development process: "It has been shown
that the development of architecture principles is very situational. In particular, the
type of architecture, the maturity level of the organization and the culture very much
influence the approach" [37]. To take this into account, we will mention instances where
we see a particularly high need to adjust our approach to the organization maturity and
culture. Furthermore, it is worth mentioning that we do not focus on suggesting specific
architecture principles and guideline examples. Instead, we aim our attention on the
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way how such principles and guidelines can be collaboratively developed. This is due
to the fact that concrete principles and guidelines are highly specific to the individual
organization. Greefhorst and Proper also acknowledge this by stating the following
regarding their catalog of architecture principle examples: "Experienced architects
probably do not need the catalogue; they completely depend on their personal instinct,
experiences and knowledge" [37]. Besides, the process and the detailed order of steps
is not a strict specification, but it should provide an indication of what activities should
be done in such a community. The central aspect of the approach is that the individuals
from the different stakeholder groups come together and interact more frequently, in
line with the first agile value of the agile manifesto [14].

The value of our approach is that, in the ideal case, only the governance remains
that is inherently useful to the target stakeholders, without losing the oversight, long-
term planning and collective goals of the organization. This also encourages those
stakeholders to give valuable feedback on existing guidelines, making it possible to
improve them further and adapt them to the needs and challenges that agile teams face
on a day-to-day basis. Ultimately, the approach allows companies to decentralize their
decision-making and enable teams to manage themselves as much as possible.

5.2. Guideline establishment approach with relevant
stakeholders

The following section presents the key stakeholders and their role in our process, the
way how they come together to collaborate on architecture principles and guidelines,
as well as the steps of that process itself.

5.2.1. Involved stakeholders and their role in the approach

This section describes the central roles that are part of our approach, without detailing
their function in each specific step of the process yet.

In our approach, we focus mainly on two roles: The enterprise architect and the agile
development teams. Nevertheless, our approach could also be generalized. The two
roles could also be described as the group that creates principles and guidelines and
the group that has to comply with those principles and guidelines. In the end, the
essence is to melt these two groups into one community, thereby combining top-down
and bottom-up views within one process.

The traditional approach is shown in the left column of Figure 5.1. Guideline creators
are on their own in creating guidelines, which are then communicated to the guideline
target groups. A more participatory approach can be seen in the center. Guideline
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Figure 5.1.: High-level overview of the key difference in the collaborative approach

target groups can now participate in the creation process, e. g. by giving feedback
to guidelines. From a collaborative perspective, this is already an improved situation
and closer to the collaborative approach than the traditional form. However, the basic
outcome is the same: Guidelines are created top-down and teams have to adhere to the
guidelines without a lot of self-responsibility. The desired process is illustrated on the
right. The crucial difference is that there are no longer separate groups for guideline
creators and the group who has to implement the guidelines. Instead, the people
who have to implement the actual governance intentions are the ones who shape the
guidelines. They can actively join in on the process and the participating stakeholders
have a common goal: to establish guidelines that are valuable and relevant to the target
groups. However, this does not mean that only the groups who are performing the
work being governed are involved in the process. An overarching perspective is still
important.

Through the involvement of enterprise architects, the more strategical perspective is
included that aims to reach a global, organization-wide optimum. By including agile
teams, the operational perspective is included as well. Those individual agile teams
are the experts in their project or product scope and can aim for a local optimum. By
combining both views, agile teams get more aware of the global optimum as well, and
how they have to adapt their goals to not only reach a local optimum for their team, but
also conform with the goals of the organization. Even if we speak mostly of developers
in the following explanations of our approach, the community could also be interesting
for the other possible members of an agile team, which might include business analysts,
designers or product experts. If additional stakeholder groups have been involved in
the creation of principles and guidelines or other governance measures, they would
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also have to be included in the community, or at least have to be taken into account
by enterprise architects. The approach also has to be embedded into a broader scope,
that means it should have awareness and support of the upper management and they
should reward participation within the community appropriately.

When it comes to increasing the autonomy of agile teams and achieving some form
of self-governance and self-management, one could argue that agile teams themselves
should be the only stakeholders in the process. This would make the role of enterprise
architects superfluous. However, we believe that the role remains important. Since
self-management can negatively affect the ability to effectively coordinate between
teams [51], it is vital to have a role that can assist and support with cross-team
coordination. Furthermore, when teams should be able to self-manage in large-scale
environments, they need to have a strong knowledge network and collaborate closely
with experts outside of their team [31, 81, 107]. Enterprise architects can be of immense
value by providing teams with such a network and helping them with identifying
the right contact persons in a short amount of time. Moreover, enterprise architects
usually have a better insight and understanding of organizational goals and strategy,
and thereby a better ability for business and IT alignment. Nevertheless, in our
approach, we see enterprise architects in a different role than they might have had
before. Architects in some companies are still in a more traditional role: they create
diagrams, models, slides, documentation on the perfect system, but do not take in
account the unforeseeable future. We see the modern architect in a different role, which
could be more accurately compared with a "town planner". The analogy of a "town
planner" was first introduced by Doernenburg [82]. As described in more detail by
Newman, the town planner uses a myriad of information to attempt to "optimize the
layout of a city to best suit the needs of the citizens today" [82]. The way a town
planner does this optimization is interesting because it fits well to the general idea
of the liberal governance approach: He does not specifically state "build this specific
building here". Instead, he splits the city into different zones, e. g. by designating parts
of the city as residential zones or industrial zones. It is then the decision of the people
what exact buildings are going to be built. The town planner will then primarily focus
on what happens between the zones, but not necessarily what happens specifically
within a zone [82]. This is very similar to how we position the enterprise architect
in our approach. The shift goes away from making detailed decisions himself, but to
focus more on supporting and enabling others to make these decisions themselves
within certain boundaries, and document resulting insights on the way. The core
responsibility of the enterprise architect in our approach is facilitating the collaboration,
bringing the community together and supporting them in reaching the community goal.
Especially in the initial phase of such a community, it is important that someone takes
the initiative and assumes responsibility for establishing the community. To build such
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a community, it would be advisable for enterprise architects to look for allies within
the agile development teams. This could significantly improve the initial acceptance
and prevent the impression on agile teams that this is another initiative that is being
forced on them. The biggest obstacle at the beginning of such a community could be
that it requires a certain level of participation to create value, but at the same time, it
requires a certain level of value to achieve enough participation. The use of the network
of enterprise architects to identify enough potential participants for the first steps of
the community could be crucial to cross this value and participation threshold.

5.2.2. Community goals and responsibilities

Since both enterprise architects and developers would benefit if it was possible to work
more closely together [22], thereby building more trust and understanding of each
others’ work, we propose a community consisting of both developers and (enterprise)
architects who meet on a regular basis. Especially in large-scale agile software de-
velopment, expertise might be scattered across multiple locations and teams, making
networking and knowledge-sharing between teams critical [81]. Šmite et al. summarize
various mechanisms that can support the development of knowledge networks in
large-scale agile development, e. g. collaborating closely with experts outside an indi-
vidual team, facilitating communities of practice and providing suitable communication
infrastructure [107]. Our approach fits well with these proposed mechanisms. The
goal is that this community creates, validates and decides on architecture principles
as well as handling changes to existing principles and guidelines. From our point of
view, it makes sense to not restricting the community to focus solely on architecture
principles and guidelines. On the contrary, it is probably suitable in most cases to
embed the topic of principles and guidelines into a broader agenda. Such an agenda
could be designed to enable teams exchanging information on architectural topics
and presenting their architectures, status and findings, thereby receiving validation
and feedback from other teams and identifying needs for optimization. In case the
participants notice a broader relevance of these discussions or identify drivers for new
potential principles or guidelines or changes to existing ones, they can act accordingly.

To keep the community relatively small in size, so that the decision-making ability
is not lost, it can be useful to have one team member from each team joining the
community, as a representative of that team. Those representatives do not always
have to be the same person and they do not necessarily have to be in a lead role since
the community could also benefit from different opinions and viewpoints. The same
applies to the architects who are joining the community. Teams should have the right
to elect the representative freely. In some specific cases, it could be necessary to request
a certain team member who has valuable knowledge or insights on certain topics that
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are on the agenda for a meeting. Nevertheless, in general, the community should be
open for everyone who is interested and not enforce participation.

As described previously when discussing involved stakeholders, in terms of responsi-
bilities, the goal is that the architects are facilitating the community, but the community
is making the decisions. Or as Sam Newman puts it in his similar approach on creating
a group of architects and developers, working closely together: "The architect is respon-
sible that the group works, but the group as a whole is responsible for governance" [82].
This also comes with a necessity for a shift in the mentality of the architect. In their
concept for a more adaptive enterprise architecture management by Korhonen et al.,
where the enterprise architect is also seen in a more collaborative role, the architect
has to build humility and respect for the people that he is helping and also believe
in their capacity to grow and learn [58]. Regarding the question of what areas the
community is responsible for, the idea of the community is not that every aspect must
be discussed in detail and that teams must necessarily participate in all areas. Rather,
due to time and capacity constraints of the participants, there could be the decision
made that teams do not want to deal with certain topics and would like to leave them
in the responsibility of the enterprise architects or other stakeholders. And on the
other side, the decision could be made that certain topics are left for the individual
teams to decide, without the need for cross-team principles or guidelines. Nevertheless,
something of value was achieved: instead of leaving certain areas almost randomly to
"emergent architecture", there has been a conscious and well-founded decision made
on which areas are left to emergent architecture and which areas are left to intentional
architecture. This also matches one of the advantages of architecture principles stressed
by Greefhorst and Proper, who state that "By focusing on the essential requirements,
the use of architecture principles allows/invites enterprises to think carefully about
what to regulate in a design-first style and what to leave up to emergence, or to even
take measures that enable desirable emergence." [37] In general, the community should
be worried about what happens between the teams and be liberal about what happens
within an agile team.

A suitable frequency of community meetings is strongly dependant on the specific
organization and can be suggested for the first time by enterprise architects and can
later be adjusted according to the community needs.

As mentioned earlier, we are aware of the fact that especially in larger organizations,
enterprise architects might not be the originators of all principles and guidelines that
are affecting development teams. There might be other governance entities outside
of the enterprise architecture department, or groups specifically dealing with certain
areas, e. g. (information) security, data protection and privacy or legal requirements.
Those would have to be taken in account as well and included in the collaboration,
when necessary. Since the above mentioned examples mostly build their work on
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legal requirements, there is less need for discussion and close collaboration within the
community, but it has to be ensured that the information flows properly between those
departments and the community of architects and developers, which again should be
facilitated by the architects. In the end, it is important that a "single source of truth"
is built. That means that for every guideline that a stakeholder group would like to
set for agile teams, they would have to go through the community. This ensures that
guidelines are not created over the head of agile teams and that agile teams can rely on
a single point of contact regarding guidelines, saving a lot of time and effort.

5.2.3. Collaborative process steps

The following process of our approach is based on the established process of Greefhorst
and Proper [38], as summarized and presented in Section 2.3.4. Where in the original
process, the life cycle of principles is mainly driven by enterprise architects, now all
stakeholders affected by guidelines are continuously involved, so in our case of large-
scale development, we closely involve the agile development teams. Nevertheless, even
if Greefhorst and Proper do not explicitly focus a bottom-up perspective and collabo-
rative traits in their approach, they stress the need for the collaborative involvement
of stakeholders multiple times in their book, as reflected by the following exemplary
quotes:

• "These processes are best performed collaboratively to ensure involvement and
commitment of stakeholders." [37]

• "It is of the utmost importance that principles are formulated in a collaborative
process involving all key stakeholders. More research is needed into effective
ways to organize these collaborative processes." [37]

• "Therefore, more research is needed into ways of better dealing with the top-down
versus bottom-up and design-first versus emergence ‘game’." [37]

Because of this need, we would like to contribute the following resulting steps for
the process being used in a collaborative approach, illustrated in Figure 5.2. The titles
of the process steps mostly match the steps presented by Greefhorst and Proper [38],
with the difference of our suggestion to merge the "specify principles" and "classify
principles" steps and our renaming of the "validate and accept" phase, which we call
"vote and accept", to put more emphasis on the community-driven decisions. The
detailed descriptions of the steps have been adjusted to take better account of the
inclusion of the bottom-up perspective.

Important to note is that the process is not meant as a strict specification of an
order of steps that has to be followed in a linear fashion. Rather, it is meant as a
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recommendation of possible activities that the suggested community should deal
with. Those activities can occur in different orders or with different entry points,
depending on the situation. For example, some drivers might already exist, so the
community would directly move on to the specify principles and guidelines step when
dealing with these existing drivers. In other cases, there might already be existing
principles or guidelines, although they might lack a proper specification. In this
case, the process would start with the third step, which revolves around specifying
and classifying the principle or guideline. Additionally, there might be cases where
most principles and guidelines are already sufficiently defined and the community
focuses mostly on the application of principles and guidelines as well as managing
their compliance and changes. Nevertheless, we choose to present the suggested
activities of the community in form of a process to achieve a better fit with the
established architecture principle process as well as a clear structuring and logical order
of activities.
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Figure 5.2.: Collaborative approach overview

In the following, we describe the resulting steps in more detail, with a focus on the
difference to the original process in Section 2.3.4.

Step 1: Derive drivers

According to Greefhorst and Proper, principles without drivers are pointless. Determin-
ing drivers revolves around analyzing relevant sources and collecting suitable input
for deriving architecture principles, e. g. goals and objectives, values, issues, risks,
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potential rewards and constraints [38]. This often requires certain levels of analysis, e.
g. conducting interviews or organizing workshops [38]. The key difference within this
process step in our approach is that not the enterprise architects alone are responsible
for identifying those drivers, keeping them up to date and ensuring their quality, but
through the community, enterprise architects and agile teams are responsible together.
In our view, this has some significant advantages. Most importantly, it opens up new
types of drivers and ensures easier access to some drivers. Agile teams can contribute
their implementation experience as a basis to derive principles and guidelines. This
bottom-up perspective can provide valuable input to principles and guidelines by
taking in account the practical experience of the teams. They experience first hand what
implications the governance activities actually have and how they ultimately affect
actual implementation. This provides valuable insight into which governance intentions
work and which ones do not work. In addition, already existing, team-specific internal
agreements or agreements from previous projects can lead to architecture principles and
guidelines. Those team-internal agreements might not always be explicitly documented,
but are often a result of the selection and agreement of a suitable solution to a reoccur-
ring challenge that a team has faced over a period of time. This information could be
valuable for other teams as well and therefore lead to principles or guidelines later in
the process. Furthermore, agile teams are often closer at the heartbeat of technological
innovation because of their day-to-day technical work and keeping themselves up to
date with the latest developments. This can be valuable input for new or changing
principles and guidelines. Furthermore, concrete, tangible issues mostly arise during
the actual implementation. Because of their proximity to actual implementation, it is
much easier for agile teams to identify and analyze those issues in more detail. This
is why we place issues in Figure 5.2 on the right side of our approach, in the main
visibility and responsibility of the agile teams. This matches with what Greefhorst and
Proper call "operational issues". They state that "Including them as drivers enables
operational employees to provide relevant input to the architecture, and thereby involve
them in the process" [37]. Involving agile teams so closely in the process as suggested
in this approach brings the advantage of shining more light on those issues.

Of course issues will also still arise on a higher, more strategic level, but it will
save architects time by not having to do a lot of digging to identify their causes,
because the origin of the issue might be on an operational level. At the strategic
level, you can observe the implications or effects of issues, e. g. higher costs, delays
or low re-use of standardized components. Consequently, enterprise architects can
focus on more strategic types of drivers where their expertise and positioning gives
them a crucial advantage. These drivers are especially organization-wide goals and
objectives, values defined as part of the (IT-)strategy, potential risks and rewards
and legal constraints. Guidelines based on legal requirements also often originate
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from team-external sources, because teams rarely have the time, oversight and/or
qualification to take legal requirements into account. Since legal constraints play an
important role in directing organizational decisions, because failure to comply with
regulations and laws might lead to fees, penalties or reputation risk [99], these drivers
have to be documented with additional care. Later in the process, it will be important
to distinguish between guidelines that are based on legal constraints and therefore
required to fulfill a law or regulation, because those are types of guidelines that might
have to be excluded from a community vote in the fourth step of the process. The
positioning of enterprise architects with their access to multiple teams also gives them
the advantage to identify cross-team patterns more easily. Due to the collaborative
nature of the proposed community and process, the increased interaction between
teams should also help those teams to be able to identify such recurring patterns.

Step 2: Determine principles and guidelines

As described earlier in Chapter 2.3.4, the identified drivers can be used to derive
principles, which encompasses three key steps: Generate a list of possible principles,
select the relevant principles from this resulting candidate list and then use the chosen
candidates to formulate the actual principle statements [38].

These key activities also remain the same within this step in our collaborative
approach. The only key differences now in our approach are that agile teams are
directly involved in the question what principles are relevant or not and that not
only principles can be derived from drivers, but also already more specific guidelines.
Furthermore, through the newly introduced drivers described in the previous step,
these additional drivers now have also to be taken in account within the principle
and guideline determination. Since the drivers that are identified by agile teams are
usually closer to actual implementation, as described before, these drivers could also
directly result in guidelines. This is especially conceivable when teams have identified
more specific issues that can be directly translated into a principle that guides actual
implementation, therefore into the kind of principle what we classify as a guideline. In
this case, it might be worth analyzing if there is already an existing principle that fits
the resulting guideline as a more generic, overarching statement or if there is a need
for creating a more generic principle as well. This relationship between principles and
guidelines is discussed in the next step of the process.

When selecting relevant principles of the list of potential candidates, we believe that
principles and guidelines that focus on the interplay between various teams or services
are the ones with higher importance and higher binding nature ("has to be done").
Guidelines that are providing solutions to a specific implementation usually should
be "may be done", because those are best-practices that originate from teams. In these
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cases, those guidelines could help other teams by providing them with ways to solve
their challenges, but it should not limit their ability to chose a solution themselves.
One simple test that could be used to support the decision on the binding nature of a
guideline is to look at the consequences of not fulfilling guidelines: In the first case, the
direct consequences affect only the team itself, which indicates a lower priority and
binding nature. In the other case, it affects not only the team, but other stakeholders
(e. g. because the team decides on a different logging and monitoring stack than the
standard, they now cause additional work for other stakeholders to incorporate them in
the existing, overall monitoring). We suggest on relying on the team to make the right
local decisions. But everything that affects more than the local team space is highly
relevant for the community. As mentioned earlier, the community should be primarily
worried about what happens between teams and be liberal about what happens within
a team.

Step 3: Specify and classify

In contrast to the generic approach by Greefhorst and Proper [38], we combine the
two phases of "specifying principles" and "classifying principles". We merge the two
steps not only to reduce the total number of steps in the approach, but also because
we would like to stress the need to consider the classification of the principle during
the specification, e. g. to determine the target groups and align the specification of
the principle or guideline accordingly. This means that a principle or guideline is
specified in a way that the resulting specification is most useful for the intended target
group. In our approach, this is of higher importance because we put more emphasis
on the specificity of principles. The importance of this specificity is also recognized by
Greefhorst and Proper who state that when enterprises would like to use principles to
actually limit design freedom, they need to be specific enough and formulated in a way
that allows assessing the compliance with those principles [37]. We would like to ensure
this specificity in our approach by differentiating between principles and guidelines.
Furthermore, we propose defining fulfillment criteria for guidelines in the form of KPIs,
meaning measurable values that are decisive for compliance with the guideline. This
sets an important basis for a possible automated testing of guideline fulfillment in the
future. As illustrated in Figure 5.2, we propose to transform a principle into one or
multiple more specific guidelines, if necessary. This necessity arises when one of the
following two criteria are met. Either, the principle is too broad or unspecific to guide
actual implementation and as a result, stakeholders feel confused or do not feel like the
principle gives them concrete value. Or the principle is so broad or abstract that it is
difficult to define actual fulfillment criteria, let alone concrete measurements that could
indicate the fulfillment level of a principle.
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These guidelines typically then describe different ways on how a principle can
be implemented. Furthermore, if possible, one or more KPIs should be defined for
each guideline. There will be principles that will be though to specify into more
specific guidelines and there will be guidelines whose compliance criteria cannot
be easily expressed as measurable values. In these cases, it is not worthwhile to
enforce a specification into guidelines or KPIs. But the community should critically
question if the principle or guideline can provide practical value and relevance if it
cannot be further specified or measured. Nevertheless, it is plausible that there are
principles or guidelines that do not need to be further specified and still provide added
value. Because depending on architecture maturity and organizational culture, it may
be sufficient in certain situations to forego specifying the principle and just use it
to achieve a common understanding and commitment for certain issues, instead of
actually restricting design freedom [37].

We consider this relationship as very interesting because if maintained correctly,
valuable observations can be made. In this way, it is much easier to understand how
concrete strategic goals (as part of the drivers and principles) affect actual implementa-
tion, which concrete measures (guidelines) are taken to implement these strategic goals
and how well these measures (KPIs) are adhered to . It could be very insightful for the
management to be able to visualize such a relationship, to get a better understanding
of the concrete decisions that strategic goals lead to in lower, operative levels. Thereby,
management could trace how more generic objectives and values or "meta-principles"
(e. g. standardization, modularity, reusability, interoperability, integration, simplicity,
compliance, data consistency [40]) are actually implemented on lower levels. Through
the use of classifying principles and guidelines, these statistics and relationships could
also be analyzed based on certain categories or target groups. On the other side, a
potential limitation of this aspect is that the relationship between principles, guidelines,
and KPIs is only rarely strictly hierarchical. In most cases of existing principles and
guidelines, there are dependencies between multiple principles and guidelines, as well
as the possibility of KPIs that can measure the fulfillment of parts of multiple guide-
lines. The proposed mapping would also involve a significant time and coordination
investment, therefore further research would have to weigh up costs and benefits.

For classification purposes, we suggest to define a set of target stakeholder groups
and then classify principles and guidelines based on the target groups. Of course, a
principle or guideline can be relevant to multiple stakeholders. But in only rare cases
are they relevant for all possible target groups. This causes additional complexity and
wasted effort. If stakeholders are confronted with a variety of content that consumes
time but is not relevant to them, it could also reduce the overall acceptance of principles
or guidelines. In addition, it makes it more difficult to clearly identify the principles and
guidelines that are actually relevant. In general, due to their more abstract character,
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principles are more relevant to a larger target group. Guidelines, on the other hand,
tend to be more limited in their relevance because of their higher degree of specificity.
To guide actual implementation, there is more need to take into account the type of
implementation that should be targeted.

The specification and classification could be done in a small group or by an individual
participant of the community, but the results should be validated within the community.
A form of validation will also happen in the next step, during the vote and accept
phase, although it would be preferable if principles and guidelines already fulfill a
certain quality level before they are put to the vote.

Step 4: Vote and accept

Because of their high importance, a high quality of principles and guidelines has to
be ensured. Therefore principles and guidelines need to be validated before they get
accepted into a pool of principles and guidelines that are used productively. Important
to note here is that all the previous steps both should include some sort of valida-
tion. Greefhorst and Proper point out that the validating process itself can be highly
standardized and include specific roles. As an example, they mention discussing and
agreeing on the principles in an architectural board with management representatives
of all major departments [37]. In our approach, we believe that the community should
be responsible for making the final decision on accepting a principle or guideline. This
means that there has to be a discussion and vote whether it can be accepted, needs
further refinement or maybe even has to be declined because there are solid reasons
which speak against the principle or guideline. The result of these votes should be
documented for further reference. For the enterprise architect, this will likely mean
an increased required effort and commitment to present proposals convincingly. With-
out explaining the rationale behind the suggested principle or guideline, it might be
difficult to get the support of the community. We suggest that the effort is worth it,
because as observed during the case study, principle and guidelines that do not have
the acceptance of the target stakeholder are likely to be ignored or to be bypassed
anyway. Even if the proposed principle or guideline does not provide direct value to
the individual agile teams, with the awareness of the reasoning and the benefits at a
different part of the organization, the community can be convinced of the introduction
anyway, presupposed the community already has a certain maturity level. Depend-
ing on this maturity level and the characteristics of the organization, the enterprise
architects might provide strong, detailed governance or gentle directional guidance.
The current state of the level of authoritarian control or guidance has to be taken into
account during the establishment of such a community. A democratic vote, meaning
that each representative of the agile teams has the same voting power as each enterprise
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architect within the community, requires a certain level of organizational maturity. In
organizations that have only recently begun to transform into a more agile environment,
it might be required to steer such a community more strongly, e. g. by veto rights of the
enterprise architects or power to overrule the community. To go back to the metaphor
of the town planner, who more accurately represents the role of an IT-architect, as
described earlier, he should only steer the broad direction and not control the details.
But "if someone decides to build a sewage plant in a residential area" as Sam Newman
describes it, "he needs to be able to shut it down" [82]. This means that, in extreme
cases, there might be the need for someone within the community to intervene, but it
should be the clear exception to the rule. The more mature the community, the less
likely such situations should occur. Some organizations might benefit from not taking
such measures to overrule the community at all, leaving full power to the community
and therefore ensuring its’ credibility and commitment.

As explained earlier, not all proposals can be run through such a vote. If the main
driver of a principle or guideline is a legal requirement, a vote whether such a principle
or guideline is necessary does not make sense and therefore can be omitted.

Step 5: Apply principles and guidelines

In research for their process, Greefhorst and Proper conclude that there is surprisingly
little guidance on how stakeholders actually use architecture principles in the creation
of their own artifacts [37]. We believe that the specification of principles to guidelines
and KPIs should make the application much easier. At least, it should make it much
clearer what a more generic principle actually means for implementation. A crucial
advantage is also that the people who are executing the work that is governed by
principles and guidelines are actually the main stakeholder in our approach. Naturally,
this should improve the applicability of those principles and guidelines. It could be
valuable to document the solution to specific guidelines, as it could serve as an example
for other teams and provide insight into the solution requirements that implement
those guidelines. Applying a guideline should be as easy as possible for the teams and
in the best case, it should be even easier than not applying the guideline. This could be
achieved by providing reusable templates, components, guides, code examples etc.

Step 6: Manage compliance

As in step 4 "vote and accept", the specific degree on how much self-responsibility the
community can have in this step is heavily dependant on the organization. Depending
on the maturity level of the organization regarding agile processes and mindset, it
is most cases probably indispensable to support teams to achieve self-governance,
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especially in the beginning. A way how this can be achieved is to show teams ways
to get a clear overview of the guidelines they have to fulfill and let them track their
current compliance status on these guidelines. We decided to use a web application for
this purposes, as described later in Chapter6.

The advantage of our approach is that through the involvement of stakeholders who
execute the work that is being governed from the beginning, there is a higher chance
that self-governance will be sufficient. Those stakeholders are aware of principles
and guidelines because they coined them. Giving teams the responsibility to follow
guidelines and therefore also the freedom to decide against using a specific guideline
can also improve acceptance. However, we see the need for documenting these decisions.
The community needs to know when their plan is not being followed. A very low
compliance degree of a guideline across all teams can be an indicator that there
are existing issues with a guideline, either in implementing the guideline or in the
specification of the guideline itself. Documenting exceptions can be very valuable and
is both mentioned by Greefhorst and Proper [38] as well as Newman. As he states it,
"tracking exceptions may be vital to ensure that the rules put in place properly reflect the
challenges people are facing" [82]. If enough exceptions are found, it may make sense
to change the principle or guideline. Therefore, enterprise architects could have an eye
on whether those decisions are being documented, without strictly monitoring every
guideline and a team’s compliance with that guideline. Time-consuming, extensive
architecture reviews as in traditional governance processes are not necessary anymore.

In the best case, only guidelines remain in our approach that are inherently useful
for the affected target groups and complying with a guideline is also the easiest thing
to do. Having to manually and continuously check the compliance to all relevant
guidelines can be a significant effort. One way to reduce this effort is by automated
testing, preferably directly integrated into the build pipeline. The goal would be
to automatically test some of the guidelines. Amongst other things, this requires
measurability of guidelines, which we would like to achieve by specifying KPIs. The
web application presented in Chapter 6 aims to build a basis for automated testing
of guidelines and could be extended to integrate various data sources for automated
compliance testing of certain guidelines.

Step 7: Handle changes

It is crucial to collect feedback from the involved stakeholders to get a more genuine
impression on the actual consequences of governance activities [15]. Furthermore, it
is important to actively involve all stakeholders during the feedback phase to be able
to profit from the diversity of knowledge in an organization, which can be a valuable
input for architectural decisions [15]. In general, small changes can be applied by
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directly altering a principle or guideline, bigger changes, on the other hand, might
require a new principle or guideline. The advantage of principles and guidelines is that
they are mostly self-contained, which provides the opportunity for small-scale, iterative
releases. Greefhorst and Proper propose a feedback mechanism where people can
comment on architecture principles, request changes or discuss with peers on specific
experiences [38]. Our proposed community provides the opportunity to do so. The key
difference is that, again, not only the architects are responsible for monitoring causes
for changes and taking care of these changes, but the community is. Since feedback
that requires the change of a certain principle or guideline will naturally often arise
during applying that principle or guideline, therefore during implementation, it is a
significant advantage to have the agile teams so closely involved in the approach. In
their practical approach, Greefhorst and Proper state that "It can even be valid to adjust
the architecture principles based on insight originating from specific situations" [38],
which fits well with including the experience of individual agile teams in specific
situations in the change process.

5.3. Addressed challenges and solution requirements

In this section, we summarize the relevant challenges identified in the case study pre-
sented in the previous chapter and explain what requirements and solution objectives
result therefrom. This ensures that we create solution artifacts that provide actual value
by tackling multiple existing challenges. We describe solution requirements that we con-
sider both in our collaborative approach presented in this chapter as well as in the web
application, presented in Chapter 6, that supports the approach . The approach does
not necessarily have to be supported by a web application, as we describe in Section 6.1.
Therefore, it would be possible to implement certain requirements in a different way,
for example with the help of physical Kanban boards, whiteboards or sticky notes, or
other digital collaborative tools, e. g. a community and wiki platform. Nevertheless,
our suggestion of a software-based support comes with certain advantages, such as
scalability, maintainability and expandability with automated tests. These advantages
and the reasons for our decision to support the approach with a web application are
also described in more detail in Section 6.1.

No single source of truth (C1)

As observed in the case study, a key challenge is that there is no single source of
truth for principles and guidelines for affected stakeholders. Principles and guidelines
are often spread throughout multiple departments and documented in different ways
and locations. Therefore, one of the main requirements of a solution is to create a
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"single source of truth" that unites all efforts regarding architecture principles and
guidelines that are relevant for agile teams. It should also provide a central place for
managing and documents principles and guidelines as well as related information.
This allows for quicker decision making and feedback cycles as well as less effort and
time consumption for identifying existing guidelines and relevant contact persons.

In our approach, we address this by proposing a community that has the main
responsibility for all principles and guidelines that are relevant to agile teams. Fur-
thermore, we introduce a web application as a common repository for documenting
guidelines themselves as well as their fulfillment status and other related information,
e. g. feedback on those guidelines.

Multiple involved stakeholder groups (C2)

A large amount of potential stakeholders involved make communication more difficult,
requires additional time and effort for teams to identify suitable contact persons and
thereby further aggravates the additional time and effort problem (C8). One of the
common problems in this area is also that teams have to await architectural decisions
before they can continue with certain tasks. There is also the risk that efforts regarding
principles and guidelines are not harmonized and that different stakeholder groups have
different goals and priorities in mind, possibly causing conflicting and interdependent
principles and guidelines that could further delay and obstruct agile teams in their
daily work. A key requirement derived from this challenges is the need to involve all
relevant stakeholders, so that governance efforts can be harmonized and integrated
together. This enables potential conflicts of interest to be identified and resolved at an
early stage before they lead to problems during implementation.

The resulting solution objective is to invite all key stakeholders to the community on
a regular basis, and the stakeholders more specialized to certain areas (e. g. security,
operations, etc.) when necessary. In addition, everyone interested should be able to
access the tool support for the related documentation.

Lack of awareness and compliance with guidelines (C3)

The challenge describes the problem that guidelines are often not applied in the actual
implementation, either because of a lack of awareness of certain guidelines or because
the target stakeholders deliberately ignore them. This could be caused by the lack of
relevance or applicability of a guideline (C6) or the additional time and effort required
to identify, understand and apply existing principles and guidelines (C8).

Consequently, it is required to improve awareness and ensure the compliance with
principles and guidelines. A crucial question is how exactly architecture compliance of
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implementation projects should be ensured [42]. Since enterprise architecture manage-
ment might benefit from a tighter integration into agile methods and processes [42], we
propose a collaborative approach with tool-support as presented in this thesis.

Low acceptance of principles and guidelines by agile teams (C4)

As described in the previous section, principles and guidelines are sometimes getting
ignored. This can be related to the issue that agile teams usually prefer independence
and self-responsible decisions, and do not like to be controlled or governed. In
general, top-down driven management initiatives have a lower acceptance in agile
environments [29].

Therefore, one of the central requirements is to not solely rely on a top-down,
authority-based governance and control approach that gives the full responsibility
of creating and managing guidelines to a single person or small of group of people,
mainly consisting of management stakeholders or lead architects. Instead, all relevant
stakeholders should be included in the governance efforts, thereby extending the
top-down approach by a bottom-up perspective.

In our approach, we intend to solve the acceptance problem by giving agile teams a
say in decision making and governance. Teams should be able and actively empowered
to define solutions on their own, while still considering certain limitations set by the
current and future IT landscape [42].

Unclear implications of guidelines (C5)

Another common challenge is that the implications of principles and guidelines are often
unclear, meaning that it is often ambiguous what a principle or guideline really means
during actual implementation and how exactly it can be fulfilled. This is especially the
case for architecture principles, which are more general than guidelines (as explained in
more detail in Section 2.3). Additionally, there is the question of whether the adherence
to the principle or guideline is mandatory or more of a recommendation that can also
be deviated from.

In our view, architecture principles face this crucial challenge due to two contradictory
goals they are intended to fulfill. On the one hand side, they should be applicable
to all solutions that match the scope of the architecture [37], which requires a certain
level of abstraction and generalization. On the other hand, this more generic nature
limits their applicability, because principles have to be specific enough to get applied.
Greefhorst and Proper state that "Architecture principles are still fairly generic, which
does not position them as strategically and thereby effective as they could be" [37] and
"It is important to carefully determine the extent of generalization that is needed. You
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should not generalize too much since that can have a counter-productive effect" [38].
As a result, there is a trade-off between generalizability and specificity of architecture
principles. Architecture principles should be specific enough to get applied, but general
enough to apply to all solutions that match the scope of the architecture.

This is the reason why we introduce principles and guidelines as separate terms
in our solution. Since the two goals of generalizability and specificity are clearly
contradicting each other, it is difficult to reach them at the same time. We believe that
the scope and target group of architecture principles play an important role in this
matter. Because to find the sweet spot in the trade-off between a high generalizability
and enough specificity to guide actual implementation, we have to use principles and
guidelines scope-related. Meaning there is not one single way of how to fulfill a certain
principle, but multiple ways based on project characteristics and requirements, target
stakeholders and so on. Therefore, an additional requirement is to manage target
stakeholders and categories of principles and guidelines to be able to map them to
project characteristics.

The second major aspect of the unclear implications of a guideline is that it might
not be clear what guidelines have to be fulfilled, without any or with only very minor
deviation possible (e. g. because of legal requirements), and which ones are more a
recommendation and can be adjusted to individual requirements of individual products
or teams. A resulting requirement is that it should be made clear whether a certain
guideline is a strict regulation or rather a broad recommendation.

A possible solution could be an additional attribute describing the guideline: the
liability level. The liability level signifies how binding a guideline is. The terminology
that we propose is borrowed from the field of requirements engineering, where it is
typical to describe the priority of certain requirements levels with terms as "must"
or "shall", "should" or "recommended" and "may" or "optional" [17]. In regard to
guidelines, a "must" is justified by a regulatory or legal issue that results in the need
for a guideline. It could also be justified by an important internal policy, but we advise
caution doing so because of the following reason. "Must" guidelines are intended as
"non-negotiable" rules which ensure compliance. Their number should be kept to a
minimum since they would also be integrated into auditing and revision processes.
For the community in the collaborative approach, it might also important to define
something like a liability level for specific guidelines early on, so that governance efforts
that are based on legal requirements cannot be stopped by a community vote.

Lack of relevance and applicability (C6)

Next to the unclear implications of guidelines, another important challenge is the lack
of relevance and applicability of architecture principles and guidelines. This can have
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different reasons. One of the common reasons is that architecture principles are often
still fairly generic [37], as detailed in the previous challenge. Another possible reason
is the distance of guideline creators to the actual implementation. Decisions might
be made that directly or indirectly affect implementation details, without detailed
knowledge and insight on these areas, thereby negatively impacting the practical
applicability. In addition, the comprehensibility might be a reason for a low applicability,
since principles can possess a high complexity and low accessibility [40]. But even if the
principle is well specified and giving clear guidance for actual implementation (what
we refer to as "guideline"), it could be simply not relevant for a certain stakeholder
group. A principle or guideline cannot continually be relevant, useful and applicable
for every single team. There are always exceptions to the rule due to team or product-
specific requirements or special circumstances that might make a guideline irrelevant
or sometimes even lead to negatively impacting a team.

To address the low relevance and applicability, a key requirement is to enable
operational employees to provide relevant input to the guideline creation. As Greefhorst
and Proper [37] state, including operational issues and aspects "provides an opportunity
for the architect to contribute to problems that people are confronted with in their daily
work, and is an important step in the acceptance of architecture principles." Generally
speaking, the requirement is that the groups who eventually have to apply the principles
or guidelines should be involved in the creation process to ensure better applicability.
This also tackles the challenge of the low acceptance when those stakeholders are
not involved in the process, as explained earlier. We implement this requirement by
building our approach around the core idea to include the bottom-up perspective over
the whole life-cycle of architecture principles and guidelines.

As mentioned in the previous challenge, architecture principles and guidelines have
to be specific enough to be relevant for actual implementation. Also, target stakeholders
of principles and guidelines should be clearly defined and principles and guidelines
should be categorized accordingly. We propose to use tags as an easy solution for
categorization and use those tags to map project and team characteristics to those
tags, which results in a quick selection of relevant guidelines and an evolving pattern
matching that helps to end up with certain guideline sets for different stakeholders.

The problem that not all guidelines are relevant for every team requires the possibility
to be able to override existing principles and guidelines and move forward with a
team-specific solution. Making architectural decisions is often about trade-offs, and
especially in system design, it is not possible to define principles that are always right in
all of the cases. This makes also sense from the perspective that the closer collaboration
between enterprise architects and agile teams can leverage the knowledge of the experts
in the field and leave as many of the decisions as possible to them [42]. Therefore
it is important to let teams deviate from the standard. Nevertheless, in those cases
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of reasonable deviation, it is of high interest to learn more about the reasons for the
deviation. This is valuable because first of all, other teams in the future can learn
from the experience and also use similar deviations without redoing the full process.
And secondly, if enough deviations are found and it gets clear that multiple teams
have similar good reasons for deviating from the principle or guideline, it might make
sense to adjust and improve those principles or guidelines. This can result in better
versions of those standards and ensures that lessons learned and practical experiences
are incorporated into those standards, to tackle and better match the challenges teams
face on a daily basis.

The close collaboration proposed in the approach, as well as the feature to document
a team-specific guideline rationale and solution in the web application as described in
Section 6.3.2, aim to address these problems.

Lack of transparency (C7)

The lack of transparency challenge has multiple facets. One of the main problems is that
it is not clear why some principles or guidelines are not being used by teams or if and
why they deliberately decided against the usage, as explained in the previous challenge.
For future reference, it might be worth capturing these exceptions and fundamental
choices of the teams. This problem is also closely related to the lack of awareness and
compliance with guidelines (C3). It is not only unclear if a team is using a guideline
or not, but also whether they currently fulfill a guideline or not. Another facet of the
transparency challenge is that it is not always clear to agile teams why they should
adhere to a certain guideline, and what the reasons and arguments are that lead to the
decision for creating a principle or guideline. The resulting requirements for a solution
are that it has to provide a better overview and documentation on what guidelines
are being used by which teams, which guidelines are being fulfilled by which teams
and what the rationale behind a guideline is. These requirements are implemented in
the tool support by the guideline overview for each team, the guideline statistics page
and the ability to document and display rationales for each guideline. Those solution
features are described in more detail in Section 6.3. A possible further extension of
the tool-support could include the managing of drivers and the mapping to principles
and guidelines, which can provide more information on where certain principles and
guidelines are coming from, additional to the rationale description. For the time being,
the drivers can be easily documented as part of the rationale behind the principle or
guideline.
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Additional time and effort required (C8)

Enterprise architecture management is a complex field and capacities are usually scarce.
Hence, enterprise architects cannot make a vast number of well-informed decisions
on a detailed level themselves. Therefore, it is required to shift some of the decision
making to the agile teams, which aims to profit from multiple advantages. On one
side, enterprise architects have more capacity to focus on areas where they create
added value. On the other side, agile teams could become more satisfied and accepting
towards governance and enterprise architecture efforts because they have more say in
decision making.

But agile teams do not have many resources available as well and should focus on
implementing their product or project requirements. Therefore, it is required that the
solution provides high usability and as much automation as possible. Of course, a
community as presented in the collaborative approach and all its related activities, e. g.
creating principles and guidelines, checking their compliance, handling change and
maintaining them, etc. consumes time and requires commitment from the involved
stakeholders as well. Greefhorst and Proper also note this regarding their generic
process for architecture principles, stating that "in practice it remains difficult to apply
the process with enough depth and formality, due to limited time that is typically
available" [37]. We keep this in mind by trying to extract and focus on the most
important aspects of the process. In addition, our collaborative approach comes with
the advantage of splitting the workload within the involved stakeholder groups within
the community, which should further alleviate the problem.

Some of the solutions presented in the tool-supported collaborative approach al-
ready aim to address these challenges. For example, the mapping of project or team
characteristics to guideline categories allows for a quicker identification of relevant
guidelines. The statistics page automatically aggregates and visualizes the existing
information on compliance with guidelines over multiple teams. A web application also
provides the basis for automatically testing the compliance with guidelines in the future,
because it can access and integrate various data sources. In addition, the community
aims to save time in the long run by bringing all related stakeholders together. This
solves the often necessary long search and delay in identifying the appropriate contact
person for certain principles and guidelines, due to multiple stakeholder groups (C2).
Furthermore, this should prevent teams from having to await architectural decisions.

Architectural integration into the platform (C9)

Based on the findings from the case study, it is important in large-scale agile software
development to integrate architecture directly into the development platforms, e. g.
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by using automated tests of architecture principles and guidelines, providing precon-
figured tooling, suitable code templates and scaffolding or the ability to generate the
necessary CI/CD pipeline and other important aspects of the development. This is im-
portant for making the desirable behavior as easy as possible for affected stakeholders,
resulting in a higher compliance to the intended behavior.

Even though there is more research needed on the details on how such an integration
can look like, we provide a first step by deciding for the use of a web application to
support the collaborative approach. A web application provides the basis for connecting
to other data sources that can be used for automated testing of architecture principles
and guidelines. Furthermore, the application could be integrated into existing CI/CD
pipelines, e. g. to act as a quality gate and check for the fulfillment of certain guidelines
before a deployment to production is possible, as described in Section 6.7 about the
potential next steps regarding the implementation of the tool support. In addition, since
the automated testing of generic concepts would be difficult, we suggest a specification
of abstract principles to more specific guidelines and even KPIs, for the purpose of
reaching measurable values that can then be used during the automated testing.

Collaboration, feedback cycles and consideration of bottom-up perspectives
(C10)

The final important challenge presented in this thesis is the need for a closer collab-
oration and feedback cycles as well as the consideration of bottom-up perspectives
in governance and enterprise architecture processes. Greefhorst and Proper stress
that principles can be used as a control mechanism, but should not be mistaken to be
solely part of a top-down steering approach [37]. By observing factors that lead to
the violation of existing principles and the emergence of the need for new principles,
architecture principles "can be used as an indicator mechanism as well" [37]. Therefore
the key requirement for the solution is to facilitate a higher degree of collaboration
and to take into account the bottom-up, operational perspective. We take this into
account in our approach by making the bottom-up perspective of agile teams a crucial
part of the overall approach and process. As already mentioned in a previously de-
scribed challenge, speaking with operational employees and taking into account the
bottom-up perspective is important because it provides an opportunity to contribute to
problems that the teams are encountering in their daily work [37]. A tighter integra-
tion and collaboration also helps to bridge the gap between enterprise architects and
agile teams [42] and thereby facilitates a better mutual understanding and acceptance
between each other [64, 42]. This also leads to a better ability to rapidly respond to
changing needs [50]. The close collaboration between enterprise architects and agile
teams can also "leverage the knowledge of the experts in the field and leave as many of
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the decisions as possible to them" [42].
Collaboration in large-scale agile development is not only important between enter-

prise architects and agile teams, but also between different agile teams. A common
problem in large-scale agile development are deficiencies in inter-team coordination
and communication [117] as well as the need to have an effective knowledge network
and collaborate closely with experts outside the team [81, 107]. Therefore, the solution
artifacts should also fulfill the requirement to encourage and facilitate better communi-
cation between teams. By including representatives of multiple teams in the community
within the approach as well as documenting and presenting teams who can help with
implementing certain guidelines in the tool support, we aim to fulfill this requirement.
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This chapter describes the prototypical implementation of a web application aiming to
support the collaborative establishment of principles and guidelines as explained in the
previous chapter. Its features are designed to solve the observed problems described
in the previous chapter and to fulfill the resulting requirements in a prototypical
implementation.

Due to the time constraints of the thesis, the tool support does not yet support all
phases of the presented collaborative approach, but focuses on specific aspects. The
focus is to support applying and managing the compliance of principles and guidelines,
and to provide a better overview and mechanisms to facilitate more awareness and
transparency in regards to guidelines. This prioritization of features was mainly done
in respect of the main challenges that the case study organization faces.

In the beginning of this chapter, Section 6.1 explains the motivation and rationale for
developing a web application. Subsequently, Section 6.2 briefly outlines the technical
requirements and technology selection. The main views and core features are presented
in Section 6.3. Afterwards, in Section 6.4, we explain how social design principles
influence the design of those features and how they could be used in the future.
Section 6.5 and Section 6.6 present a brief overview of the system architecture and a
class diagram of the application.

Finally, Section 6.7 contributes ideas for potential extensions and further development.

6.1. Motivation for a web application

Of course, the development and usage of a web application is only one possible answer
to the described challenges. To tackle the described challenges and to achieve the
solution goals and improvements, other ways to support the collaboration between
agile teams and enterprise architects regarding architecture principles and guidelines
could be used as well.

The decision for a web application during this thesis is a conscious choice because
of the following arguments that in our opinion outweigh the positive aspects of other
possible supportive tools (e. g. Kanban boards, wikis, issue trackers or other project
management tools):
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• The possibility of a web application to communicate with other tools, development
platforms and databases for data collection, for example to provide the basis for
running automated tests for certain guidelines

• Other forms of automating or simplifying processes, as described in more detail
in the next paragraph

• The possibility to integrate the web application into existing build pipelines to
use the fulfillment of various guidelines as a quality gate for teams to deploy on
production

• The scalability, because a web application can better support larger communities
and provide means to have votings, feedback cycles and other collaboration across
multiple teams

• Accessibility and portability, the possibility to access the documentation and
information on principles and guidelines from any location and from different
devices

• The interactivity and possible implementation and usage of gamification aspects
and social design principles to encourage contribution and participation and other
desirable behavior

We believe that well-maintained wiki pages could be sufficient in some cases for
supporting the collaborative approach, documenting fundamental choices and making
them easily accessible. But especially features that revolve around automation can
provide a significant advantage over a wiki. Some examples are listed in the following:

• automated testing of guideline fulfillment

• automated quality gate check, such as a HTTP call from a build pipeline to the
application when a specific team likes to build and deploy their application to
production, to verify if mandatory guidelines for deployment are fulfilled

• fast creation of new teams, automatic mapping of guidelines to that team based
on project characteristics and tags

• automatic generation of statistics

• automatic generation of reports for auditing reasons

• recommendations on new guidelines based on project characteristics
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But no matter which kind of tool support is chosen, to establish the tool-support in
an organization in the long term, it has to be embedded into a broader process and
scope, e. g. by being part of a community of practice similar to the one presented in
the previous chapter, or part of sprint retrospectives, architectural spikes or should be
taken into account during the evaluation of teams by the management. In line with the
first agile value, the individuals and their interactions come first[14], and the process
and tools should support that collaboration and communication.

6.2. Technical requirements and technology selection

The technical requirements for the prototype are straightforward. An important re-
quirement for the case study organization is that the application can be easily deployed
to the organization’s cloud infrastructure, which is based on Pivotal Cloud Foundry1.
Ideally, it should use the standard technologies that are suggested in the organization,
which are the Angular2 framework for the front-end and Spring Boot3 for the back-end
server. To comply with these guidelines, we decided to use these technologies in their
latest versions (Angular v6, which was upgraded to Angular v7 during the time frame
of this thesis, as well as Spring Boot v2.1). This enables us to use the standard Cloud
Foundry buildpacks that are provided by the case study company. As a build tool, we
use Jenkins4 to be able to build and deploy the two applications effortless to the cloud
infrastructure and thereby enabling continuous deployment. Furthermore, we use a
MySQL5 instance which is provided by the organization and which we bind to the
backend application in Cloud Foundry, automatically delivering the service instance
credentials to our application in an environment variable. As the UI component library,
we use the latest Angular Material6. It includes material design components specifically
for Angular. The organization guidelines stipulate that the internal UI library should be
used for all design aspects, but due to the goal to open source the application at some
point and the internal library is closed source, Angular Material is chosen because it
is open source. For responsiveness across devices, we base our layouts on Angular
Flex-Layout7 which provides a responsive layout API for Angular applications using
CSS8 flexbox and Media Queries.

1 https://www.cloudfoundry.org/
2 https://angular.io/
3 http://spring.io/projects/spring-boot/
4 https://jenkins.io/
5 https://www.mysql.com/
6 https://material.angular.io/
7 https://github.com/angular/flex-layout
8 https://www.w3.org/Style/CSS/Overview.en.html
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6.3. Main views and core features

This section introduces the core features of our prototype, based on the main views
in which they are used within the application. The features were carefully designed
and implemented based on the challenges identified in Section 4.2 and continuously
discussed, adjusted and extended over the course of the case study and prototype
implementation, as described in our research methodology in Section 1.3. In addition to
the core features presented in the next subsections, the application includes further mis-
cellaneous features, e. g. user and team management, authentication and authorization,
settings for guidelines, tags and belts as well as other supportive features.

6.3.1. Overview of the guidelines of a specific team

Figure 6.1.: Team-specific guideline overview with belt category selection and fulfill-
ment status of each guideline in the selected belt

The core feature of the application is the guideline overview for each team. It enables
the user to get a quick overview of the guidelines that are relevant to his team and
the fulfillment status of these guidelines. The team-specific guideline overview screen
can be seen in Figure 6.1. The most apparent trait are the tabs on the top which show
differently colored belts. This is used as a categorization for the guidelines and can be
used to switch between displaying guidelines that are assigned to the respective belts.
The term "belt" is a metaphorical reference to the different ranks in martial arts and is
part of our gamification approach. In the same manner a martial artist can achieve belt
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after belt, starting from the white beginner belt until the black champion belt, teams
can rank up their belt as well. Instead of having dedicated tests to rank up as in most
martial arts, teams can rank up by fulfilling guidelines.

Each tile on the screen represents a single guideline which is assigned to the currently
selected team of the logged in user. The colorized border on the left of each guideline
tile represents the current fulfillment status of the respective guideline. A green border
indicates that the currently selected team has set the guideline status to "fulfilled", a
red border indicates that the team is not fulfilling the guideline yet. The tiles on this
overview screen aggregate important information on each guideline. On the top, they
show the title of a guideline, followed by a description. To achieve an appropriate
overall size of the guideline tile, not the full-length description is displayed, but only
the first few lines. This space constraint ensures that enough guideline tiles fit on the
screen, even on smaller devices, to achieve a helpful and quick overview. The tags that
are assigned to a guideline are displayed right below the description. We consider the
tags as crucial information on this overview page because it gives a quick impression
what category the guideline belongs to. Below the tags are icons of teams that already
fulfill the guideline. This can be valuable information for teams who are looking for
help on how to implement certain guidelines in their project or product. With this
information, they can approach other teams and ask for support in a more targeted
manner. The team icons are currently only indistinguishable placeholder icons, but a
tool-tip message reveals the team name when hovering over the icon. In the future,
teams could use their team logos or a team icon could be generated from the initials of
the team name. The expert teams are also displayed in the guideline detail screen. The
information icon button on the top right corner leads to this guideline detail screen.
Previously, the whole guideline tile was linked to the guideline detail screen, but this
turned out to be less intuitive for the users and caused a lot of accidental clicks. At the
bottom right corner, the guideline tile shows an icon button to change the fulfillment
status of the guideline. According to the current guidelines status, the button is either
used to set the guideline status to fulfilled or not fulfilled. A check-mark icon and
cross-mark icon symbolize the two different actions.
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Figure 6.2.: Providing a link to fulfill the type of guideline that requires an artifact
delivery

When trying to fulfill a certain type of guideline that requires an artifact, the user is
prompted to provide the link to the created artifact which is related to the guideline
fulfillment, as presented in Figure 6.2.

Figure 6.3.: Dialog for adding a new guideline

For each belt, an additional "add guideline" tile is displayed that can be used to add
a completely new guidelines or add existing guidelines from the general guideline
pool. When choosing to add a new guideline, a new dialog is opened for creating a
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guideline, as it can be seen in Figure 6.3. When selection to add a new guideline from
a certain belt, the belt of the new guideline is preselected with this belt, but it can still
be adjusted in case the new guideline should be added to a different belt than the
currently selected one.

6.3.2. Detail screen of the guideline of a specific team

Figure 6.4.: Guideline detail view dialog of a specific guideline

The goal of the guideline detail screen dialog is to present more information about a
specific guideline, additionally to the information presented to the user in the team-
specific guideline overview screen. For clarity and navigational purposes, the title of
the guideline is displayed again. Additionally, the full description of the guideline
is shown as well as the solution criteria for a guideline, aiming to give more insight
into how to fulfill the guideline. More information can be accessed by expandable
components which include the following contents:

• A rationale, detailing the reasons behind a guideline and giving additional
context, aiming to build a better understanding of the underlying motives and
therefore increasing acceptance.

• Additional resources, which are links that can redirect to more information, e.
g. to Wiki-pages, example code, reference implementations etc. These resources
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consist of a description which is shown to the user and a corresponding link that
is opened in a new tab when a user clicks the respective additional resource.

• Expert teams, which are teams that fulfill the guideline and could help other
teams with the implementation. In contrast to the rationale and the additional
resources, these teams are not specified by a user creating or changing the
guideline, but they are automatically calculated and displayed. In the current
state of the prototype, teams that fulfill a guideline automatically become expert
teams and are displayed with the date on which they achieved the fulfillment
of this particular guideline. Due to the fact that this could lead to a large list of
expert teams quickly, only three expert teams are shown at once. In the future, a
more sophisticated way of identifying expert teams could be useful, as explained
in section 6.7.

The top bar of the dialog includes the current guideline status next to the guideline
title and also two additional buttons on the top right side. The button with the clock
history icon leads to the guideline history, which shows logs on when guidelines have
been set to fulfilled or not fulfilled by which user. This feature gains in importance once
automated tests for guidelines get integrated because it could then be used to show
the times and results of automated tests that were running to determine the fulfillment
status of a guideline. At the moment, it displays a history of status changes of the
guideline, that means if the guideline was set to fulfilled or not fulfilled, with each
entry including a time stamp, the type of status change as well as the responsible user
for the change. With certain guidelines, especially the ones based on legal requirements,
this can be important for auditing as well. The comment button gives the teams the
possibility to enter a team specific solution and rationale for their guideline. This
can be valuable when the team has reasons not to fulfill the guideline as intended
by the guideline specification. Documenting these deviations from the standard can
help to collect valuable feedback on refining guidelines later on. If there is an existing
team-specific solution or rationale for the guideline, it is then shown in the guideline
detail screen so that the team is reminded of how they are fulfilling the guideline.

6.3.3. Team dashboard

The team-specific dashboard is the home screen that is shown to a user. It prominently
displays the current belt of the selected team and the percentage of the progress to the
next belt that can be achieved. The activity feed on the right side of the dashboard
displays cross-team information. At the moment it displays the achievements of a
new belt by a team with the associated date of that event. This could be extended in
the future by also presenting other collaborative information, such as welcoming new
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Figure 6.5.: Team-specific dashboard displaying the current belt, activity feed and the
progress of other teams

team members or displaying team-specific information, like the new fulfillment of a
guideline. The area below the activity feed shows other teams working on the same belt
as the current team of the user and their progress in the belt, aiming to further motivate
teams, but also enabling them to identify teams who are facing similar challenges at
the moment or who are in a similar state of project maturity. This could spark higher
collaboration and exchange between those teams.

6.3.4. Team creation and guideline mapping

The team creation feature allows users to easily add new teams and add existing
or new users of the application as members to that team. Furthermore, during the
creation process, it is possible to select from predefined project or team characteristics
as illustrated in Figure 6.6. These project characteristics are linked to certain guideline
sets, which are based on the inclusion and exclusion of all guidelines of a single tag or
the combination of tags as well as the inclusion or exclusion of specific guidelines.

Depending on the selection of the user creating the team, the application pre-selects
the relevant guidelines in the guideline selection step that can be seen in Figure 6.7.
Nevertheless, the user can still adjust the selection based on the project or team
requirements. As described earlier, new guidelines can also be added later to a team.
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Figure 6.6.: Selection of project and team characteristics when adding a new team

Guidelines then get pre-selected accordingly to the chosen characteristics.

6.3.5. Team and guideline statistics

The fourth core feature in the current prototype of the application is a team and
guideline overview, which allows the user to get an overview of his teams and the
fulfillment status of the selected guidelines. This allows for easy comparison and
identification of existing problems.

6.4. Features and possible extensions based on social design
principles

Since the value of the presented tool is dependent on the active usage and contribution
of its users, we incorporate insights from social science and gamification into the design
of our features. Even if it is important to integrate the tool-support into a broader scope
such as a community and collaborative process, as presented in our approach, it is
possible to use certain design principles of online communities to encourage desirable
behavior [96]. In the following, we list selected design claims based on the research
by Resnick and Kraut [96]. The goal of this section is to describe how some of the
selected, relevant design claims have already been taken into account with already
implemented features, and to suggest ideas how others could be used in possible
future features. The design claims presented could not only improve the level of
participation and contribution, but also lead to better compliance with guidelines.
All presented design claims are drawn from the chapter "Encouring Contribution to
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Figure 6.7.: Pre-selection of guidelines based on the chosen team or project characteris-
tics
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Figure 6.8.: Overview of teams and guidelines and their respective fulfillment status
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Online Communities" [96] and resolve around encouraging contribution in an online
community, because this has the highest priority in our case. These design principles
are not only relevant for an online community, but many of them originate from social
psychology lab experiments and general findings from social science, which makes them
also valuable in general for our community approach. In the future, other categories of
design principles could be taken in account as well, e. g. encouraging commitment or
dealing with newcomers. The numbering of the design claims represents the original
numbering by Resnick and Kraut for quicker identification within their book chapter.

"Making the list of needed contributions easily visible increases the likelihood that
the community will provide them." (Design claim #1 in [96])

The guideline overview for a team is designed to quickly and easily show the
members of a team which guidelines have already been met and where action is needed
within the team. The design principle could also be kept in mind at a later stage when
extending the application, e. g. by clearly listing the guidelines that need further
specification or improvement by the community and how and where exactly a member
of the community can contribute. This could also fit to prompting the users of the
application to contribute to the community by rating existing or proposed guidelines
as well as giving qualitative feedback to improve those guidelines.

This also fits well with the second design claim, which states that

"Providing easy-to-use tools for finding and tracking work that needs to be done
increases the amount that gets done." (Design claim #2 in [96])

Therefore, the application could provide a small task list that summarizes the need
for certain guideline improvements that are required, e. g. extending the guideline
description, providing a more comprehensive rationale or specifying KPIs or solution
criteria for the guideline.

"Compared to asking people at random, asking people to perform tasks that interest
them and that they are able to perform increases contributions." (Design claim #3
in [96])

This design principle could be implemented by tailoring the call for contributions
stated in the previous two design claims to specific teams that are most suitable for
the tasks. This could be done by asking only those teams to vote on guidelines that
are categorized with tags that also fit the project characteristics of the respective team.
Furthermore, call to action for refinement or validation of guidelines could be displayed
mainly to expert teams of those guidelines.
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"People will be more likely to comply with requests if they come from others who
are familiar to them, similar to them, are attractive, are of high status or have other
noticeable socially desirable characteristics." (Design claim #11 in [96])

The familiarity between different teams based on similar project characteristics and
selected guideline tags could be used to recommend guidelines to each other. Also,
it might be considered to introduce a form of a reputation or endorsement system
where teams and/or individual users can endorse each other for contributions to the
community and thereby achieve a certain rank or status, which could then, in turn,
lead to a higher level of compliance to the requests from the community.

"People are more likely to comply with a request when they see that other people
have also complied." (Design claim #12 in [96])

This design claim fits well with the news feed and belt-specific progress leaderboard
displayed on the team dashboard page, displaying teams achieving new belts and how
far they are progressing in the belt that is relevant for the current team. Furthermore,
the expert team feature shows teams who have been complying with a guideline for a
certain time period.

The news feed could be extended to also include information on how teams or
individual users are contributing to the community, e. g. by adding new guidelines
or refining existing ones. Also, aggregated statistics on specific guidelines might be a
good way to further benefit from this design claim, such as revealing an information
like "87% of teams are fulfilling this guideline" on a certain guideline, which could
further encourage non-compliant teams to comply as well.

"Providing members with specific and highly challenging goals, whether self-set or
system-suggested, increases contribution." (Design claim #13 in [96])

The presented tool-support challenges teams to reach a higher level until they reach
the black belt. This could be further enhanced by providing other forms of goals
such as badges or achievements. A team can also self-set goals by adding their own,
team-specific guidelines.

"Coupling goals with specific deadlines leads to increases in contribution as the
deadline approaches." (Design claim #14 in [96])

This design principle might become relevant in the future within additional features.
One potential aspect is to limit the call for participating in voting or providing feedback
to specific time periods. This would be similar to the process that was observed in
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the case study during the "request for comments" phases, in which participants of the
community have a limited time period to give their feedback on a specific guideline
within a community board, before the process continues.

"Goals have greater effects when people receive frequent feedback about their perfor-
mance with respect to the goals." (Design claim #15 in [96])

For this purpose, the team dashboard always indicates the current progress in the
current belt on the way to the belt that can be achieved next. In the future, more
detailed feedback could be given to the user, e. g. regarding their progress on certain
badges or other achievements. But not only feedback on the progress could be given to
the user, but on actual performance, as stated in the design claim, e. g. by using KPIs
for guidelines - where possible - and displaying the achieved value for that KPI.

"Combining contribution with social contact with other contributors causes mem-
bers to contribute more." (Design claim #16 in [96])

This design claim highlights the necessity to integrate the tool into a broader context, as
stated earlier. By including the tool in existing processes and collaboration, especially
the ones focused on personal, face to face interaction, the awareness for the tool and
actual usage could increase sharply. The tool could be included in existing communities
of practice, sprint retrospectives or during the assessment of minimal viable product
iterations (e. g. to demonstrate a high fit with the organizational strategy and cross-team
guidelines to the management).

"Performance feedback - especially positive feedback - can enhance motivation to
perform tasks." (Design claim #18 in [96])

Similar to design claim #15, we rudimentarily implement this design claim by showing
the teams their progress in a current belt and encouraging them to achieve compliance
with further guidelines. In the future, the design claim could be used to a greater
extent, e. g. by alert or notification messages with congratulations after reaching a new
belt, badge or other achievements. Also, the newsfeed within the dashboard could
incorporate more positive feedback.

"Site designs that encourage systematic, quantitative feedback generate more verbal
feedback as well." (Design claim #19 in [96])

By promoting to give feedback on a Likert scale on how valuable the guideline is for a
specific team, as illustrated in the screenshot in Figure 6.11, the goal is to increase the
amount of more detailed feedback and reasoning behind the rating as well.
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"Comparative performance feedback can enhance motivation, as long as high perfor-
mance is viewed as desirable and potentially obtainable." (Design claim #21 in [96])

"Performance feedback, especially comparative performance feedback, can create a
game-like atmosphere that may have undesirable consequences in some communi-
ties." (Design claim #22 in [96])

The progress indicator on the dashboard presenting other teams working on the same
belt already aims to provide comparative performance feedback as described in design
claim #21, and can be seen as a sort of leaderboard. The application could also be
extended by a more comprehensive leaderboard, listing teams from all belts and other
statistics. Additionally, once KPIs for guidelines are implemented, the comparative
performance feedback could be done in even more detail. Nevertheless, as design claim
#22 warns, such measures could also have undesirable effects. This is especially the
case in supportive and learning environments [96], in which community members
might prefer an environment that builds on positive, supportive aspects instead of
competition, which could also lead to more people "gaming the system" to achieve
progress and outperform the competition.

"Rewards, whether in the form of status, privileges or material benefits - motivate
contributions." (Design claim #23 in [96])

Achieving a new, higher belt can already be seen as a sort of status, but this could
be further extended with other kinds of achievements, e. g. badges. Furthermore,
depending on how the tool gets embedded in a broader context, it would also be
possible to think about including privileges or material benefits.

6.5. System architecture

The following section provides a brief insight into the technical architecture of the
application.

The system architecture is kept very simple. It consists of the Angular single-page-
application serving as the frontend for the user, which is communicating with the
Spring Boot backend and its exposed REST-API via HTTP calls. The Spring Boot
backend then accesses a MySQL database with the use of JPA9 and Hibernate ORM10.
Figure 6.9 illustrates a high-level overview of the architecture.

9 http://spring.io/projects/spring-data-jpa
10 http://hibernate.org/orm/
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Figure 6.9.: High level overview of the system architecture
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The frontend architecture is closely aligned to the architecture11 intended by the
Angular framework. Two of the basic building blocks in the Angular framework are
components and services. Both are simply classes, with decorators that indicate their
type and provide the necessary meta-data that tells the Angular compiler how to handle
them. Components control the different parts of the application. A component provides
a reusable view, consisting of an HTML template, a stylesheet as well as the necessary
logic. Services, in general, provide functionality which is not directly related to views.
In our case, this is mainly the communication with our REST-API via the Angular HTTP
client, which is based on the XMLHttpRequest interface exposed by browsers12, as well
as the communication between various components in cases where input and output
component bindings are not feasible, because the data would have to be passed through
multiple components. Another basic building block of an Angular application are
modules. Modules can include a set of components and services and help to organize
code into distinct functional units which can be very helpful in developing complex
applications. So far, the web application is kept in one root module due to its rather
small size, but with further extensions, it could quickly become advantageous to split
the application into multiple modules.

6.6. Class diagram

The following class diagram presented in Figure 6.10, based on the Unified Modeling
Language (UML) notation specification [86], presents the main elements of the applica-
tion. For a better overview and readability reasons, attribute types are omitted, as well
as reoccurring attributes that are the same for every class, namely "ID", "last updated"
and "created at".

The guideline definition represents the guidelines that exist in the overall guideline
pool of the application. It consists of information for the respective guideline that is the
same for each team, e. g. the title, description, rationale, etc. Furthermore, a guideline
definition belongs to a certain belt and multiple tags can be assigned to a guideline.
The actual guideline class represents an instance of a guideline that belongs to a certain
team. A team can have multiple guidelines and a guideline definition can be used by
multiple teams. For each guideline definition a team is using, a guideline instance gets
created to store the current fulfillment status as well as other additional information,
e. g. a team specific rationale and solution that the team can document in the case
that they would like to fulfill or use the guideline in a different way than the guideline
definition originally specified in the guideline definition. For a guideline, we do not use

11 https://angular.io/guide/architecture
12 https://angular.io/guide/http
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Figure 6.10.: Underlying class diagram of the application
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a regular auto-generated ID, but a composite ID as a primary key which is composed
of the team ID and the guideline definition ID, because every guideline instance can
be uniquely identified by its associated team and original guideline definition. The
guideline of a team can also have multiple history entries which store information when
and by whom a certain fulfillment status change has been conducted. Lastly, multiple
users can be assigned to a team and a team can accomplish multiple achievements. At
the moment, the only achievement type is the belt achievement, which describes that
the team progressed into a higher belt. Nevertheless, for further extensions, the existing
model can be used to introduce additional achievement types, e. g. badges.

6.7. Possible extensions and next steps

Even if the current state of the application is already sufficient for usage in the case study
company, there are a large number of possible further extensions of the application.
Some of the possible next steps are described in the following.

Offer a rest endpoint for quality gate checks from build and deployment pipelines

The web application could be extended to expose an endpoint that can be called within
a build script by a build tool (e. g. Jenkins) as a quality gate, next to the other forms
of testing that are usually performed within a CI/CD pipeline (e. g. end-to-end
tests). The response of the web application indicates whether all necessary mandatory
guidelines for a deployment are fulfilled. The build and deployment would continue if
the response is positive, in case of a negative response the deployment would fail. This
is similar to how the integration of other tools works, e. g. how earlier versions of the
static code analysis tool SonarQube could be used to break the build13.

For the request, a standard GET request could be used, with an URL parameter
identifying the team (e. g. a unique team name or ID). With this information, the web
application can check whether all necessary guidelines are fulfilled or a sufficient belt is
reached. For usability purposes, the frontend could offer a code snippet for teams that
already includes their identifier and can easily be copied into the build script. A more
sophisticated future version could offer a dedicated plugin for common build tools.

Automated testing of guideline fulfillment

Instead of relying solely on the manual effort of agile team members or architects
to maintain the current fulfillment status for the different guidelines, the goal is to

13 https://docs.sonarqube.org/display/SONARQUBE53/Breaking+the+CI+Build
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automatically check the compliance with guidelines, where possible. In the UI, a
small lock or a similar icon on a guideline could indicate that the guideline fulfillment
status cannot be changed automatically, but is determined by an automated test
running in the background. For the purpose of testing, the application could be
extended by an integration controller and service in the backend that collects data from
various sources that are relevant to the guideline fulfillment (e. g. from static code
analysis tools, configuration management databases, performance metrics from the
cloud infrastructure etc.). A testing service would then run the actual tests based on the
acquired data. To identify what needs to be tested to determine the fulfillment status of
the guideline, it would be helpful to allow the definition and management of KPIs for
guidelines first, which then provide a measurable value that should be automatically
testable in some cases.

Feedback for specific guidelines

To support the handling changes phase of the approach, it is important to collect
relevant feedback from all involved stakeholders. The possibility to quickly give
feedback for a specific guideline could facilitate a higher amount of feedback and more
target-directed feedback. By combining measurable feedback on a Likert scale with
qualitative feedback, the feedback can both be aggregated for statistical insights, e.
g. how well a guideline is perceived by the target stakeholders, but can also provide
qualitative insight into how a guideline could be improved. The web application could

Figure 6.11.: Possibility to provide feedback for specific guidelines

be extended to store a guideline maintainer for each guideline and the feedback could
then be send to that guideline maintainer. It could also be displayed as comments on
the guideline if transparent feedback is preferred. Furthermore, a new statistics page
could be introduced that aggregates and visualizes the feedback on guidelines. This
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should provide a good basis for the community to discuss, review and adjust existing
guidelines or for guideline maintainers to make minor tweaks to the guideline.

Export feature for audit-compliant documentation

For audit requirements, it might be necessary to be able to export some documentation
on the guideline compliance that, amongst other information, includes the links to the
artifacts that are necessary for the guideline fulfillment. This documentation then has
to be stored safely for a pre-determined time frame, often over multiple years. For agile
teams and other stakeholders, it could be very valuable and time-saving when they do
not have to create those documents for auditing reasons manually anymore, but if they
could instead rely on the application to automatically export the necessary information.
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In this chapter, we describe the evaluation of the resulting artifacts of this thesis. In the
first section, we describe the goal of the evaluation and how we conduct the evaluation.
In the sections thereafter, we present the actual results of the evaluation. Section 7.2
presents the evaluation of the collaborative approach, Section 7.3 demonstrates the
results of the evaluation of the tool support.

For the evaluation, semi-structured, qualitative, semi-structured expert interviews
with fifteen participants have been carried out. The participants all belong to the
case study organization and are active in roles that are relevant for the scope of the
developed artifacts, mainly enterprise architects and agile developers.

7.1. Goal and methodology

In this section, we describe the approach of the conducted evaluation.
For the evaluation of our two artifacts, we use the means of our case study. Within

a case study, interviews can be a suitable source for information gathering for the
evaluation of information systems artifacts [26]. Based on the evaluation method types
in design science research presented by Peffers et al. [88], our evaluation methodology
could be categorized as a combination of "Prototype", which is described by Peffers et
al. [88] as "Implementation of an artifact aimed at demonstrating the utility or suitability
of the artifact", "Expert Evaluation", which is summarized as an "Assessment of an
artifact by one or more experts" [88] and "Case Study", which is the "Application of an
artifact to a real-world situation, evaluating its effect on the real-world situation." [88].

The goal of the evaluation is, first of all, to assess whether the artifacts are perceived
as valuable by key stakeholders and potential users, and second, to identify and provide
insights for further refinements of the developed solution artifacts.

To achieve this, we conducted semi-structured interviews with experts within the
organization based on an evaluation questionnaire we developed in multiple iter-
ative steps. The questions of those semi-structured expert interviews are listed in
Appendix A.1.

For the purpose of reaching the goal of the evaluation, we demonstrated the key
results of our research and presented the two resulting solution artifacts during the
interviews, followed by the interviewees answering the questionnaire.
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Table 7.1 lists all interviewed experts, their main role and their professional experience
in years in enterprise architecture and agile development. As presented in the table,
on average, the interviewed enterprise architects have a wealth of experience in agile
development, which makes them especially suited for the purpose of the evaluation.
Most of the enterprise architects and some of the agile developers would have even
more years of experience in software development if traditional development methods
are taken into account. But due to the nature of this thesis, with the main focus
being on agile and lean environments, we list only their agile development experience.
Furthermore, for comparison and simplicity reasons, we categorize a participant with
the main role of being a solution architect as an enterprise architect due to the closely
related tasks and activities carried out in comparison to the other interviewed enterprise
architects. The role of the enterprise architects also varies in detail, with some enterprise
architects focusing more on development tasks and being closer to agile teams as others.
For the purpose of our evaluation, it was important to get a diverse impression and
opinions from different perspectives, hence the balanced distribution of interviewed
roles.

No Alias Main role Professional experience in years

Enterprise Architecture Agile Development
1 EA1 Enterprise Architect 2 5
2 EA2 Enterprise Architect 1 10
3 EA3 Enterprise Architect 1.5 6
4 EA4 Enterprise Architect 3 6
5 EA5 Enterprise Architect 5 15
6 EA6 Enterprise Architect 2 -
7 EA7 Solution Architect 6 10
8 EA8 Enterprise Architect 2 5
9 AD1 Agile Developer - 7
10 AD2 Agile Developer - 1
11 AD3 Agile Developer - 3
12 AD4 Agile Developer - 1
13 AD5 Agile Developer 1 3
14 AD6 Agile Developer - 7
15 AD7 Agile Developer 1 3

Table 7.1.: Evaluation interview partners
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7.2. Evaluation of the collaborative approach

This section presents the evaluation results of the collaborative approach, introduced
in Chapter 5, in detail. For this purpose, we present the respective question of the
evaluation questionnaire, the quantitative results for each question as well as a summary
of the qualitative answers that were given by the participants. In the last part of this
section, we summarize and provide an overview of the results of all questions evaluating
the collaborative approach.

7.2.1. Value for agile teams and enterprise architects

Introduction in the questionnaire: "The approach focuses on creating a com-
munity of developers and solution architects from different agile teams as
well as enterprise architects, meeting regularly, discussing and deciding on
architecture principles and guidelines together."

Question 1: In your opinion, how valuable is such a collaboration for agile
teams?
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Figure 7.1.: Evaluation results for question 1

The close collaboration between agile teams and enterprise architects, as suggested
in the collaborative approach, is rated as very valuable by the interviewees. The agile
developers rate the value for themselves slightly higher as enterprise architects consider
the value for agile teams.

One of the main advantages of the approach which is identified and mentioned by
multiple participants is that the approach facilitates a better understanding (EA1, EA2,
AD3, AD4, AD5). The interviewees specifically refer to a better common understand-
ing (AD5), a more conclusive understanding of the global idea of architecture in an
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organization (AD4), a better understanding of guidelines (AD3) and better access to
information and guidance (EA1). The approach also provides a better possibility to get
insights into topics developers usually do not focus on (AD5). Teams mostly concentrate
on reaching a local optimum, but do not necessarily know the overall context (EA7).
Other commonly stated themes are the better, shorter feedback cycles and the regular
exchange, which can lead to continuous improvements of existing guidelines (AD5,
AD3, EA3) and gives a better impression "what works and what doesn’t" (EA3). Teams
can then save time through good guidelines and can focus more on their development
activities (EA6). EA5 stresses that "architecture won’t work without input from those
which have to implement it at the end". Such a close collaboration as suggested in the
approach could significantly increase acceptance within the teams (AD6, EA8). EA4
sees a better awareness of principles and guidelines, ensuring that teams do know
about them and do not ignore guidelines during their work, which otherwise can
cause problems like delays and higher costs, e. g. by not being allowed to deploy to
a productive environment. The closer collaboration not only between the enterprise
architects and agile teams, but also between the agile teams themselves, can contribute
to the development of products that are more homogeneous and fit together more
seamlessly (EA7). Furthermore, teams can profit from the experience of others and not
make the same mistakes (EA6). There is also a high value because of the better, more
joint cross-team direction (EA4) and increased speed through direct communication
and feedback (EA2).

AD1 stresses that representatives from other relevant involved stakeholders should
also be included (e. g. operations, IT-security, data protection). AD2 states that even
if both sides can profit from the collaboration, it is also associated with more effort.
Teams could also be worried that they lose some freedom because of guidelines, but on
the other side, they get a say in the architectural topics (EA6).

Question 2: In your opinion, how valuable is such a collaboration for
enterprise architects?

Similar to the first question, the value for enterprise architects is also considered very
high. Agile developers estimate the value for enterprise architects slightly lower than
enterprise architects rate the value of the collaborative approach for themselves.

The value for the enterprise architects is seen by EA4 in "dissolving the ivory tower,
more direct contact with the teams, being closer to the results and how principles and
guidelines affect the results". This statement fits well to some of the points that are
also listed by multiple other interviewees: The approach could help architects to learn
that top-down processes not always work (EA6) and that "one architect can’t know
everything, people who implement it might come up with better or more pragmatic
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Figure 7.2.: Evaluation results for question 2

solutions" (EA5) and prevent "architecture in the ivory tower" (AD7). They can establish
close contact with the teams, which is often not the case, and they are closer to the
actual issues (EA6, EA7, EA8). It can also help architects to better understand the
worries and challenges of developers (AD5). For architects, it is important to know the
problems of "the base" (AD4).

More traditional groups (e. g. the committees) often lack the feedback what impact
the decision actually had after they were made and applied during implementation
(EA6, EA8). The value in the approach, on the other hand, is seen in the ability to
receive faster and better feedback of agile teams (EA2), as well as direct feedback
to guideline proposals, so that adjustments can be discussed together immediately
(AD6). These better feedback loops and the closer collaboration could lead to a better
applicability of guidelines (EA3), because the input of developers shines light on the
aspect whether certain guidelines even can be implemented at all (AD3) and whether
they actually work in practice (AD7). It also allows architects to adopt guidelines
from teams that might already use their own team-specific guidelines (AD5). As a
result of the collaboration and letting teams join in on the process, they can spark
more motivation in teams (EA1), increase awareness and therefore compliance because
"rules must be known in order to be followed" (EA4). Finally, the approach would also
facilitate better transparency as it structures and centralizes collaboration (EA1) and
because of the feedback cycles and KPI measurements (EA1, EA2).

7.2.2. Challenges

In contrast to the previous questions, the following question is of a purely qualitative
nature. Therefore, there are no quantitative results.
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Question 3: What challenges do you see in the actual implementation of
such a community? In your opinion, which problems need to be considered
and solved in order to make the collaborative approach successful?

The first of the identified challenges by the expert interviewees is the necessary
organizational shift and cultural fit. EA4 states that the presented approach could
be especially challenging for organizations with a structure close to traditional line
organizations (very hierarchical, with the line of command being carried out from
top to bottom). An approach like the presented one requires that the top and middle
management have to be willing to give up power and fully commit to the new structure
(EA4). A similar point is made by AD2, who explains that architects have to be open
to listen to the developers and let them influence their decision making (AD2), which
might result in less power and authority of the architects. Similar to this opinion, EA8
notes that both agile teams and enterprise architects have to be open for approaching
each other and there must be a common willingness for change. EA4 acknowledges
that this requires a change progress and that it may take some time. EA6 also assesses
that the approach, in general, would need time to be able to provide value. Regarding
the organizational and cultural aspect, EA3 puts emphasis on the "people" aspect and
sees the challenge on how to build the community in a way that the participants get
to know each other as people and not by their roles (which may lead to the tension of
"police" vs. developers), so that collaboration on a constructive and open level can take
place. Since communities build on the passion and contribution of its members, the
organizational culture has to encourage such a community so that enough participants
are available (AD7). This also means that members of agile teams is given the time
by the management, product owners, etc., to participate in such a community (EA7).
A common challenge in these communities is that potential participants prioritize
the meetings that are mandatory for them (e. g. planning meetings, retrospectives,
grooming etc.). That is why it might be challenging if there is no mandatory aspect to
the community (EA7).

The second challenge is the potential conflict of interest. For example, acceptance
at the beginning of the community establishment could be a problem. Agile teams
would have to invest a part of their time, but it does not immediately help them to
reach their project or product goal, which has priority for them (EA6). Furthermore,
developers usually tend to prefer fewer guidelines because the resulting restrictions and
additional effort might "annoy” them (AD3). This could lead to developers blocking
new guidelines or removing existing ones, as well as to developers and architects
not finding common ground (AD3). In general, architects and agile teams might
have conflicting goals, so there has to be a clear way and rules how decision making
can be achieved anyways (AD1). Therefore, it has to be clear for both sides that the
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common goal is to find pragmatic solutions that are acceptable for both sides (AD6).
Furthermore, a common definition and consistent use of important recurring terms to
facilitate a better understanding between agile teams and enterprise architects can be
helpful (EA8).

The third major challenge is scalability. The question regarding scalability is how
the collaborative approach could be implemented with a high number of teams (EA6).
AD5 notes that in the case of a high number of teams, it is challenging to introduce
overarching, uniform guidelines. The size of the community could become a problem,
because "if you send one representative for each team to join the community, the group
will become very large and possibly inefficient" (EA5). This requires that all decisions
have to be made transparent and well documented for everyone who is not joining the
community in person (EA6). A challenge that goes hand in hand is how to publish
that information in a way that the teams understand it easily and fast. A related
challenge is how to integrate new teams in a way that they don’t get left behind by
more experienced teams (EA6). Also, there is the need for someone to take care of
creating meeting agendas and announcements to the community, because otherwise,
the motivation to participate decreases (EA7).

The fourth challenge is setting the responsibilities and scope of the community. The
scope has to be very clear, that means how far does the freedom and flexibility of the
community go and what is "non-negotiable” (AD6). There are regulatory requirements
which need to be fulfilled no matter how the community votes. The community could
decide how to implement those, but the final acceptance still depends on regulators
(EA5).

7.2.3. Community activities and process steps

The next questions evaluate the proposed activities of the community and the more
detailed steps of the process.

Question 4: It is important that development teams do not just get architec-
ture principles and guidelines dictated by other stakeholders, but that they
are the main stakeholder themselves in managing architecture principles
and guidelines and are involved in the whole approach (steps 1-7).

The main reason for agreeing with the statement above is the better acceptance and
motivation of agile teams that could result from involving them more closely in the
process and giving them the opportunity to have a say (AD2, EA1, EA2, EA4, EA6,
EA8). EA4, for example, states that "principles and guidelines are mainly created by the
enterprise architects, but the involvement of agile teams is extremely important for the
acceptance and compliance by agile teams". EA8 explains that it is very important for
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Figure 7.3.: Evaluation results for question 4

the acceptance to "turn those affected into actors". The involvement of teams also helps
validate the effect of governance efforts during actual implementation (EA7, AD7) and
can prevent too much time being spent on theoretical concepts (EA7). Other reasons
for agreeing with the statement include the reasons already described in the previous
section regarding the value of the collaborative approach for agile teams and enterprise
architects.

Some interviewees partially agree due to the following reasons. Some things have
to be regulated and enforced because developers do not like to do them because they
mean additional effort, but they might still be necessary (AD3). Furthermore, EA5
states that "they are ’a’ main stakeholder, but not ’the’ main stakeholder. Finance,
company strategy etc. also significantly influence architecture (EA5). Similarly, EA3
feels that the wording of the statement is too opinionated, because the main focus
should not be on developers or any other role, but on the business value (EA3). This
fits well with the view that agile teams should be closely involved, but clear guidance
from an overall perspective is still needed (EA1).

Question 5: Agile teams can provide valuable input for creating and refining
common architecture principles and guidelines drivers (especially based
on their implementation experience, the issues they face on a daily basis,
team-specific agreements, and their technical knowledge and insights in
innovative technologies) (step 1).

There is a high agreement of the participants with the statement and the described
ways on how agile teams can contribute to drivers. Issues are seen as important,
because not all, but often only a little of the implementation challenges can be identified
up front, even more challenging is the identification of an actual solution (EA1). Also
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Figure 7.4.: Evaluation results for question 5

problems of the specific domain often only appear during the concrete implementation
(AD6). The experience of the agile teams is seen as important as well, to achieve
experience-based decision making instead of a "perfect world” theory (EA2). One
developer would even like that teams should give the main input for the drivers and
that enterprise architects mainly take care of the governance based on that input (AD4).

Regarding the question what other valuable input teams can provide next to the four
examples listed in the above statement, a pattern could be identified regarding two
additional examples of input that were mentioned more than once. Firstly, the ability
of teams to provide concrete instructions, examples, code snippets or best practice
implementations for others (AD3, EA5, EA6) and the possibility to form an open
source community around the guidelines, thereby also taking ownership of the shared
artifacts (EA5). Secondly, the ability to validate principles and guidelines and test,
if they can actually be applied or if they might lead to other problems (EA4, EA6,
EA7, AD7). Another point being mentioned is that teams can include feedback from
end customers who use the software and might "suffer” from certain guidelines or
the results and effects of certain guidelines (AD5). Furthermore, they could provide
valuable experience for other teams by presenting mistakes that have occurred in a
team (EA8). However, this requires an appropriate corporate culture. A similar point is
raised by AD7, who stresses that in his experience, teams often face similar problems
that could be solved once for all teams. Therefore the input of teams regarding these
issues is import to identify and tackle those common problems (AD7).

Question 6: The input of enterprise architects to principles and guidelines
is still important because of their insight into multiple teams, knowledge of
business goals, strong network and their resulting ability to align multiple
teams, business and IT (overall).
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Figure 7.5.: Evaluation results for question 6

Similar to the previous question, there is again a high level of agreement from both
agile developers and enterprise architects. An important advantage is the cross-sectional
knowledge, which is mostly missing or not as pronounced outside of the enterprise
architecture team (EA4). The network of enterprise architects can also save the teams a
lot of time and effort to find suitable necessary contacts or experts within the organi-
zation (EA4). Additionally, enterprise architects are important for the communication
with the management and to ensure the reporting ability, e. g. enterprise architects can
select and communicate KPIs to management (EA4). Developers often do not have the
business goals and business value in mind because they are too focused on technical
aspects and the actual coding (AD3). This view is similar to EA6 who states that an
overall perspective is important because a development team "thinks more from sprint
to sprint”, enterprise architects, on the other hand, can support with the long-term
focus (EA6). Teams also mostly focus on solving a single problem within their scope,
which might be subpar from an enterprise perspective (EA1). Another developer agrees
that enterprise architects are helpful, because then teams can and should focus on their
own topics, having to coordinate with other teams all the time is rather obstructive
(AD6), whereas enterprise architects do not face as much operational pressure and can
commit more time into certain topics (EA3). Nevertheless, there is also a view that if
there is a good way for the teams to discuss and create principles, enterprise architects
would be less necessary (AD4). This is opposed by the opinion that overarching topics
cannot be done by the teams without losing their product focus (AD1). EA5 also agrees
that enterprise architects are still needed, but stresses that they need to work in a lean
and practical way and states that "Powerpoint slides which have nothing in common
with reality provide no benefit and cause huge distractions" (EA5).

Question 7: It is valuable to specify generic architecture principles to one
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Figure 7.6.: Evaluation results for question 7

The question of whether it is valuable to transform generic architecture principles
into more specific guidelines received a mixed response. On the one hand, one
interviewee agrees that principles are often too generic and abstract (e. g. "reusability”,
"microservices”, ..), and that it is very important to break principles down to something
more specific and fill them with more content (EA4). Another one argues that such
a specification would help to bring top-down and bottom-up approaches together
(EA6). EA8 agrees with this view and stresses that specifying principles to guidelines
can connect the more general, strategic top-down perspective with more concrete
solutions and the bottom-up perspective. Some agile developers argue that "squishy”
guidelines are useless (AD3) and that specification is important to understand what
exactly the principle is about, as well as to achieve a common understanding (AD4),
clarity and comprehensibility (AD2). Multiple teams might have to implement the
same principle in a different way, thus guidelines can provide a better starting point for
actual implementation based on the type of the problem and previous experience with
the suggested implementation (EA7).

On the other hand, even if more specific guidelines give clearer guidance, they are
also harder to maintain (EA1). Also, it is difficult to introduce more specific guidelines
across-teams, because that specificity might not match other teams, so more general
may be better in this respect (AD5). Furthermore, it depends on the way how exactly
principles, guidelines and KPIs are related and organized, because the relationship is
not always hierarchical and there might be many dependencies (EA2) or conflicting
goals (EA6). Also, it would have to be more clearly defined what a principle is, what
a guideline is and where the exact difference is (EA3, EA8). Whether something is a
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principle or a guideline could also depend on the individual interpretation. EA5 argues
that such a mapping can be a lot of overhead and it is hard to apply to practical work.
There is the risk that people spend months to do certain mappings, which are never
really used like this later on (EA5).

Question 8: It is valuable to specify one or multiple KPIs for each guideline.
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Figure 7.7.: Evaluation results for question 8

The results of this question show quite a discrepancy between the average answers of
the two different roles. Nevertheless, in total, there is a large agreement regarding the
questions if KPIs should be defined for guidelines. On the positive side, the interviewees
value that KPIs make it measurable if a guideline is being followed or not (AD3). It also
makes it possible to see and measure progress within a certain guideline, instead of
only being able to tell if a guideline is fulfilled or not fulfilled (EA6). Furthermore, KPIs
specify what needs to be done by the teams, while leaving them the space to find their
own solution (EA1). Thereby, they can help to facilitate a better understanding of what
a guideline actually means (AD7). KPIs can also provide an important data basis to
get an idea of how the company is performing at the moment, but also to improve the
guidelines themselves (EA4). KPIs could also be very valuable to measure the effects of
guidelines themselves and if they actually have a changing impact (AD2). The ability
to have measurable indicators is especially valued by the interviewees because concrete
KPIs would make a more automated testing of guidelines possible (EA2, EA3, EA4,
EA5, EA6, AD4, AD7). This would save time (EA6, AD4) and help to scale applying
guidelines to multiple teams (EA5). Nevertheless, there are also potential risks and
doubts mentioned by the participants. Defining KPIs for a guideline might not always
be possible or make sense (AD5, EA5, EA8). There is also the risk with KPIs of "you
get what you measure” (EA5), meaning that teams focus only on fulfilling the specific
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KPIs anymore, without taking in account aspects that are important, but might be
difficult to measure. Another participant is not sure how this could be realized on a
large scale and questions if it makes sense from a feasibility perspective regarding the
involved cost and potential value (AD6). Also, there is the concern that KPIs are used
to control and restrict teams, but teams should be allowed to decide on their own to
what degree the implementation of a specific guideline makes sense (AD1). There is
also the challenge that KPIs should provide stable, objective measurement over time
(EA2, EA4) and therefore they have to be long lasting, because if they are changed too
often, they can not be used for time comparisons, e. g. over multiple years, which
diminishes their value (EA4).

Question 9: It makes sense to categorize guidelines (e. g. by tags), to define
target groups for guidelines and to use those tags and target guidelines later
to map those resulting sets of guidelines to certain project criteria (because
not all guidelines are applicable for all types of projects, but there are certain
patterns of important guidelines for similar projects) (step 3).
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Figure 7.8.: Evaluation results for question 9

The statement is mostly supported. Positive aspects that are mentioned is that it is
important to define the target group to demonstrate the relevance (EA6), enable a better,
time-saving organization and navigability of guidelines (EA4, AD2, EA7) and to achieve
a better fit to the respective product, project or team characteristics (EA2). Different
products, projects or teams may have very different requirements and the guidelines
should be adjusted accordingly (EA1, EA2, AD1, AD5) for example a system that is
productive and has a lot of consumers already might have to fulfill critical guidelines
more strictly than one without any productive consumers yet (AD1). Nonetheless, EA1
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is not certain if the decision criteria can be simplified into a tag or target group. AD3
has a similar view and states that tagging might not be the ideal solution, but a concise
statement if the guideline is important for a certain undertaking is helpful. A possible
downside could be that if target groups are defined, other stakeholders will not even
look through the other information, which might provide insights into cross-project or
enterprise-wide information that could be valuable (AD4).

Question 10: It makes sense to let the group of developers and (enterprise)
architects vote if a new guideline should be accepted into the pool or if a
certain change should be made (as long as the new or changed guideline
is not based on a legal requirement), instead of solely relying on a senior
architect or manager to make that decision alone (step 4).
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Figure 7.9.: Evaluation results for question 10

The question of whether the community should vote on certain decisions instead
of having a single or a few decision makers in a lead or senior role received mixed
feedback, with slightly more agreement than disagreement.

The main argument that is being brought forward on the agreement side is the higher
acceptance of decisions (EA1, EA2, EA4. EA6). EA1 names the higher motivation
of teams and better approval of the decisions as positive aspects. In line with the
acceptance, the feeling of ownership for the guidelines could be improved as well (EA2).
EA4 states that it is "not helpful if the role alone does provide a more powerful voting
right", but architects would have to very clearly point out possible consequences of
community decisions. AD4 is in favor of the voting because of the belief of the "wisdom
of the many", leading to better decisions. EA7 argues that it is difficult to analyze all
aspects of complex decisions, therefore it is very helpful to leverage the knowledge

110



7. Evaluation

of the community to achieve better decisions. In addition, a joint vote can prevent
discussions later on in the process of applying principles and guidelines (EA7). AD7
raises the question of how good a principle or guideline can be when the majority of
agile teams are against it. Nevertheless, he also sees the possibility of decisions that
might receive a lot of disapproval by agile teams, although they are important for the
future of the organization (AD7). AD5 likes the idea in general, but notes that such
a voting approach might be difficult to implement with a large number of teams and
team members. Similar to this view, EA4 raises the question if a voting mechanism is
feasible in practice, because it means additional effort, which might not be possible in
some organizations.

A challenge with the community voting is how mandatory guidelines should be
handled and how they can be separated from other guidelines (EA2), because legal
requirements and top-level management decisions have to be taken in account and
usually cannot simply be overruled (EA4). There is also the question if not only legal
aspects should be excluded from the vote, but also security guidelines (EA6). It also
has to be ensured that useful and important guidelines are not being blocked by the
participants, so the maturity of the community and participants has to be high enough
(AD6, EA6). The introduction of new guidelines could also mean a lot of effort, e.
g. because of necessary changes to existing architecture, which is why developers
might also try to block new guidelines (AD3). Therefore, there should be more focus
on an open discussion instead of an actual vote (AD3). AD2 agrees with the general
idea of voting, but believes that there should be someone in the end to take over the
responsibility of the decision and who can use some sort of veto power. AD7 has a
similar point of view and sees the necessity of decisions driven from an organizational
perspective, but also stresses that it is important to get an idea on how difficult the
introduction of certain principles or guidelines would be because of the potential
disapproval by agile teams. EA5 adds that an acceptance criterion for guidelines
should be a practical implementation with at least two teams or technologies, wherever
possible.

Question 11: It is important that enterprise architects support agile teams
in applying architecture principles and guidelines (step 5).

This proposition received strong support from both groups, with developers agreeing
especially strongly. The main argument for the agreement of developers is that enter-
prise architects should not only introduce theoretical guidelines, but make sure that
teams can actually use them in practice (AD5) and work together with the agile teams
to develop a specific implementation (AD3). Since some guidelines might be more
complicated to implement, support can be valuable (AD6). The close collaboration is
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Figure 7.10.: Evaluation results for question 11

also seen as important regarding the knowledge and experience transfer from architects
to developers (AD1, AD4). AD2 adds that this could also help architects to get a
better idea whether guidelines are actually used. The regular presence of enterprise
architects is very important for acceptance and can also help agile teams to overcome
their inhibitions to actively approach enterprise architects, thereby leading to agile
teams communicating more openly with enterprise architects (AD7). The enterprise
architects have a similar point of view and argue that enterprise architects might have
additional insight and knowledge that can be helpful for applying a guideline (EA4).
The support is also crucial because it ensures that enterprise architects are closer to
the teams and gain a deeper understanding of the actual implementation (EA4). The
close work with teams also further increases acceptance and provides concrete direct
feedback to the enterprise architects (EA2). EA3 raises the question of how exactly
the support should look like, e. g. with classical documentation, pair programming
or other methods. EA5 stresses that in the approach, the community could also help
itself to implement the guidelines. Scaling the support of enterprise architects can be
difficult due to capacity constraints (EA8). EA6 takes a similar view and suggests that
teams act as self-responsible as possible in applying the principles and guidelines, but
they should also be able to request support whenever necessary (EA6).

Question 12: Teams should be self-responsible for managing their compli-
ance with guidelines and not controlled by team-external stakeholders (e. g.
enterprise architects) (step 6).

The results show that the self-responsible management of compliance by teams is
the most controversially discussed statement of the evaluation questionnaire, with a
slight overall disagreement. A positive aspect mentioned is that there is a much better
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Figure 7.11.: Evaluation results for question 12

chance to shape the sense of responsibility of the teams, so that they more often ask
themselves the question "what is the right thing to do?” (AD1). EA6 takes a similar
perspective and states that "if you are responsible for something, you take better care of
it". If teams are not responsible for managing the compliance themselves, they may also
feel that they only need to comply with certain guidelines if someone explicitly notifies
the team (EA7). However, most participants state that compliance with guidelines
should be controlled. It is great if teams are self-reflective and they should also be
granted a leap of faith so that they can decide for themselves (AD7). Nevertheless, at
some point, compliance should be verified by an external stakeholder (AD7). If there
is no dedicated regulatory body, then perhaps not everything will be implemented
(AD3). Teams could do it themselves, but it would be better to monitor and control
externally, also to give more time and space to the teams for actual development
(AD5). It is highly dependent on the motivation to comply with the guidelines, but
if teams participate in the guideline creation, they should also not have a problem
with being controlled at this point (AD6). AD4 is in line with this perspective by
stating that if the community including developers voted for a specific architecture,
everyone should commit themselves to it and it should be controlled accordingly. The
control does not necessarily has to be done by an external stakeholder, but at least the
developers should control each other (AD4). EA2 states that there should be a way to
guarantee compliance to certain "mandatory” guidelines, e. g. the ones that are based
on legal requirements. EA5 adds that there is always the need for control in regulated
environments. As long as the team does not have the ultimate, full liability over their
actions, a complete self-responsible compliance management does not work (EA5). EA8
has the opinion that the full self-responsibility for the compliance of guidelines would
be a desirable target state, but it requires a very high level of maturity on the part of
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the agile teams and could also be exploited. Governance by external stakeholders can
achieve more fairness by having the possibility to intervene and initiate consequences,
if necessary (EA8).

7.3. Evaluation of the prototype

7.3.1. Assessment of the main goals of core features

The participants of the evaluation were asked to rate each of the following statements
of the questionnaire twice. Once, for rating the situation without the support of the
presented tool, and once, with the support of the tool. This is done to obtain reference
values of the current situation and be able to compare those with the ones acquired
from the assessment of the situation with tool support. Thereby, it is possible to assess
whether the tool support fulfills its main goals by improving the current situation
significantly. Contrary to the previous evaluation section, in which the participants
were asked to choose their answers as universally as possible, driven mainly from their
general experience in their role and less from case organization specific experience,
the current situation now relates to the situation at the case organization presented
in Chapter 4. Figure 7.12 shows the results of the evaluation of the tool support
based on the questions that are briefly described below. The results indicate that the
situation is already clearly improved with the help of the prototypical web application.
Nevertheless, together with additional qualitative feedback by the users, it also shows
there is still potential for further improvements and extensions of the web application.

Question 1: Agile teams and enterprise architects have a good overview on
which guidelines agile teams must or should adhere to.

The question relates mainly to the team-specific guideline overview feature as pre-
sented in Subsection 6.3.1 as well as the guideline selection feature of the application
and its goal to provide a better overview of the guidelines.

Question 2: It is easy for agile teams and enterprise architects to give
feedback on guidelines.

This question relates to the feedback feature presented in the next steps in Section 6.7
and shown in Figure 6.11. The feature was prototypically implemented for the purpose
of the demonstration and evaluation, but the data is not further processed and persisted
yet.

Question 3: It is a lot of effort to identify which guidelines a specific agile
team is fulfilling and which ones it is not fulfilling.
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Evaluation results of the tool support for the collaborative approach
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Figure 7.12.: Evaluation results of the tool support

This question relates to the team-specific overview of guidelines, including fulfillment
indicators for each of the guidelines that are used by a team, which is represented by
green and red bars, as described in Subsection 6.3.1.

Question 4: It is easy for agile teams to look through existing guidelines
and select the guidelines that fit their use cases.

This question revolves mainly around the select existing guideline feature and the
mapping of guidelines to project characteristics when creating a new team.

Question 5: It is simple to get an overview of which agile teams are compli-
ant to which guidelines.

The question addresses the possibility to select between multiple teams to receive
insights and transparency into the guideline compliance and usage status as well as the
statistics screen summarizing multiple teams and their compliance with guidelines, as
described in Section 6.3.5.

Question 6: It is clear why an agile team decided against using a specific
guideline.

This question relates to the possibility for users to enter a team specific solution and
rationale for their guideline, describing how they deviate from the standard that is
originally intended by the guideline, as mentioned in Section 6.3.2.
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7.3.2. Usability assessment based on the System Usability Scale

For the evaluation of our prototypical implementation, we use the "System Usability
Scale" (SUS) by Brooke [18] to collect relevant subjective ratings of the usability by our
participants who all belong to roles that are part of the potential user group of the
application. The SUS is a simple set of ten questions to assess the usability of a system
based on a Likert scale, giving the respondents the possibility to rate their agreement or
disagreement on regarding ten usability questions on a 5-point scale. The results from
an empirical evaluation, based on almost ten years of SUS data collected on multiple
products in various phases of the development lifecycle, shows that the "SUS is a highly
robust and versatile tool for usability professionals" [12]. During the application of the
SUS, it is important to encourage respondents to record their immediate response to
each item, instead of thinking about each question for a longer time [18]. Furthermore,
respondents should check all items. If respondents are in doubt whether it is possible
for them to answer a particular item, the center point of the scale can be marked
to indicate a neutral or conflicting stance on the question. The SUS results in one
single number on a range from 0 (negative) to 100 (positive), "representing a composite
measure of the overall usability of the system being studied" [18]. Brooke also notes that
scores for individual items do not provide meaningful insights on their own. Brooke
describes the calculation of a system usability score as follows: "To calculate the SUS
score, first sum the score contributions from each item. Each item’s score contribution will range
from 0 to 4. For items 1, 3, 5, 7, and 9 the score contribution is the scale position minus 1. For
items 2, 4, 6, 8, and 10, the contribution is 5 minus the scale position. Multiply the sum of the
scores by 2.5 to obtain the overall value of SU" [18].

The different calculations for the questions are caused by alternating positive and
negative items. For positive items, a high usability requires to answer "strongly agree",
whereas, for negative ones, a high perceived usability requires the respondent to answer
with "strongly disagree". Brooke argues that this was done "in order to prevent response
biases caused by respondents not having to think about each statement; by alternating
positive and negative items, the respondent has to read each statement and make an
effort to think whether they agree or disagree with it [18]".

While such a scoring from 0 to 100 is seen as intuitive and allows for relative
judgments [11], the original methodology does not provide a way on how to translate
the numeric score into a qualitative judgment of usability. However, Bangor et al. [11]
demonstrate such a method and provide the interpretation of a SUS score shown in
Figure 7.13, based on the insights of their analysis of almost one thousand SUS surveys
that they complemented with a seven-point Likert scale based on evaluative adjectives.
Their research shows that their newly introduced Likert scale scores based on seven
adjectives reaching from worst imaginable to best imaginable "correlate extremely well
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Figure 7.13.: A comparison of the adjective ratings, acceptability scores, and school
grading scales, in relation to the average SUS score by Bangor [11]

with the SUS scores (r=0.822)" [11].
Table 7.2 shows the results of the usability evaluation. The average of all fifteen

usability evaluations result in an 81.33 system usability score, which is in the acceptable
region, scoring a "B" in the grading scale and a rating between good and excellent on
the adjective rating scale. Overall, this is a satisfactory result, nevertheless, together
with the qualitative feedback and comments of the participants, it also shows room for
potential improvements and further development. The obtained system usability score
result can be used to compare the results of the current prototype iteration with future
development iterations to check whether UI/UX and general usability improvements
have the desired effect and are reflected in a higher usability score.
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No. System Usability Score

1 77.5
2 80
3 57.5
4 87.5
5 70
6 87.5
7 90
8 95
9 85
10 80
11 77.5
12 67.5
13 77.5
14 92.5
15 95

Average 81.33

Table 7.2.: System Usability Score results

7.4. Summary of the evaluation results

Figure 7.14 shows an overview of all questions and the resulting level of agreement or
disagreement by the two stakeholder groups regarding the first solution artifact of this
thesis, the collaborative approach.

With regards to the second solution artifact, the tool support, Figure 7.12 shows that
the main goals of the application are being fulfilled by visualizing the comparison of
the results between the current situation without tool support and the situation with
tool support. Participants rate the overview of an existing guideline, the transparency
of the fulfillment status of guidelines (both within a team and across several teams)
and the selection of guidelines for a certain use case as considerably improved with
the tool-support compared to without the tool-support. The evaluation results also
reveal another interesting finding. Whereas some interviewed experts assess the current
situation as decent and especially mention the existing documentation on guidelines
in the wiki, others point out the lack of useful information. This shows that the wiki
can be an appropriate tool, but it also reflects the challenges identified during the case
study, which are the lack of a single source of truth and awareness.
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Question 1: [...] In your opinion, how valuable is such a 
collaboration for agile teams?

Question 2: [...] In your opinion, how valuable is such a 
collaboration for the enterprise architects?

Question 4*: It is important that development teams do not just 
get architecture principles and guidelines dictated by other 
stakeholders, but that they are the main stakeholder themselves 
[...]

Question 6: The input of enterprise architects to principles and 
guidelines is still important [...]

Question 7: It is valuable to specify generic architecture 
principles to one or more specific guidelines

Question 8: It is valuable to specify one or multiple KPIs for 
each guideline

Question 9: It makes sense to categorize guidelines (e. g. by 
tags), to define target groups for guidelines and to use those to 
map resulting guideline sets to certain project criteria [...]

Question 10: It makes sense to let the group of developers and 
enterprise architects vote if a new guideline should be accepted 
in the pool or if a certain change should be made [...]

Question 11: It is important that enterprise architects support 
agile teams in applying architecture principles and guidelines

Question 12: Teams should be self-responsible for managing 
their compliance to guidelines and not be controlled by team-
external stakeholders (e. g. enterprise architects)

Question 5: Agile teams can provide valuable input for creating 
and refining common architecture principles and guidelines 
drivers [...]

Agile Developers Enterprise Architects
* Question 3 is excluded in the overview because it is a purely
qualitative question

Figure 7.14.: Overview of the evaluation results of the collaborative approach
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This chapter summarizes key findings and provides a critical reflection that discusses
the potential limitations of this master’s thesis.

8.1. Key findings

In the following, this section describes and summarizes the key findings of this master’s
thesis.

Strong need for closer collaboration between enterprise architects and agile
teams

There is a strong demand for closer collaboration between enterprise architects and
agile teams, both in the research described in current literature as well as in practice.
The main reasons for this need are to facilitate a better understanding and acceptance
between the two stakeholder groups, and to incorporate strategical and operational
perspectives and experiences into governance efforts, thereby improving the quality
of governance and enterprise architecture artifacts, such as principles and guidelines,
and increasing compliance with these governance efforts by agile teams. The need for a
closer collaboration was also evaluated during the expert interviews, where there was
a strong consensus for the need of the collaborative aspects presented in the solution
artifacts of the thesis.

High importance of incorporating the bottom-up perspective into
governance and enterprise architecture processes

Incorporating the bottom-up perspective into governance and enterprise architecture ef-
forts can improve the acceptance of the affected groups who actually have to implement
the standards prescribed by those governance efforts. Furthermore, the operational
perspective can also improve the quality of those efforts by identifying and address-
ing issues that arise on an operational level, monitor and evaluate the actual impact
and effect that existing governance has on an implementation level. Including opera-
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tional stakeholders can also improve the relevance and applicability of principles and
guidelines.

A community is suited to combine top-down and bottom-up perspectives
by jointly creating and managing architecture principles and guidelines

One of our main contributions with this thesis is the presented collaborative approach
which provides a basis for establishing a community of relevant stakeholders with
insight into some of the key activities that should be conducted in a collaborative way
within and around such a community. Those activities include the determination of
drivers, deriving principles and guidelines from drivers, specifying and classifying
principles and guidelines, voting and accepting and applying them as well as managing
their compliance and handling change. The insights from the comprehensive evaluation
in fifteen interviews with agile developers and enterprise architects, further detailing
the advantages and challenges or potential problems of the approach, should be taken
into account during the implementation.

Changing role of enterprise architects in agile environments

The research also indicates the changing role of enterprise architects in agile environ-
ments. Enterprise architects are less able to rely on control and authority when working
with agile teams, but have to put more focus on enabling and supporting them. They
have to ensure that they can provide actual value to the relevant stakeholders. This
requires more close collaboration, not only in form of regular community meetings, but
also during everyday work, thereby getting insight into problems and challenges agile
teams face on day to day basis. Nevertheless, despite the changing role of the enterprise
architects in the agile environment, enterprise architects still remain important. For
example, they can provide valuable input for agile teams based on their experience,
their knowledge and oversight on architectural topics and their insight into multiple
teams and business aspects of the organization.

Value of a collaborative and liberal IT-governance, suitable for agile
environments

The collaborative form of IT-governance presented in the thesis aims to increase the
acceptance of governance efforts by key stakeholders because of their involvement
and right to have a say within the governance processes. This, in turn, may increase
compliance. Also, the quality of governance artifacts such as principles and guidelines
can be increased by achieving a higher relevance and applicability during actual
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implementation. Especially in large-scale agile development environments, governance
and standardization are still important for a common direction and commitment of all
relevant stakeholders, required for achieving organizational agility.

Agile teams do not insist on full autonomy, as long as they have a say in
rule-making

As long as they have a say in rule-making, agile developers do not necessarily insist
on full autonomy or the right to manage the compliance with existing principles
and guidelines all by themselves. Quite the contrary, they believe that it can still be
important to have some external stakeholders evaluating the compliance, also saving
time and enabling teams to focus on their core task, the development of their software
product. Nevertheless, having the ability to participate in the creation of principles
and guidelines is essential for agile teams. If this condition is met, then a more strict
governance process regarding compliance can help to ensure the actual usage, resulting
in a better common direction of all teams. This can be especially helpful in an early
state in when collaborative and agile processes have a low maturity in an organization.
The full autonomy of agile teams could be a target state in more mature organizations
with teams that are already more experienced in self-responsible decision making, not
only solely focusing on the local optimum but also taking the global optimum into
account.

A web application can be valuable for supporting the collaborative use of
principles and guidelines

A web application, with features as presented in the thesis, can provide valuable support
for collaboratively using architecture principles and guidelines. So far, the proposed
web application mainly aims to increase the transparency and accessibility of guidelines,
by supporting to reach a better overview of existing guidelines, selecting relevant
guidelines for a specific use case and managing the compliance with guidelines, both
within a single team, but also over multiple teams. The prototypical web application
also provides the basis for future enhancements, such as the automated testing of
guidelines.

8.2. Limitations

This section discusses limitations and threats to the validity of the thesis. First of all,
a limitation is the limited time frame of the thesis that is available for conducting the
research, which does not allow for a longer evaluation and actual usage of the solution
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artifacts over the course of multiple months. Another limitation is the potentially
limited generalizability because of the execution of a single case study, focusing on one
organization. We aimed to counteract this limitation by including existing literature and
related work into the design of our solution artifacts as well as presenting the results of
our research to other partner companies of the research chair during a workshop. This
provides valuable input and confirmation that the identified challenges and solution
artifacts are relevant in other organizations as well.

In regards to counteract the threats of validity concerning the case study part of
our research, we addressed the potential threats listed by Runeson and Höst [102] as
follows. To address the construct validity, which can be threatened for example when
the researcher and interviewed persons have a different understanding of discussed
constructs, we interviewed multiple stakeholders with different backgrounds and
also emphasize the importance to ask follow up questions in case the nature of a
construct is unclear. The external validity deals with how far it is possible to generalize
the findings and "to what extent the findings are of interest to other people outside
the investigated case" [102]. As stated before, we began to present and discuss the
findings with stakeholders outside of the case study company as well, as part of a
workshop with other industry partners of the research chair. Nevertheless, regarding
the reliability of the research, repeating the research in a different organization might
end in different results because in differences of the organizations’ culture, structure
and maturity regarding agile methods and mindset. Another key limitation in the scope
of this thesis regarding the mentioned threats to validity is the diversity and broad
nature of possible architecture principles and guidelines, which can be highly specific
to certain organizations. Because of this reason, our research focused less on what
specific principles and guidelines should be used, and more on the way how principles
and guidelines can be used in an organization, independent from the specific nature
or category of the applied principles and guidelines. Nonetheless, since principles
and guidelines can take on many forms and manifestations, it could be possible that
the presented approach and tool support works better for certain types or areas of
principles and guidelines.
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The final chapter of this thesis provides a summary of the thesis based on the research
objectives and presents an outlook for further work.

9.1. Summary

The following section summarizes the answers to the research questions presented in
Section 1.2.

Research question 1: How does governance and enterprise architecture fit
in modern large-scale agile and lean development environments?

Governance and enterprise architecture management is important to ensure a com-
mon direction and an alignment of ongoing efforts into the direction of the target
vision. This is especially important in large organizations and large-scale agile software
development. Nevertheless, the traditional top-down governance approach relying
mainly on authority and control is no longer contemporary and does not fit very well
with agile and lean principles and values. On the other side, full autonomy of teams
would harm the ability of enterprises to achieve organizational agility which requires
a high amount of standardization. Instead, more right of co-determination has to be
given to the teams, so that they can have a say in governance, facilitating both a higher
acceptance as well as quality, relevance, and applicability of governance endeavors.
Therefore, the bottom-up perspective of agile teams has to be incorporated into existing
processes, turning top-down governance into a more collaborative form of governance.

Research question 2: How can agile teams and enterprise architects collab-
oratively establish and manage architecture principles and guidelines in
large-scale agile software development?

Establishing a community of enterprise architects, agile developers and other interested
and relevant stakeholders can enable a close collaboration on principles and guidelines.
Taking the bottom-up perspective of teams into account facilitates the consideration of
valuable input, including issues that arise on an implementation level, implementation
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experience, technical innovation, and team-specific agreements. This contributes to a
higher relevance and applicability of principles and guidelines. The community also
allows much faster feedback cycles and refinements of existing guidance. The results of
governance efforts get much clearer and transparent, since the stakeholders who are
responsible for implementing the guidance are now involved in all steps of the process.
The results of the semi-structured expert interviews with fourteen participants provide
further insight into the value and challenges of the presented approach.

Research question 3: How can the collaborative approach for establishing
architecture principles and guidelines be supported and further enhanced
by a software implementation?

A web application can provide a suitable form of a software implementation to
support the collaborative process. By providing an overview of existing guidelines and
their fulfillment for different teams, as well as the possibility to filter and select from
existing guidelines, can support agile teams to apply principles and guidelines in their
work. Furthermore, creating more transparency and a single source of truth with a
web application can support the creation, classification and compliance management
of principles and guidelines. It also creates a valuable basis for enabling the partial
automation of checking the compliance for principles and guidelines by the ability to
connect to various data sources and integrate into existent continuous deployment and
delivery pipelines in the future.

9.2. Future work

Due to the limited time frame of this master’s thesis, the results of the evaluation
could not be implemented in further development iterations. Including the valuable
feedback from the conducted expert interviews can be one of the crucial next steps
for further work. Besides improving existing traits of the approach and tool-support,
the tool-support could also be extended to implement the remaining aspects of the
approach which are not yet covered by the current implementation, e. g. managing
drivers or the ability to specify and manage KPIs for guidelines.

Another aspect for future work is the generalization of the results. Firstly, applying
and evaluating the approach and tool-support in other companies could provide helpful
insights on how the to further refine and adjust the approach and the demonstrated
web application. Secondly, our collaborative approach for establishing guidelines is
not inherently limited to principles and guidelines. On the contrary, principles and
guidelines are only one possible artifact that can be established collaboratively to
achieve agile IT-governance. It is conceivable that other aspects of governance and
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enterprise architecture management could also be developed collaboratively, e. g. a
target architecture or system landscape, architectural models or more strategical goals
and values. In general, more research could be done on whether the transition to more
collaborative decision making based on agile and lean values and principles is desirable
in organizations and how such an approach can be implemented.

To demonstrate and proof the actual long-term value and applicability of the collabo-
rative approach and tool-support, one of the possible next steps could be a field study
obtaining data on the long-term usage, providing more measurements and insights into
the applicability and value contribution of the solution artifacts over a longer period of
time.
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A.1. Evaluation interviews

1. General questions

a) Which of the below roles are applicable for you?

b) For how many years have you been active in the field of enterprise architec-
ture and/or agile software development?

2. Collaborative approach for establishing architecture principles and guidelines

a) The approach focuses on creating a community of developers and solution
architects from different agile teams as well as enterprise architects, meeting
regularly, discussing and deciding on architecture principles and guidelines
together.

i. In your opinion, how valuable is such a collaboration for agile teams?

ii. In your opinion, how valuable is such a collaboration for enterprise
architects?

b) What challenges do you see in the actual implementation of such a commu-
nity? In your opinion, which problems need to be considered and solved in
order to make the collaborative approach successful?

c) It is important that development teams do not just get architecture principles
and guidelines dictated by other stakeholders, but that they are the main
stakeholder themselves in managing architecture principles and guidelines
and are involved in the whole approach.

d) Agile teams can provide valuable input for creating and refining common
architecture principles and guidelines drivers (especially based on their
implementation experience, the issues they face on a daily basis, team-
specific agreements, and their technical knowledge and insights in innovative
technologies) (step 1).

e) The input of enterprise architects to principles and guidelines is still im-
portant because of their insight into multiple teams, knowledge of business
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goals, strong network and their resulting ability to align multiple teams,
business and IT (overall).

f) The approach proposes to derive architecture principles from drivers and
then further specify those – often more generic – principles into one or
multiple, more specific guidelines that give insight on how to actually
implement the principle. It proposes to define one or more KPIs for each
guideline to be able to measure the level of compliance with a guideline
(step 2-3).

i. It is valuable to specify generic architecture principles to one or more
specific guidelines.

ii. It is valuable to specify one or multiple KPIs for each guideline.

g) It makes sense to categorize guidelines (e. g. by tags), to define target
groups for guidelines and to use those tags and target guidelines later to
map those resulting sets of guidelines to certain project criteria (because not
all guidelines are applicable for all types of projects, but there are certain
patterns of important guidelines for similar projects) (step 3).

h) It makes sense to let the group of developers and (enterprise) architects vote
if a new guideline should be accepted into the pool or if a certain change
should be made (as long as the new or changed guideline is not based on a
legal requirement), instead of solely relying on a senior architect or manager
to make that decision alone (step 4).

i) It is important that enterprise architects support agile teams in applying
architecture principles and guidelines (step 5).

j) Teams should be self-responsible for managing their compliance to guide-
lines and not controlled by team-external stakeholders (e. g. enterprise
architects) (step 6).

k) Do you have any comments or open points?

3. Tool-Support

a) Agile teams and enterprise architects have a good overview on which guide-
lines agile teams must or should adhere to.

b) It is easy for agile teams and enterprise architects to give feedback on
guidelines.

c) It is a lot of effort to identify which guidelines a specific agile team is
fulfilling and which ones it is not fulfilling.
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d) It is easy for agile teams to look through existing guidelines and select the
guidelines that fit to their use cases.

e) It is simple to get an overview of which agile teams are compliant to which
guidelines.

f) It is clear why an agile team decided against using a specific guideline.

g) General usability of the application

i. I think that I would like to use this system frequently

ii. I found the system unnecessarily complex

iii. I thought the system was easy to use

iv. I think that I would like to use this system frequently

v. I think that I would need the support of a technical person to be able to
use this system

vi. I found the various functions in this system were well integrated

vii. I thought there was too much inconsistency in this system

viii. I would imagine that most people would learn to use this system

ix. I found the system very cumbersome to use

x. I felt very confident using the system

xi. I need to learn a lot of things before I could get going with this system

A.2. Semi-structured case study interviews

A.2.1. General information

1. Section: Overview of the transformation

a) What are the reasons for the transformation?

b) What are the goals of the transformation?

c) When did the transformation begin?

d) How did the transformation take place?

e) What success have you achieved so far?

2. Section: Agile methods and practices

a) Which agile and large scale agile methods / frameworks are used in your
organization?
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3. Section: Challenges and solutions

a) What are the greatest challenges of the transformation?

b) How did you try to solve the challenges?

4. Section: Plans for the future

a) What are the next steps?

b) What are possible stumbling blocks?

c) On a scale from 1 "no enablement at all" to 10 "very strong enablement", how
strong does the EAM enable the scaling of agile practices?
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A.2.2. Architecture principles

1. Section: Background questions

a) Which role description applies to you?

b) For how many years have you been working in the field of agile software
development or EAM?

c) How is your EAM organization structured? Which architectural roles do
you have and how are they assigned to the agile teams?

2. Section: Drivers and goals

a) Which driving forces are significantly responsible for creating architectural
principles?

b) What are your goals in defining architectural principles?

3. Section: Specification and classification

a) Which architectural principles do you use in an agile environment? Which
architectural principles from the attached Excel list do you use? (Please
specify them in the Excel list)

b) Are there architectural principles that are unsuitable for the agile environ-
ment or which are not applied? If so, why?

c) Who is responsible for the creation and specification of the architectural
principles?

d) Is there a guideline for creating architectural principles?

e) (If yes): With which specifications?

f) (If yes): Who created this guideline and is responsible for its maintenance?

4. Section: Application and compliance

a) When do new architectural principles become valid?

b) What measures exist for the implementation of the newly created architec-
tural principles?

c) In which way is compliance with the architectural principles checked and
ensured?

d) Which tools are used to test compliance with architectural principles?

e) What problems do you identify when introducing or implementing architec-
tural principles?
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5. Section: Discussion

a) Generally speaking, what do you expect from the cooperation with TUM?

b) If necessary, can we contact you again in the context of the case study? If
yes, please enter your name and email address. Naturally, we will not make
this data available to third parties.

c) Are there any comments or open questions?

A.2.3. Architecture boards

1. Section: Background Information

a) Which role description applies to you?

b) For how many years have you been working in the field of agile software
development or EAM?

2. Section: Architectural Decisions

a) Name typical examples of architectural decisions in an agile environment.

b) How do you categorize architectural decisions?

c) How and where are architectural decisions documented?

d) At what level and by which role is an architectural decision made?

3. Section: Architecture Boards

a) What forms of architectural boards do you have in your company? Please
specify the existing forms in the attached Excel list.

4. Section: discussion

a) Generally speaking, what do you expect from the cooperation with TUM?

b) If necessary, can we contact you again in the context of the case study? If
yes, please enter your name and email address. Naturally, we will not make
this data available to third parties.

c) Are there any comments or open questions?

A.2.4. Role of the enterprise architect

1. Section: Background information

a) Which role description applies to you?
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b) For how many years have you been working in the field of agile software
development or EAM?

2. Section: Responsibility

a) What responsibilities do Enterprise Architects have in your company?

b) How did the responsibilities of Enterprise Architects change in an agile
environment?

c) What distinguishes your Enterprise Architects and how do they differ from
the classic role of Enterprise Architects in other companies?

d) How did the working methodology of the Enterprise Architect change in an
agile environment?

e) How did the environment of the Enterprise Architect change in an agile
environment?

3. Section: Collaboration

a) How should Enterprise Architects support agile programs and agile trans-
formation?

b) How is the role of the architect practiced in your company?

c) What are the characteristics of the role selected in question 3.2?

d) What are the advantages and disadvantages of the role mentioned in question
3.2?

e) In your opinion, which of the roles listed in question 3.2 should be lived
more strongly in the future?

f) Should Enterprise Architects be part of the agile teams?

g) To what extent should Enterprise Architects be involved in the agile pro-
grams?

4. Section: Artifacts

a) What artifacts are provided by the Enterprise Architects to the stakeholders
in an agile environment?

b) What artifacts should be provided by Enterprise Architects to stakeholders
in the future?

5. Section: Problems and outlook

a) What problems do Enterprise Architects encounter in an agile environment?

b) In your opinion, how should these problems be addressed?
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c) What recommendations would you give Enterprise Architects in an agile
environment?

d) On which topics should Enterprise Architects focus in the future?

6. Section: Discussion

a) Generally speaking, what do you expect from the cooperation with TUM?

b) If necessary, can we contact you again in the context of the case study? If
yes, please enter your name and email address. Naturally, we will not make
this data available to third parties.

c) Are there any comments or open questions?

A.2.5. Value contribution of enterprise architects

1. Section: Background information

a) Which role description applies to you?

b) For how many years have you been working in the field of agile software
development or EAM?

2. Section: Enabling

a) What information do Enterprise Architects need from agile teams to provide
appropriate architectural models?

b) Which architectural models are provided to the agile teams by the Enterprise
Architects?

c) What do agile teams expect from Enterprise Architects’ architectural models?

d) Are the expectations regarding the architectural models fulfilled? (On a scale
from 1 "not fulfilled" to 10 "more than fulfilled")

e) Please give reasons for your answer:

3. Section: Cooperation

a) Is it difficult to find an Enterprise Architect as a contact person?

b) How do you rate the availability of an Enterprise Architect? (On a scale from
1 "not available at all" to 10 "always available")

c) How do Enterprise Architects communicate with agile teams?

d) What do agile teams expect from the communication with Enterprise Archi-
tects?
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e) Are expectations in terms of communication fulfilled? (On a scale from 1
"not fulfilled" to 10 "more than fulfilled")

f) Please give reasons for your answer:

g) To what extent are agile teams involved in the architecture processes that
are relevant to them?

h) To what extent should agile teams be involved in the architecture processes
that are relevant to them?

i) Are the expectations in terms of the integration into architectural processes
fulfilled? (On a scale from 1 "not fulfilled" to 10 "more than fulfilled")

j) Please give reasons for your answer:

k) How do Enterprise Architects support agile teams?

l) What kind of support do agile teams expect from Enterprise Architects?

m) Are the expectations in terms of support fulfilled? (On a scale from 1 "not
fulfilled" to 10 "more than fulfilled")

n) Please give reasons for your answer:

o) In what form and frequency can the agile teams give feedback to Enterprise
Architects?

p) In what form should feedback from agile teams be given to Enterprise
Architects?

q) Are the expectations in terms of feedback fulfilled? (On a scale from 1 "not
fulfilled" to 10 "more than fulfilled")

r) Please give reasons for your answer:

s) On a scale from 1 "not fulfilled" to 10 "more than fulfilled", how likely is it
that you would recommend the EA? (To an agile team that has developed
without the support of an Enterprise Architect)

4. Section: Review

a) How does feedback from agile teams affect the EAM?

b) Which criteria are currently used to assess the value contribution of the EAM
and which metrics are used to measure it?

c) How could the value contribution be measured in the future?

5. Section: Governance
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a) To what extent do agile teams want to be controlled by the Enterprise
Architects?

b) Which requirements can help?

c) Which specifications would not be helpful or restrictive?

6. Section: Discussion

a) Generally speaking, what do you expect from the cooperation with TUM?

b) If necessary, can we contact you again in the context of the case study? If
yes, please enter your name and email address. Naturally, we will not make
this data available to third parties.

c) Are there any comments or open questions?
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