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Abstract

In today’s world the need of inter-connectivity between systems is gaining greater impor-
tance. An enabler of such connections are Application Programming Interfaces (APIs). APIs
allow access to big volumes of data, services and processes. Companies value their strategic
potential and are getting a better understanding of the benefits of building APIs. In today’s
economy organizations do not operate solely, but often collaborate with others to create a
competitive product in the vastly changing business. By opening internal projects via APIs
new partnerships are feasible and by doing so, hidden potentials of existing projects are
realised.

Numerous valuable advantages of APIs in regards to collaborations have been studied.
They provide a high level of data security and management of access. They bring agility,
scalability and accessibility to big data systems. Further, their implementation allows for the
developers of the API to track usage of the services they are providing.

However, many projects end with the development of a functionality for internal use and
rarely the development of an API afterwards lies in the scope of the project. Thus, develop-
ment teams and other key roles involved in the process need to be incentivized to create APIs.
Goal of this thesis is to research and design a process for incentive mechanisms for opening
internal systems via APIs.

The process will focus on defining and overcoming the challenges that exist when developing
an API in internal solutions, e.g. big organizations. Further, existing incentive mechanisms
will be gathered and examined in the context dependencies of a corporation. The resulting
findings of this analysis will be then defined into a list of recommendations for incentivizing
teams to provide partner APIs.

The proposed solution for motivating teams is adapted to the specifics of an organisa-
tion, but takes into account the requirements of interviewees from more than one project.
Twenty one professionals with different roles like software engineers, architects, product
owners and leading positions are interviewed. In total, nine recommendations of action based
on related literature and semi-structured interviews are proposed. They span trough different
aspects, such as providing guidelines and platforms and top management initiatives, and
cover methods from demand to motivation encouragement.

The evaluation of the recommendations of action is done qualitatively by conducting in-
terviews with experts from the field.
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Kurzfassung

Heutzutage gewinnt die Notwendigkeit der Konnektivität zwischen Systemen zunehmend
an Bedeutung. Solche Verbindungen sind mittels Application Programming Interfaces (APIs)
möglich. APIs ermöglichen den Zugriff auf große Datenmengen, Dienste und Prozesse.
Unternehmen sehen ihr strategisches Potenzial und haben ein besseres Verständnis für die
Vorteile der Entwicklung von APIs. In der heutigen Wirtschaft, wo sich die Business Trends
schnell ändern, arbeiten Organisationen nicht isoliert, sondern häufig mit anderen zusammen,
um ein konkurrenzfähiges Produkt zu schaffen. Durch das Öffnen interner Systeme über
APIs sind neue Partnerschaften möglich und auf diese Weise wird ihre Wertschöpfung erhöht.

Zahlreiche wertvolle Vorteile von APIs in Bezug auf die Zusammenarbeit wurden rescher-
schiert. Sie bieten ein hohes Maß an Datensicherheit und Zugriffsverwaltung. Sie bieten
Flexibilität, Skalierbarkeit und Zugänglichkeit zu Big-Data-Systeme. Darüber hinaus er-
möglicht ihre Implementierung den Entwicklern, die Nutzung der von ihnen bereitgestellten
Dienste zu untersuchen.

Viele Projekte enden jedoch mit der Entwicklung einer Funktionalität für den internen
Gebrauch und selten ist die Entwicklung einer API im Rahmen des Projekts im Voraus
geplant. Daher müssen Entwicklungsteams, sowie andere am Prozess beteiligte Personen,
dazu inzentiviert werden. Ziel dieser Studie ist es, einen Prozess für Anreizmechanismen
zum Öffnen interner Systeme über APIs zu erforschen und zu entwerfen.

Der Prozess konzentriert sich auf die Definition und Überwindung der Herausforderungen,
die bei der Entwicklung einer API in internen Lösungen, z.B. bei Großunternehmen, bestehen.
Darüber hinaus werden bestehende Anreizmechanismen im Kontextabhängigkeiten eines
Unternehmens gesammelt und untersucht. Die daraus resultierenden Ergebnisse dieser
Analyse werden dann in Handlungsempfehlungen definiert, mit den Teams dazu angeregt
werden, Partner-APIs bereitzustellen.

Die vorgeschlagene Lösung zur Motivation von Teams ist an die Besonderheiten einer
Organisation angepasst, berücksichtigt jedoch die Anforderungen der Interview Partnern
aus mehr als einem Projekt. Ein und zwanzig Fachkräfte mit unterschiedlichen Rollen wie
Softwareentwickler, Architekten, Projekt Owner und Führungskräfte werden interviewiert.
Insgesamt werden neun Handlungsempfehlungen vorgeschlagen, die auf Literaturreschersche
und halbstrukturierten Interviews beruhen. Sie umfassen verschiedene Aspekte, wie z.B.
die Verfolgung von Richtlinien und das Anbieten von Plattformen sowie Initiativen des Top
Managements. Sie decken Methoden von der Anforderung bis zur Motivationsförderung

v



Kurzfassung

ab. Die Auswertung der Handlungsempfehlungen erfolgt qualitativ durch Interviews mit
Experten aus der Praxis.
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1. Introduction

1.1. Motivation

In today’s digital economy a strategic application programming interface (API) management
is gaining importance for successful organisations. To fully use the potential value of APIs, a
thorough understanding of their usage, potential business models and monetization strategies
should be present [1]. Many leading companies in the API economy, such as Google with
Apigee, Amazon Web Service with Amazon API Gateway and others, have created API
management platforms that assist them, their partners and their clients to establish a platform
for communication and consumption and also usage analysis [2].

No organisation can prosper innovatively without the engagement of its teams and pro-
fessionals. The way to achieve a new API strategy for a large company spans through various
methods for the engagement and motivation for providing APIs. The famous statement of
Amazon’s CEO Jeff Bezos pressures employees to provide access to functionality explicitly
with interfaces, that further need to be well documented [3], [4]. These requirements are often
seen as the success that followed with Amazon Web Technologies. The fact that the services
provided there have been first widely implemented in Amazon itself, contributed to their
well-designed functionality and met the real needs of professionals worldwide.

The goal of this study is to research the wide range of possible incentive mechanisms
for opening internal systems via partner APIs. It takes into account motivators spanning from
a direct demand as described above to intrinsic motivators. Our research further investigates
the differences that could be present for the various roles involved in the API economy –
developers, architects, product owners and upper management. They have different perspec-
tives on why the establishment of a partnership is valuable to them. The abilities that APIs
give to an organisation advance with the development of technologies. Cloud Computing,
Big Data, Artificial Intelligence and Deep Learning, Internet of Things (IoT) are topics that
are vital for companies to enhance existing systems into innovative digital business solutions
[5], [6], [7].

The different types of APIs bring various benefits depending on the systems, companies
and business they connect. Perhaps the most important step for any organisation, when
identifying its role in the API economy, is locating potential sources of API value and placing
those on within API value chain [1]. The experience gathered with APIs in internal settings is
valuable and is a starting point for many teams, that want to be able to open their systems to
consumers. Partner APIs have multiple definitions in literature [2], [8], [9]. One differentiation
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1. Introduction

of interfaces is done based in on the business value that they represent. Thus, they are
divided into APIs for system connectivity, APIs for enterprise mobility and productivity,
business-to-customer APIs, APIs for partner collaboration and APIs for revenue generation
[8]. Within a large organisation any of those APIs can be of interest to the context of this
thesis since each and every one of them holds its obstacles and requires different incentives.

1.2. Research Objectives

This thesis intents to study challenges and incentives for creating and maintaining APIs in
large organisations and further for the opening of internal systems via partner APIs. The
research topic is divided into the following four research questions (RQs). Their formulation
and a more detailed explanation of the objective of the question is to be found below:

RQ1: What are the challenges for providing partner APIs in internal solutions?

With this question the identification of challenges, that different roles see for the providing of
partner APIs is desired. Partner APIs technically enable business-to-business relationships.
Towards the answering of this question a research of literature for both API development
challenges and API management challenges is done. The obstacles cover different aspects
of API development and management, e.g. design of an API. A further setting taken into
account is the development of APIs in ecosystems. To refine the results better for APIs in large
organisations, a great portion of the interview phase of this study is dedicated to defining
challenges that professional face in practice.

RQ2: What are existing incentive mechanisms motivating teams to provide
partner APIs?

Main objective here is to find published scientific work for incentivizing the process of API
creation, especially for partner APIs. Incentive mechanisms range from obvious ones, such as
monetary, to social, like gamification methods. This study covers both intrinsic and extrinsic
incentives. Since there is little literature about incentives in regard to developing partner APIs
or APIs in general, the literature review for this question looks into incentives in other areas
of software development such as software process improvement, developer ecosystems, open
source software and service-oriented architecture.

RQ3: What are incentives for providing APIs or API platforms in a large IT
organization?

To answer this question participants from different companies, the majority coming from
large IT organizations, are asked to identify incentives that are already incorporated into their
work environment or try to justify, if any other incentive mechanisms are applicable to their
work. Although the interviewees mention different motivating factors for them, a certain
incentive mechanism could not be established based on this qualitative analysis due to the
differences in the divisions within the organization.

2



1. Introduction

RQ4: What are recommendations of action for incentivizing developers and
architects to provide partner APIs?

A more appropriate way to address the research topic of incentivizing API development and
maintenance is creating a list of recommendations of action, when planning an API initiative
within an organisation. The list incorporates experiences from various companies as well as
from literature. The implications are evaluated by professionals in a follow-up survey.

1.3. Research Approach

A structured literature review has been conducted following the approach proposed in [10].
Goal of the literature review is to identify existing challenges in API development and main-
tenance and further to find incentives mechanisms for providing partner APIs. Aim is to
create a foundation for further research based on interview sessions and identify concepts
that are existing and well-studied. Multiple digital libraries such as ScienceDirect and IEEE
Xplore, as well as Google Scholar, have been searched.

What are obstacles professionals face, when developing an API in a large organisation?
What would help them improve their development and maintenance process? In order to
answer those questions, we conducted a series of interviews with 21 professionals with
different roles - ranging from software engineers, to architects, to team leads. The interviews
included employees of four different companies from diverse businesses. Their input gave us
different interesting insights into how they see the API economy developing in their work
area and what are the needs for further improvement. An overview of the research approach
of this study can be found in Figure 1.1.

In the initial phase, we carried out five conversations with software architects and peo-
ple from the business to explore the different possibilities for an incentive mechanism and
better prepare the questions for the interview phase. This initial phase consists of exploratory
interviews that are informal and unstructured. The main focus of the informal talks has
been to give initial direction as to how professional could be incentivized in practical setting
and what could be leading strategies that are applicable to the company culture of our main
industry partner. A list of the roles and the industry, in which the experts are occupied, can
be found in Table 1.2.

Next, a series of semi-structured interviews with a majority of experts from our main
industry partner and some professionals from other companies has been conducted. In
contrast to the exploratory phase, here a questionnaire has been prepared in advance, such
that the discussions follow a certain structure and cover main points that are part of the scope
of this thesis. Thus, the future analysis towards exploring recurring pattern is possible. The
question catalogue has been constructed based on the literature review done beforehand
and the insights from the exploratory phase. The questions have been discussed with other
professionals to ensure their openness provides enough freedom that interview partners from
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different industries can answer and still be analyzed holistically. A list of the roles, their
professional experience in years and the industry in which they are occupied can be found in
Table 1.1.

We interviewed professionals from four different companies – two large IT organisations, a
financial company and a mobility provider. The majority of the participants, 24 to be exact,
are employees of an international large organisation, that is the main industry partner of this
study.

The analysis of the interviews is based on the Grounded Theory methodology [11]. Following
this approach a systematic and traceable way of analysis of the conversations is ensured [12].

Figure 1.1.: Overview of the research approach.
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Alias Role Experience Company
A1 Enterprise Architect 14 years Banking
A2 Software Architect 6 years Large tech organisation
A3 Software Architect 4 years Large tech organisation
A4 Software Architect 5 years Large tech organisation
A5 Software Architect >5 years Large tech organisation
A6 Software Architect 2 years Large tech organisation
A7 Software Architect 1 year Large tech organisation
A8 Principal Key Expert 13 year Large tech organisation
A9 Senior Principle Engineer 9 year Large tech organisation
A10 Software Architect 14 years Large tech organisation
D1 Data Scientist 3.5 years Large tech organisation
D2 Developer 8 years Large tech organisation
D3 Lead Customer Engineer 1 year Large IT company
D4 Senior Software engineer 5 years Large tech organisation
D5 Software engineer 1.3 years Large tech organisation
D6 Software engineer 3 years Large tech organisation
D7 Software Engineer 2 years Large tech organisation
D8 Software Engineer 4 years Large tech organisation
P1 Product Owner 1 year Large tech organisation
P2 Team Lead 10 months Large tech organisation
UM1 Director Software Engineering 4 years Mobility

Table 1.1.: IDs, roles, years of experience at the given role and company of the interview
partners from the semi-structured interviews.

Alias Role Company
A12 Senior Software Architect Large tech organisation
A13 Engineer Large tech organisation
A14 Principal Key Expert Large tech organisation
UM2 Head of Digital Service Management Large tech organisation
UM3 Head of Global Process Ownership Large tech organisation

Table 1.2.: IDs, roles and companies of the interview partners from the exploratory unstruc-
tured interviews.
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1. Introduction

1.4. Thesis Outline

In this section a brief introduction to the purpose of each chapter is presented.

• Chapter 1 outlines the motivation to the research topic, defines the research questions
of the study as well as the research approach for answering them.

• Chapter 2 gives the theoretical foundation required to understand the problem state-
ment in depth and to further introduce some important concept of management and
incentivization of teams.

• Chapter 3 presents related publications in the area of API management and incentive
mechanisms in different software development processes since little academic literature
is given for incentives towards development and maintenance of partner APIs.

• Chapter 4 discusses challenges in regards to API management. The chapter first presents
challenges based on literature and further describes the ones identified in interviews.
The chapter concludes with a comparison of both.

• Chapter 5 provides information about incentives in literature and in interviews. The
incentives that are identified from interviews are separated in the ones that currently
apply to the professional experience of interview partners and the ones that they see
as possible. The possible motivators are modeled as recommendations of action that
an organisation might consider when developing an API strategy for entering an API
ecosystem through partner APIs. Some of the projects of the main industry partner are
presented as their context is important to reasoning why certain incentives are relevant
to developing APIs.

• Chapter 6 discusses a possible game theory mechanism that could be followed to
identify such recommendations in an new setting.

• Chapter 7 describes the evaluation of the recommendations of action. It presents the
extent to which the concept is seen as applicable and some further refinements are
proposed.

• Chapter 8 concludes the study by outlining the limitations of this thesis. It summarizes
the results and gives direction to future work.
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2. Foundations

The goal of this chapter is to present the theoretical foundations for the later work of this
thesis. It lays out various terms, concepts and methodologies based on publications relevant
for the context of the study. First, the different types of APIs are defined and aspects of the
API economy and the API life cycle important to the topic are discussed. Then, architecture
concepts that make the creation of APIs easier and some best practices are presented. The
chapter concludes with organisational topics in the development process - gamification, game
theory and change management.

2.1. API Economy

Before giving a definition of API economy, the ones of API and API management are described.
The definition of application programmable interfaces (APIs) is vital for the understanding of
the work presented in this study. When talking about APIs often the intention is set to web
APIs [4]. APIs give access to software components and therefore are seen as digital assets
[8]. APIs can become a starting point for business regardless, if they are invoked inside an
organisation or from external partners [4]. The fact that they enable the sharing of data and
applications based on standards, makes them a "new form of business model innovation",
because they provide functionality for the creating of new offerings [1]. Therefore, in the
context of creating business opportunities, APIs are defined as interfaces that are docu-
mented, consistent and reliable and establish partnerships between the provider and customer
side [13]. The specific type of API, e.g. REST or event-driven, does not influence this definition.

To be able to unlock the capabilities, that APIs can offer, proper API management should be
in place. API management includes the activities around the design and implementation of
the interface, its release and use. Further, some literature sources include the management of
an API ecosystem [9] or the management of developer and business communities [8].

Looking at APIs as enablers, results in placing them in digital ecosystems. When an or-
ganisation starts creating or consuming APIs, it forms new partnerships and creates new
ecosystems [8]. Thus, the API economy can be defined as the "the commercial exchange of
business functions and capabilities using APIs" [1]. The interaction between partners, whether
companies, individuals or open source communities, fosters innovation and changes the way
business is done in the direction of digitalization [4].
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2.1.1. Types of APIs

Although different scientific publications do not consent to one differentiation and definition
of the types of APIs, most distinguish between private, partner and public APIs [14]:

• Private APIs pair two processes directly. Those APIs in most cases provide access to
data. Private APIs can also provide integration components.

• Partner APIs represent business relationships.

• Public APIs, also often referred to as open APIs, are publicly available and there is no
limitation in accessing them.

Other sources [13] group private and partner APIs as one and clearly distinguish them
from public APIs, because they see them as much more valuable and as the real driver for
innovation opposed to open APIs. Perhaps the most essential differentiation to be made is to
identify who is the end-user of the interface and defining its value chain [13]. The API value
chain transforms existing business assets into value for the consumers of the endpoint. It is
vital to know what is the business value of those assets and how their owner will benefit from
them. Just as important is the exposure of the business value in a way such that it can be
adopted from the developers, that will consume the API. The consumption comes indirectly
from the solutions build on top of the interface. Those solutions are the ones used by the
end-users. Taking all stakeholders in this value chain in consideration helps for the creation
of a well-designed and successful API. A visualization of the chain is presented in Figure 2.1.

The business value, exposed by an API, can be a further criteria for their type separation [8].
The book [8] presents five different types of APIs in an increasing order based on the visibility
of direct revenue they generate. At the very beginning, as with other publications, are APIs
that expose information assets. Their pay-off depends on the applications on top. Then
come the interfaces that provide access to business processes, resulting in their optimization.
Until here those APIs could be generalized as private. The API value chain continues with
business-to-customer and business-to-business solutions. Here the value of the APIs is much
more quantifiable. The chain ends with APIs for monetization, where the API is a product
with a monetization strategy at hand.

From the different definitions of APIs, we see that opening internal systems to others first
questions who the consumers of the business assets will be – other parties of an organisation
or business partners in the face of third companies.

2.1.2. Drivers for API development

In this section some business aspects as to why organizations aim at API development are
presented. One reason is that they easily provide a shift of focus towards the customer
experience. Further, they create an ecosystem in which partners easily leverage the value of
business assets of others. Another reason is that they significantly reduce the time to market.
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Figure 2.1.: API value chain adopted from [13] and extend to the context of an ecosystem as
presented in [15].

[1] Those main advantages that APIs provide fit well to the design of private and partner
APIs. Benefits of private APIs include the enablement of fast and scalable development, the
simplification of access to business assets. They help businesses create value fast, whereas
public APIs mainly contribute to raising the awareness of their benefits. The most important
advantage of open APIs is that they represent the digital products of a company. [13]

2.1.3. API Platforms

Many organisations today strategically aim at the adoption of cloud solutions to become
customer-centric and achieve digital transformation [8]. Reaching this goal often involves
an API platform. Established platforms like Kong [16], offer connection of services to allow
developers use the advantages of the newest design pattern. The most important benefits
of adopting an API platform for an enterprise lie in the secure management, the scalability
and throttling, cashing and monitoring. API platforms assist companies to meet customer
demands in a consistent manner. [17]

This study investigates different aspects of API platforms and API gateways. They have their
challenges, but are still seen as an important enabler for a proper API management within a
company and as vital for creating some visibility and transparency.

2.2. API Life Cycle Management

To be able to have a better overview of the challenges in regard to the processes around API
management, first the API life cycle is to be briefly discussed.

The API life cycle in Figure 2.2 displayed below is two-fold. The producer and the consumer
cycle are captured – both having their own challenges. The consumer cycle is important to us
because we focus on APIs that are to be offered to a partner. It encapsulates the activities of
the API maintainer and the different steps represent the further development of the team’s
strategy. Next, those steps, which are most important to this study, are reviewed.

The whole life cycle starts with the Strategy step, where the market to address is speci-
fied and the goals are set. This step is a focal point not only when it comes to obstacles
around API development and maintenance, but also to the incentives discussed in a later
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chapter.

The Design phase, together with the Mock and Test phase are seen as challenging steps
in literature. It is helpful that they are broken down into to 3 separate steps since in practice
these phases could take a longer period of time and are composed of continuous communica-
tion between different stakeholders.

Management is as important in the scope of the study as the creation of an API, since
goal is to research both development and maintenance. This activity encompasses versioning,
deprecation, and retirement.

Figure 2.2.: API Life Cycle Management: a detailed view of the API life cycle. The cycle
is displayed as two-fold, thus represents both the producer and the consumer
related activities. [18]

2.3. Profitable Architecture

In this section software engineering concepts that are important for a good API design and
also facilitate the development of APIs are presented. Here, principles such as loose coupling
and architecture recommendations are discussed.

One important design practice is aiming for loose coupling in a system [19]. Coupling
captures the number of dependencies between modules of a system. When it is loose, the
dependencies are few. In contract, tight coupling refers to many dependencies, which might
sometimes even be unknown. Service-oriented architecture, for example, should be aiming at
loose coupling, so that there are a few and well-known dependencies between the consumers
and the providers. [20] This principle is advantageous for the establishment of partner APIs
as well.
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The good practice of loose coupling becomes easily overseen, because an API is usually
build for a specific use case, resulting in an interface with many dependencies with the
underlying system [19]. A possible outcome is to have an infrastructure that is "not portable,
scalable, reliable, or secure" [19]. In respect to partner APIs, this should be avoided. A tightly
coupled architecture hinders the introduction of an API platform, where partners can easily
access different APIs. The reasons for the importance of having such a platform or an API
registry is also discusses elsewhere [21]. The paper [21] talks about good design practices of
enterprise architecture and informs about the advantages of having an enterprise API registry.

The various types of APIs require different types of architecture design. For example,
web APIs profit from RESTful services and from having a service layer in the architecture
[22].

2.4. REST API Guidelines

Throughout this study often the importance of creating APIs of high quality is discussed. In
order to have some common understanding as to what requirements need to be fulfilled in
order for an API to be of good quality, this section presents some key best practices for REST
APIs. There are various existing guidelines for the creation of REST APIs and an overview as
well as a comparison can be found in [23]. The focus lies in REST APIs since they are widely
spread and often referred to in the conducted interviews to this study. Next, a few major
points for good development practices for REST APIs coming from Zalando’s guidelines [24]
are discussed:

• API-first approach: This design practice is shortly defined in the guidelines as “Mi-
croservices development begins with API definition outside the code and ideally in-
volves ample peer-review feedback to achieve high-quality APIs.” [24] By first working
on the specification of an API, a better level of abstraction can be reached resulting in
better design. It also reassures the customer needs are met.

• Standardization: Consistency with other teams’ APIs and global architecture and
obtaining a common look and feel is important especially to external users of company
digital assets.

• API Documentation: A key factor as to how the API is going to be used is the API
documentation. A good API documentation should give information about the imple-
mented methods and endpoints, examples, authorization information and any limits
[25]. Zalando’s guidelines require a specification with Open API.

• Meta information: The API documentation should hold information about the title,
version, description and contact.

• Security: It is required to use standards, such as authorization via OAuth or signatures.

11
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• Versioning: Versioning of an API is a must for the proper maintenance. There are
different recommendations as to how to version correctly and the ones of Zalando are
compared to others published guidelines in detail in [23].

• Deprecation process: The guidelines broadly define a few necessary steps that have to
be followed, when an API is deprecated.

2.5. Gamification

Gamification is defined as the use of game design elements in non-game context with the
goal to increase engagement and to motivate [12], [26], [27]. Gamification is gaining pop-
ularity in the digital economy since its application is transforming the business operations [28].

While there are many publications on how to engage users, in particular developers, to
consume APIs, little has been found about the motivation of API creation and more specifi-
cally partner APIs. The motivation in software development is however an important factor,
directly reflecting in the quality of a software product. The approach has been studied for
software process improvement [12].

2.6. Game Theory

Game theory is a generic language for the analysis of multi-agent systems [29]. It finds its
application in economics, politics and other social situations, where agents have different
preferences and goals [30]. Since the act of providing and consuming APIs includes social
and business aspect beyond the technical requirements for their creation, game theory is
applicable to the API economy as well. Different agents vary from the development team to
the different ecosystem players. Game theory has been previously applied in various software
development projects [31]. Existing approaches from game theory that have been studied in
economics could be applied to API development so that, first, the goals of all people involved
in the process are identified and, second, the process is optimised so that organisations can
maximise their profit.

2.6.1. Mechanism Design

Mechanism design is a special part of game theory that concentrates on "social decisions and
their effects on outcomes" [32]. Here, the social structure of an organisation is investigated
so that "individual incentives of participants can be transformed into the organizational
wide desired goals" [32]. Thus, a manager or designer tries to create a mechanism design
for the social structure of an organisation. The rules that are embedded in a mechanism
design can incentivize individuals to behave in a certain way towards reaching the goals of
an organisation [32].
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2.6.2. Stackelberg Game

Stackelberg game [33] is a strategic game in economics, that is non-cooperative and includes
two types of players: leaders and followers. The game proceeds in the way that the leader
announces some kind of information to the followers. They, on the other side, rationalize
their actions based on this decision making [34]. The Stackelberg game approach is presented
in Chapter 6 for the setting of API development.

2.7. Change Management

Change management in the context of organisations is defined as a continuous process of
renewing the organisation’s direction, structure and capabilities so that it adapts to the need of
both internal and external clients [35]. Change management is important for API management
since a successful API strategy drives a development team to become a product-based team.
Two main issues in change management have been identified – the rapid pace of change that
organisations have to deal with in order to stay in business and the fact that change affects all
organisations, regardless if the change is coming from within an organisation or from the
outside [36]. Gill et al. [37] argues about the importance of effective leadership in order for
change to be well introduced and preserved. Different API management and development
roles have to be involved in the change management process, because each one of them has
its own responsibilities in an API program [9].
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API Management and API economy: The books "APIs: A strategy guide" [13], "Continuous
API management" [9] and "Enterprise API Management" [8] give a detailed understanding
of APIs as a technology, talk about their potential in the digital economy and cover various
aspects of API management. All three sources are valuable to this thesis since they carefully
explain the different enterprise roles involved in the API management. Further, they give
many insights about looking at APIs as products. They talk about the architecture designs,
implementation patterns and organisation models

API Design: Murphy et al. [38] provides a detailed study on challenges and best practices in
regards to API design. The paper gathers experience from various industries and profession-
als and gives implications of how existing challenges for creating usable APIs could be tackled
and informs on best practices from developers’ experience. Main points in the paper are
designing towards a good API user experience, designing to most important use cases rather
than including all, enabling users to easily begin consuming the API and quick discoverability.

API management challenges in ecosystems: In [39] four main challenges in API management
ecosystems are defined from case studies. An API is investigated from its technical side
and as a business enabler. Although the challenges are defined for internal ecosystems, the
three ecosystems where the case studies were conducted are platforms with both internal
and external partners. Hammouda et al. [15] further studies the challenges of API design in
ecosystems. He stresses on the importance of the continuous development of APIs that are
part of a platform. The paper describes the API value chain in terms of an ecosystem.

Software development incentives: Incentives are studies widely in software areas different
from API management. Baddoo et al. [40] informs on motivators of software process im-
provement. The motivators in that area are insightful for API development and maintenance
as well. The paper stresses on the importance of the motivation of people involved in the
process in contrast to technical factors, that are easy to comprehend and manage. The author
bases his findings on classic motivation theory and divides them across different groups:
developers, managers and senior management.

Haruvy et al. [41] studies the two traditional models of innovation in the setting of open
source development. The author argues that both the private investment model and the
collective action model cannot justify the success of open source software. The given in-
centives could be related to API development in the aspects of monetary incentivization,
self-development and receiving gratitude.
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This chapter describes challenges in API development and maintenance and aims to answer
the question of defining obstacles for providing partner APIs in internal solution. Section
4.1 intends to summarize existing challenges discussed in literature. Section 4.2 presents a
qualitative study of challenges, that have been identified in the semi-structured interviews.
Both chapters are structured by the pillars of the API life cycle. Finally, the findings from
literature and interviews are compared.

4.1. Challenges in API Development and Maintenance - Literature
Review

This section presents the results of the literature review. An overview of the challenges can
be found in Table 4.1.

4.1.1. Strategy

Business value

Different strategy applies to the different types of APIs. One can distinguish between pri-
vate, partner and public APIs. However, in some literature, partner APIs are addressed
together with private APIs. When it comes to API strategy, it is important to define the API
value chain [13]. The success of the API is determined by the correct understanding of the
business asset, the API provider, the developers (the ones who consume the API) and the
applications, meaning the end users of the business assets. The value chain can be further
extended by incorporating an API ecosystem [15], which could be a part of an enterprise’s
API strategy. As described in [13] a private API can support a partner relationship, when
it is used for building applications of value to the partner. In case the partnership becomes
more automated, the book categorized the API as a public one. Although partner API as a
term is not used, the strategy regarding the business value chain is still relevant to it. It is
challenging for actors to correctly define the value chain and to continuously deliver value [15].

Quality

In an enterprise setting, the development of new APIs is in the majority of cases part of a
project and done by requirement. However, certain conditions have to be met to be able to
develop a good API (see section 2.4 for a definition of widely applied standards for REST API).
When a platform is also involved, two further challenges arise. First, the API has to meet the
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requirements of the ecosystem and, second, a assessment for that has to be established. These
challenges should be addressed in the strategy phase prior to definition and development of
an API. [15]

Ownership

While the goals set for an API are the focus of the strategy step, something else that is not
to be underestimated are the stakeholders involved in the process and more specifically the
development team. There are different strategies if the development team and the mainte-
nance team are the same or two separate groups of people. Finding a person, who will be
responsible for the API design is discussed in [38]. The question of responsibility around
APIs is something that will also be further discussed in the interview results, as it has been
expressed as a concern by multiple professionals from different branches.

4.1.2. Design and Implementation

The design phase of API management is perceived as the one with the most decision-making.
The design decisions made at this step of the process impact the whole life cycle. For example,
an event-based API influences the implementation, deployment, monitoring and documenta-
tion. [9].

Design

One of the main challenges of the design of an API is to determine the use cases that are most
valuable for a good design [38]. The paper suggests that reviews could be very valuable for
developers, which implies that it is currently missing. "Early feedback from users on an API’s
design and future use cases will result in a better design, but was reported to be challenging
to obtain." [38]

For the implementation of an API, guidelines are usually followed. Either from the open
source community or specific to the organisation at question, guidelines can be confusing and
not well fitting to the specific use case, for which the API is designed. This leaves developers
with open questions. [38]. Guidance become even more important, if the API is intended as
part of a platform, because certain standardization has to be created. [15].

A challenge is to decide who is doing the API design – is it coming from the project
manager/project owner or from the developers [38]. An example given in the paper is when
the API is about e.g. financial data. Then it might be better to have the design from the
service manager. On the other hand, when it is an API that is for database engineers, then the
design should come from the development team. In both cases there should be involvement
from both sides.

Developers’ education

Further, the education of the development team is to be taken into account. Good APIs are
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designed by experienced developers and the better the quality, the higher the probability
of re-usability of the API since it will have better API usability and better documentation.
This challenge has been discussed in [38] and [39]. The challenge is summarized by [39] in
the sense that regardless of the experience of the developer, the design and evolution, the
whole API life cycle, calls for a different mind set and therefore, continuous education is
advisable. API developers learn best through practice and based on feedback gathered from
peer reviews. The lack of specialization of software engineers in API design is discussed
as well, leading to an API design not oriented to the API user. More training materials are
needed. [38]

4.1.3. Deployment

A good interface is only recognised as such if its documentation is well written. Both cater
for a good user experience resulting into more strategic value [9]. Here, some challenges that
arise for providing a good documentation to the consumers are summarized.

Documentation generation

There has been a concert as to the automatic generation of software development kits and
documentation of APIs. Although there are existing solutions to automate the process, their
fine-tuning is still missing, creating output that does not fulfill requirements. [38].

API Portal

A further challenge is the lack of a portal designed for the developers, who consume the APIs,
where they can find documentation, SDKs and the APIs themselves. [42]

4.1.4. Security

In literature, APIs in different industries are studied. One problem that arises with the
development of technologies is the adequate security of APIs. In internet of things (IoT)
devices, developers are challenged to find new ways of securing communication, since well-
established and studied ways for authentication and authorization cannot be applied to a
device-to-server communication. [42]

4.1.5. Management

Management challenges in regard to API development and maintenance found in literature
are mainly concerning the evolution of an API in the context of a platform or ecosystem.

Versioning

Based on the progression of a platform, APIs have to evolve accordingly [15]. An interface
has to change guided by the data gathered from usage. "For the API to evolve, a regular,
systematic, and quantifiable assessment has to be planned." [15] How advanced the API
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to interact with the platform is a decision based on the user base of the API and could be
changing as more feedback of consumption is gathered.

In the book "Continuous API Management" [9] the author specifies three main challenges
for the API life cycle management. The first is the strategy of API governance of a central
architecture board. It is difficult to create a strategy that could be applied across many projects
and secure a high level of control over the API quality. Second, the scaling of the team, that is
managing the APIs, has to be according to the growth of APIs in the organisation. Last, it
can be difficult to establish a set of rules for the standardization of the interfaces, that does
not constraint the projects to decide on details based on the specifics of the projects. These
challenges are all with the presumption that an organisation aims at a central API strategy.

A further challenge, in the context of working with partners, is the innovation speed of
evolution. The difficulties come from the different speed with which the partners can migrate.
Their motivation to migrate is bounded by their business goals. [39]

Deprecation

The expected behaviour of an API is that it is created, versioned, deprecated and retired.
These steps are the foundation of its life cycle. While in literature, design and maintenance
are well studied, the deprecation process is often neglected.

In ecosystems, the deprecation of an API needs to follow a clear strategy. This becomes an
obstacle for development teams, since it is expected that the API will be maintained and kept
stable [39].

4.1.6. Discovery

Discoverability of APIs

In the discovery phase, it is important to promote an API so that it reaches consumers and
they start using it. A problem that has been previously encountered is the creation of a
documentation, which makes the use of the API easy. It is important that the documentation
consists of examples and is easy to work with, so that consumers are not put off by it [38].
A detailed study of what makes a documentation useful for the API consumer and aspects
how to overcome obstacles related to API documentation shows that documentation with
intent and scenarios are vital for a good use [43]. The API documentation should be done
with good developer experience in mind, so that they can, first, indicate the functionality of
the API is useful to them and, second, start using it easily.

Discoverability of platforms

The challenge discussed above becomes even more important, if the quality and usability of
the API are a premise for a consumer to be involved with a platform [15]. An API design
that does not satisfy the user needs and has to be changed hinders the platform to become a
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provider for stable solutions.

4.1.7. Monitoring

After the release of an API, its providers find it difficult to obtain customer feedback due
to the lack of tools [38]. Even if there is a channel, where information about the usage of
the interface is at hand, the interpretation might be troublesome. The challenge to identify
the usage of an API by the partners in order to optimise it is also discussed elsewhere [39].
The management of dependencies can vary in difficulty based on what kind of platform it is
talked about: centralized or shipping application type.

4.2. Qualitative Analysis of API Development Challenges

In this section the challenges identified in the conducted semi-structured interviews are
presented. The obstacles are from various projects that include developing and maintaining
APIs. As described in 2.1 the API life cycle consists of multiple phases and the challenges are
sorted according to those. An overview is displayed in Table 4.2.

Since in the interview phase specialists from different companies and with different po-
sitions have participated, the described challenges below are further distinguished by those
criteria as well. This is needed since companies are in different stages of their strategy
development when it comes to the API economy and market and, therefore, the difficulties,
that the employees of the firms have, differ.

4.2.1. Strategy Challenges

In the strategy phase of the API life cycle, goals are set. Defining targets includes various
challenges mainly because all parties have to decide on a clear strategy.

Requirements satisfaction

In the case of a project that is in an early phase of definition, interview partners [D2, A2,
A3] have identified as challenging to cover different requirements of different use cases. For
example, creating an API gateway means diverse requirements have to be fulfilled by it,
ensuring all use cases. Further, problematic is ensuring the availability of data at all time
for all use cases. Having multiple use cases also challenges architects to decide on a overall
strategy for the gateway, especially when scenarios come in after initial strategy planning.

"Every app can have different requirements and these requirements need to be
fulfilled by the API gateway. We have to ensure these use cases. The gateway
should be able to communicate to all the services at all time." [D2]

Another challenge expressed by multiple informants is estimating the need of an API before
it creation [A8, A10, UM1]. The need of the API has to be well-justified. This holds for
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Table 4.1.: Challenges of providing partner APIs based on main sources of literature review.
The challenges are sectioned by the phases of the API life cycle.
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both directions: having a use case and creating an API out of it or actively searching for a
service or functionality, where the development of an API would be a beneficial investment.
Both are found challenging since they demand communication between different stakeholders.

Challenging topic that the developers themselves see in the strategy phase of API develop-
ment, a key aspect that is recurring in the interviews, is the communication. For example,
communicating the API requirements with different stakeholders such as product owners
and architects can be difficult even when doing a proof of concept (PoC).

Developer community

A strategy obstacle for the establishment of a gateway is also considering that opposed to
other platforms, an API gateway within an organisation has much less developers contributing
to it [A7]. To reach a critical mass on the platform becomes troublesome since fewer people
need to create a lot of value fast.

When working with a monolith system, whose architecture is to be rebuild into a microservice
architecture, the creation of APIs is a task that may come as new for the developers. Thus,
lack of previous experience and lack of guidelines to follow is identified as a challenge that
some teams have to overcome on their own.

Ecosystem needs

From an organisational point of view, challenges are connected to how to become a ecosys-
tem partner without overexposing valuable assets. [UM1, P1, D3] Where there are many
competitors on the market, a discussion arises which APIs are to be opened and which not.
And further, how to protect them. It is challenging to move away from an isolated position
that one company can produce a full stack that is a product and think more of an ecosystem
approach. Interview partners see that it is hard to give up on the intellectual property but
is the only way an ecosystem could exist. But profiting of foreign assets means that one’s
products shift from being isolated products, where the amount of value is limited just by that
one company.

"So, if you book directly on a hotel website, you get some benefit. And this is
basically the war in the travel industry. I mean, you need the aggregator [websites].
On the other hand, you want to fight them a little bit. And this is why we always
have the discussions, if we should open APIs or not." [UM1]

The last challenge, in regard to strategy, is how to measure the business success of an API –
based on consumption, based on increase in revenue or customer gain. [D3]

4.2.2. Definition Challenges

Standardization

Defining standards for the APIs with the responsible teams or the service owner is seen as
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problematic [A1, A2, A10, UM1, P1]. This is important for both provider and consumers.
Providing teams have to follow certain standards for the users to have a coherent experience
when consuming different APIs.

"Because, in my view, the challenge with API design is when every project does
if for themselves. Then it is quite likely that every project will also implement a
good API, but if you have them side by side, they have nothing in common. As I
said, that’s why, in my view, the challenge is that the APIs are also to some extent
uniformly designed, ideally based on a domain data model." [A1]

Part of the strategy is also to establish good design practices. It is difficult to ensure
extensibility of the interface, to require developers to put extra effort into designing re-usable
APIs. Discussions arise because although an API that is to be used for multiple use cases is
desired, at the time of design usually one use case is at hand. Thus, many assumptions have
to be made and additional effort is invested without a promise for new use cases. [A1, A3,
A10]

"If I don’t have more number of people or applications that will use this, the extent
of reuse of this API gets limited. This API would essentially be only used for one
or two applications that exactly need these values here. If I need something else,
somebody has to go back and update the connector or build a new connector."
[A3]

However, some [A9] argue that it is better to have the same methods that are in multiple APIs,
but to create role specific interfaces for the different user groups or for the different access
levels of one service.

API Design

The majority of interview partners have identified some main challenges in the definition
phase of the API life cycle, independently of their role. On one hand, it is challenging for
the development team to utilize the requirements for an API as good as possible. [D1, D4,
D5, A6, A8] On the other, defining the API to be understandable by user and providing
a good documentation is also troublesome. Both are next discussed in detail. [A2, A9, A10, D8]

Understanding the specification requirements is challenging because the specification of
APIs is often not detailed enough or not clear enough. When requirements are broad, devel-
opers have to interpret those requirements differently and take ownership of the decisions
made. Often the development team has to convince stakeholders, that the presented solution
is suitable in order to reach some end results. [D4] Developers express that product owners
usually have some requirements that change over time. This introduces a risk for the team
to reach deadlines and to produce a good software. It depends on the team – if they would
stand for the specification or they would be agreeing to changes. [D5] This is understandable
because part of designing an API is making decisions on the proper design of an API, the
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granularity of the design of an API, how much to expose from an internal system, at what
level to expose. Further, an open question is if one should create a single API, that exposes a
lot of the data, or more fine-grained APIs, that expose very specific aspects of the data. [A8]

Defining the API to be usable and understandable is further a challenge that developers face.
A good API, that is also to be used by partner, have to ensure high level of usability. [A10]

"One challenge is always the other end point, in this case, the consuming part of
the API, that we establish a common understanding of the API. In this case, we
had a two-way communication, so, he can send messages to me and I can send
messages to him. So, there was a lot of back and forth and redesigning the API
until both parties had a common understanding." [D1]

The API should be built in a way that different attributes are understandable. [A2] An API
has to be usable, that means, especially when it is given to the outside, it is very important
that the API is expressive, so that the intention is visible in its signature. When the method
names are hard to understand or there are very fine-grained methods, the consumer is left
on his own to interpret the API specification and, therefore, there is a lot that can be done
wrong. Another important aspect for the design of an API is not to let users create their
user scenarios by calling multiple methods in a sequence, but to cover as many scenarios as
possible in the definition of the API and have them ready to use. The functionality of the API
has to come from real and concrete workflows. [A9]

Often a documentation that is not detailed enough leaves some open questions, such as
where can the API work, what kind of data can it work with, what does it support and what
does it not. And all those should be documented along with some examples. [D8]

Although there are tools available for creating documentation, usually there is a gap between
the documentation and the implementation of the API. [A6]

A lot of the challenges concern mainly REST APIs since they are widely adopted. However,
one further challenge is to recognise when explicitly defined interfaces, where there is a clear
definition of which method to call to obtain certain output from a service, have to be replaced
by interfaces, which incorporate event storming. It is challenging to orient the development
to domain driven design. [A9]

4.2.3. Deployment

The deployment process also has its obstacles. Depending on the tools used for deployment,
developers do not always see the process as straightforward, for example deploying multiple
instances of the same service in the context of microservice-based architecture.

Cloud services have become widely used, however, there is a lack of proper authentica-
tion for developers to deploy to the cloud, leaving interfaces stored on local machines, where
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no visibility could be created. [D5]

4.2.4. Security

Security is an essential step of the API life cycle. Many developers and architects have ex-
pressed different concerns in regard to security – how to strictly follow the security constraints
of their organisation, how to quickly ensure security.

Security standards

Further, it is challenging to come to an agreement on how to best provide security. Both
internally and externally, services need to be exposed securely. [D3] On an organisational
level, questions such as what security protocols, identity and authentication is to be used,
what is a platform that is to be established to securely publish APIs internally and externally
for consumption, are usually still open. Technical teams are missing those decisions to publish
their APIs and get their services to be used. Instead of having a lengthy process, teams
require a way to publish things quickly. However, company policies that are in place prevent
them from publishing APIs directly to external users. For each interface, details like the
Accredited Service Provider (ASP) level of the data and communication though firewall need
to be defined [D1]. There is a lack of authentication and encryption following organisational
guidelines, that would potentially reduce operational costs for e.g. setting an authentication
process. One architect [A6] sees the need of a centralized way for rate limits, billing and
authentication. The issue is that a lot of APIs are available, but then one has to have a special
account, which is to be obtained from the API owner. When a company has an authentication
solution, which covers all cybersecurity requirements, it should not be the case that publishing
API is such a challenge. Further, an identified challenge is that solutions that work within the
intranet of an organisation, have to be adjusted for the internet.

"When we created [the platform], we thought it’s a platform, you install it and
you’re done. But we spent pretty much three years for talking to the security
officer, talking to data privacy officer, to export control people." [A6]

Partner relations

Even if the security from the provider side is good, there are obstacles that arise, when
working with partners. One of the industries, included in the interviews, has already multiple
partnerships at place. However, when the security of their interfaces has to be improved
with some functionality, partners lack the involvement for support. The main reason is the
additional costs from partner side, regardless if the partner provides sophisticated IT solutions
as well. [UM1] Implementing the authentication from partner side can also be a long and
troublesome process. [A2] Further, it is hard to ensure that an API has only the functionality
wished by the consuming part and no further. It is challenging to ensure that a service is
providing only access to a certain data base. [P1]

In a gateway, multiple data sources can be accessed by different consumers. Interview
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partners, especially developers [D2, D7], have said they encountered the problem to expose
data to multiple clients. They needed to restrict it in a way to ensure the client who is
requesting data is authorized to get the data from gateway. Further, deploying a project in a
secure way has also been defined as a challenge.

4.2.5. Management

The management phase of an API life cycle includes versioning, deprecation and retirement
of an API.

Versioning

Introducing changes to an interface has been a widely discussed topic from many interview
partners.

Introducing breaking changes is often described as a reoccurring problem, when an API has
to be adjusted. [A4, A8, A9, A10, P2, UM1]. Even when an API is created, such that it satisfies
the initial use case for its creation, when something on customer’s side changes, adjustments
in the API usually need to be introduced as well. When changes become breaking changes,
there is a challenge for the development team. The developer team would prefer to reduce
development and maintenance costs by introducing changes. That is the optimal solution
for it to do the refactoring. However, this way the customer satisfaction goes down. The
other way around is to build something additional, so that the consumers do not have to deal
with breaking changes, and they receive the new code separately, which gives them more
time to integrate it into their system. Which solution to choose, in the context of partner
APIs, becomes a challenge since the goal is to ensure long term stability for the partner. And
further, if not all consumers of an interface are known, then communicating errors becomes
difficult. It is important to ensure support to the users, otherwise if the partner has many
problems using the interface, it is likely that he would not want to further use the software of
the company, since APIs are an important digital asset.

"Especially when you have a lot of partners out there and a lot of partners with
legacy systems as well. For them it’s not just okay, upgrade to a new API contract
version. For them it takes years to adopt. And this is also very challenging there."
[UM1]

Therefore, introducing changes has to have solid reasons and the API has to stay stable,
if possible, when extending it, adding new features, refactoring and introducing breaking
changes.

Backward compatibility is another challenge developers and architects have to tackle [A4,
A5, A8, A9, D7]. Again, it would be demanding for maintenance to change a method in a
widely used interface, because everyone is affected. Providing more specific interfaces, means
more maintenance work. However, if a change of a method that is only in one, for example,
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role-specific interface, only the users that have the specific role are affected. Teams need to
ensure that evolution is possible in an interface, for example, by using extension methods,
extension interfaces and other patterns or language properties and only then consumers who
are really interested in the change are affected.

Some architects do not see how one framework for API management would be feasible
for a whole enterprise. They thinks that maybe a central gateway for each business unit is
doable, but different business unit have different speed and this would be a problem for
the projects, which work in shorter time periods and, thus, with different cycles, because
the requirements would slow them down. Their differences in strategies requires different
approaches. [A4]

Deprecation

Deprecation is part of the API life cycle, that interview partners rarely have touched upon,
since most APIs they own are internal ones. However, one informant [A10], that is part of a
platform with different consumers, discussed that deprecation is challenging since partner
APIs are expected to run always. But this is not executable and so it is to be decided case by
case what deprecation strategy will be assigned for the API at question.

4.2.6. Discovery

How to make an API visible within the organisation and where to publish it has been
identified as a challenge [A6, A13, A12, A14, UM3]. Big leaders in the API economy have
dedicated platforms for APIs, such as Google and GitHub. In the context of the industry
partner even existing standardized interfaces currently have no place where they could be
discovered.

"It’s always a struggle to find who can provide the data or the API. There are
some APIs, but not documented, and they are very hard to use." [D1]

Further, challenges for exposing an API outside of an organisation come in terms of export
controlling customs, open source software clearings. This is where development teams would
rather leave the responsibility to the business side. [A3]

4.2.7. Consumption

One challenge is assuring data availability. [D2, D4, D7, P1] In the case of an API gateway,
this becomes a challenge since it is enough for one underlying service to be unavailable so
that the whole transaction has to be rolled back. It is hard to make that layer more robust. In
a microservice-based architecture developers need to ensure availability of the data and have
to deal with concurrency.

A central gateway has to filter out parameters that are not of interest to the customer
and to also provide different names for parameters coming from different connectors.
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Developers also struggle to achieve a stateless behavior it terms of a call of a REST API.

4.2.8. Monitoring

Developers find monitoring of microservices difficult, when talking about a workflow rather
than the separate services. For this they lack the appropriate tool. Although some open
source solutions are available, a lot of additional work from the developer’s side is needed.

4.2.9. Monetization

Some interview partners have expressed that they see a lack of monetization strategy [A3,
A6, UM3]. For a monetization strategy to come in question, there should be indicators that
there is a customer base, however, this usually takes time. Without a critical mass, there
are lengthy discussions about what the base for monetizing should be. Although APIs are
recognised as important, the lack of business plans of how to monetize such APIs postulates
creating a front-end and maybe a mobile application for it. This is seen as one roadblock,
which prevents from exposing an API to the outside world.

4.3. Comparison of Literature and Interview Challenges

When comparing the challenges from literature review and semi-structured interviews carried
out in the scope of this study, it is important to keep in mind that most of the challenges in the
interviews are regarding internal APIs, whereas the literature review prioritized challenges
for providing partner APIs.

Even with this main difference, the results in regard to the strategy phase of API man-
agement are quite similar. An example is the continuous value delivery in an ecosystem – our
interview partners fear that an organisation is a community not large enough to provide new
features in a timely fashion. In literature, the challenge is more focused on how not to lose
control of valuable assets in the platform and keep them evolving according to the evolution
of an ecosystem.

Both sources define a need for better education of developers. A similarity is that both
suggest that a development team is capable of technically providing an API. It is rather the
knowledge of good API design that is intended.

Something that is missing in the literature review, but is discussed in the interview ses-
sions, is the need of an API. This difference comes mainly from the fact that the literature
sources are gather with the intend to created end-points to be exposed to third parties, while
in practice, teams want to spare additional costs for the creation of an API and thus always
question the need of such. This should not be seen as a setback since it provides a higher
level of quality.
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Table 4.2.: Challenges of providing partner APIs based on semi-structured interviews. The
challenges are sectioned by the phases of the API life cycle.
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The design in both sources is mainly discussed in terms of usability. Both stress on the
fact that the design should be with intention to consumers. While experts from our interviews
worry more about the proper communication, when presenting and reviewing an API with
different stakeholders, literature sources report that there is a lack of a steady review process
at all.

In contrast to literature, interviewed professionals expressed their concern to create a docu-
mentation that is understandable. Some literature sources strategically inform on a challenge
one step further, namely writing documentation that makes the API discoverable. Both talk
about the lack of sophisticated enough software to automatically create documentation out of
implementation, that allows creators to fine-tune the output.

The challenge of deploying a service in practice differ from literature. Developers included in
the interview phase face problems accessing cloud platforms for deployment, while literature
resources inform on the lack of a dedicated platform at all.

Security is studied in two very different aspects in literature and in the semi-structured
interviews. Experts have to overcome obstacles with respect to the organisational require-
ments, that they have to follow, to secure their services. They inform on the lack of a
standardized authentication process within their organisation or on the slow speed with
which the security is provided. On the other hand, literature sources cover more technical
aspects of security.

Regarding management of APIs, both sources discuss similar aspects that are rather technical.
It is important that the evolution of services is carried out well to support the customers.
While literature resource talk of changes as a necessary step for APIs to evolve and continue
being used, our interviewees comment on changes as a direct requirement of users.

While in literature, the need of a clear deprecation strategy is reported, interview part-
ners say that it depends more on the specific case and it is not applicable to have a standard
process in that regard.

The discovery phase of the API life cycle is as vital for creating revenue of the API’s business
value as is the API itself. Both sources report of a missing dedicated developer portal, where
APIs could be made visible.

Both comments of interview partners and results from the literature review show that
there is a lack of tooling for monitoring. In literature, further the strategy of how to correctly
interpret monitoring data is discussed. Interviews do not have such information with excep-
tion to one industry partner, that states this is an important point for the future development
of teams and products.
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None of the literature resources talk about monetization directly. One of them reports
on the importance of defining a proper API value chain, which could indirectly be associated
to monetization, but is seen more as a strategy aspect. In practice, missing monetization plans
hinder the proper establishment of partnerships based on a service.
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5. Analysis of Incentives for API Development
and Maintenance

This chapter presents an analysis of the motivation for creating APIs, existing incentives and
a concept proposition for incentivizing developers and architects to provide APIs. The results
of the literature review that aims to identify existing incentive mechanisms motivating teams
to develop partner APIs are presented first in Section 5.1. For the better understanding of
the incentives that come from industry partners, a few projects that part of the interview
participants have been contributing, are introduced in Section 5.2. Next, current motivating
factors based on the semi-structured interviews conducted in the scope of this study are
summarized in Section 5.3. Those are compared to literature findings in Section ?? Last,
recommendations of action for incentivizing developers and architects to provide partner
APIs is suggested in Section 5.4.

5.1. Literature Review

A systematic literature review is performed in order to research available sources for the
topic area of incentivizing API development and API management. To date no scientific
publications are found that fit the research criteria. Therefore, other areas of software
engineering, such as software process improvement, developer ecosystems and others have
been studied. Incentives from those, that would be applicable to the development and
maintenance of APIs, are presented in this section. An overview of the incentives can be
found in Table 5.1.

5.1.1. Gamification

To incentivize developers to develop specific tasks, often gamification is applied since it
enables us to define mechanisms to encourage motivation. In one publication [12] the creation
process of a gamification network for software process improvement (SPI) is described. Afridi
et al. [44] discusses an approach to effectively reward developers, contributing to open source
software (OSS). However, the lack of gamification frameworks for providing APIs of any kind
and the feedback we have received in the exploratory interviews, has shifted the focus of
incentive mechanisms for providing partner APIs away from gamification and towards other
strategies to maximize the developers’ commitment.
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5.1.2. Project Management Related Incentives

In the context of SPI, motivating factors have been studies according to classic motivation
theory [40]. The author lists the most common motivators for three types of positions –
developers, managers and senior management. The paper divides influencing factors in
extrinsic and intrinsic. Extrinsic factors are maintaining factors and as such they do not
provide satisfaction with work. Intrinsic factors are motivational factors and they attain
satisfaction. The leading motivators from the publication [40] are visible success for all
three groups and additionally bottom-up initiatives as well as top-down commitment for the
developers. Visible success is defined as evidence of benefits [40], which is also applicable
to partner APIs, since some existing and successful partnership should be at hand in the
organisation. Creating visible success by having a few high-profile products attracts other
developers [45].

An incentive for developers to create APIs is to enable them to generate revenue. One
way is to provide them with a platform, where awareness is created and marketing strategies
are available. This gives them a financial motivation to contribute to a platform. [45] Further,
it is important to create a feeling of contribution to a successful platform. One way to do so is
to create developer programs based on the crowd-source approach [45]. In the context of open
source software (OSS), successful stories also are identified as incentivizing to the contributors.
Because there are many projects that indicate success, programmers are motivated to work
on OSS. [46] The paper also distinguished the motivation behind bigger and smaller projects,
which are altruism and the act of gift-giving accordingly. While creating successful stories
about APIs within an organisation is achievable, the latter two motivators are intrinsic and
do not fit so well to API development.

Service-oriented architecture (SOA) and APIs are comparable design practices [9]. Iden-
tified incentives for developers in SOA are the creation of innovation and the shift of mindset
towards IT value [47]. The reason behind is that those architecture designs enable automation
of processes and speed up innovation.

5.1.3. Recognition

Empowerment is an important incentive for project managers and is defined as "practices
within the SPI program that empower staff to take decisions on changing processes" [40].
This could be applied to API development as well, because the project managers are the ones
who best know what the business value of a potential API would be and should be empow-
ered to prioritize the creation of an end-point along with other tasks of a project. Project
managers from the publication [40] also speak about process ownership as a motivating factor.

Some incentives from open source development could be considered for API enterprise
development. For example, undermining the power of large software houses in OSS can be
understand as ownership culture in API management where employees want their company
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to be a competitor on the market. [41]

The fact that open source software initiatives and API development can be used as tools for
providing innovation in a system makes some incentives of OSS applicable to API creation
[41]. The paper defines ego gratification and self-fulfillment as private investment model mo-
tivators. They apply to corporate development as long as there is a platform for a developer
to receive gratitude for his work – either from peer reviews or from management.

Even though small gifts are not the best approach to incentivize developers, some more
advanced techniques of showing gratitude like creating challenges that are rewarded with
badges show some positive outcome [45].

5.1.4. Technical

Since providing partner APIs as a strategic asset is in a sense additional work to a project that
is not vital to it, it would be understandable that having sufficient time and resources allocated
to API development would be motivating to teams. This motivator has been well-identified
across all three roles studied in [40].

There are various platforms on the market designed for APIs. However, for a developer portal
to thrive, there is the need of a constant evolution and activity. Technical motivators to commit
to using such a platform are, for example, simplicity of integrating software. Developers
should be incentivized by engaging them with "self-service access to developer materials",
developer programs, sample code and technical support [45].

When researching incentives to provide better security measures for software development,
Halderman et al. [48] stresses on the importance of transparency. An incentive, which applies
to API development is the transparency of the processes which is achieved by introducing
best practices.

5.1.5. Self-development

Beyond having online resource for self-improvement or webinars and online conferences
[49] it is even more valued to have trainings on site, developer gatherings and to foster
the exchange of ideas by creating a community. This is also a good way for starting new
collaborations. [45] Evidence for motivators like exchanging knowledge and creating new
forms of cooperation are also found in topics like open source development [41].

5.1.6. Monetary

The paper [41] defines the incentives for contribution to open source project under two
categories – the private investment model and social considerations. Private incentives include
monetary motivators, such as job prospects, promotions and bonuses. Developers contribute
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Table 5.1.: Incentives found in literature based on various software processes.
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to a project to signal their ability to potential employers. In the setting of an organisation,
where a developer is already employed, his incentive would be to show potential and interest
for further development in the firm and would expect a salary increase or promotion in his
already existing position. The motivation of career advancement has been found in different
papers about incentives in OSS and have been summarized by [50].

5.2. Use Cases

Many of the challenges and incentives, identified by the interview partners coming from the
main industry partner, have based their examples of three main projects. In contrast, infor-
mants from other companies have talked about various examples from their work experience.

API Gateway

The first project is about the establishment of an API gateway within a company. For the

Figure 5.1.: Customer Relationship Management Architecture

purposes of this paper, a toy example for customer relationship management architecture is
displayed in Figure 5.1. The three data bases in the architecture are taken from [51].

Important for the scope of this study are the places in the architecture, where APIs are
developed. In the bottom part of the architecture different heterogeneous systems are dis-
played. These are raw data sources. If some application wants to access this data, they should
know how to connect to the source, to know the schema of the data sources. The gateway
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aims to represent that particular data in the underlying source as a conceptual model and
expose this to the end applications. This is done across all data sources of interest. Further,
the access to the data is encapsulated in the architecture. That is how the application can
access the data though an end-point. Next, the gateway provides an abstraction, where
applications directly talk to a semantic model instead of having to query the data sources
individually and then do the aggregation within the application logic.

Therefore, there are two main places, where APIs play an important role. One is to provide
data from the data sources to the gateway and second is to provide data to the applications.

API Developer Portal

The second project is already in operation, even though its initial design (see Figure 5.2) has

Figure 5.2.: Overview of an API platform

not taken place and is currently constricted to a static web page. The project aims to form a
centralized API platform within the organisation. Key features of the architecture are to have
a central authentication service, an API gateway and a billing system [52]. The project also
foresees a developer portal for application development.

A important feature of the project is the conduction of peer reviews for all APIs listed
on the platform. Thus, a higher level of quality is reassured.

API Platform

The last project is an established platform, which is oriented towards providing APIs to
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partners. The topics included in the platform are all related to the internet of things (IoT).
The offerings hold ready-to-use APIs and services. The platform is cloud based and provides
extensive support for developers and also offers a partner program for developers with
incentives, such as trainings, marketing and revenue generation.

5.3. Current Motivation

In this section some motivating factors that did not find application in the concept of
recommendations 5.4 are discussed. They have been mentioned in the interview round
and either have to do with the advantages of using APIs or the intrinsic motivation of the
professionals.

5.3.1. API Properties

Monolithic Architecture to Microservice-based Architecture

In total 5 architects, 3 developers and one person from upper management mentions the
benefits of APIs as a technology as a motivating factor for them [A1, A2, A3, A4, A6, D4, D5,
D6, UM3]. It is a common pattern for large organisations to have multiple legacy systems,
that have monolithic architecture. The complexity of the existing systems is challenging for
a migration to take place. To lower the complexity, APIs are often used. This is where a
lot of interview partner see the potential of APIs and also have gathered their professional
experience.

Developers know that REST APIs are easy to implement and that they are a suitable technol-
ogy to support this migration. The good community support and documentation available
gives a certain level of comfort, when reducing the complexity. With the modularity of a
microservice-based architecture the system becomes easier for maintenance because of the
reduction of the number of dependencies. Introduction of changes to the system also becomes
less complicated since not the complete application has to be newly deployed. One should
instead deploy the particular microservice, where the change occurs.

While introducing breaking changes, when providing an API is a difficulty, defined by
many, it is easy to find errors when using APIs and, therefore, one can easily keep the service
in check. The overall traceability of APIs makes them widely used. APIs have the advantage
that one can easily monitor them. Calls can be traced, and the API usage can be traced.
From there the load can be detected. An example is the tracing solution of Amazon Web
Services (AWS) called AWS x-ray. For cloud-based applications such a tool gives transparency
about usage of application. It is not always the case that more important APIs are the most
expensive, so costs can be saved based on the monitoring. Participants see the possibility that
monitoring can be strategically used for identifying future development of the project or the
team.
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Overall, the granularity that APIs bring as a technical advantage results in less effort in
development and testing and intentional communication with product owners of specific
modules or domains rather than the whole systems. Also, the granularity ensures no depen-
dence on a single technology and gives the opportunity to choose from a range of technologies.

API are, on one hand, an easy starting point for a project, when developing software,
on the other, they are simple to communicate with other stakeholders within the project.
After an agreement on them, more sophisticated modules of the project can be discussed,
such as a front-end application.

5.3.2. Introducing Features

The introduction of new features is seen as motivating mainly by developers [D3, D5, D6,
UM1].

Development teams recognise the need for introducing new features. Simple, but valu-
able smaller software, in the form of APIs, gives teams the possibility to enter an ecosystem.

An example is digitalization architectures. APIs are how teams are to offer their services
in the future. With all the digital offerings and digital solutions that are coming through
and also all across business use cases that are available today, APIs are the basic building
block that are needed to be offered in order for such solutions to come into play. With more
demands of such cross-domain use cases coming in and more demands of web technologies
for digital offerings, it becomes extremely important to have access to such building blocks.

Teams stay aware of what already exists, identify a need for further development and
study how to proactively engage customers with new features based on trends in the industry
before there is a requirement for such. There is a constant interplay between innovation and
demand and successful teams usually work closely together to correctly prioritize the two.

5.3.3. Transparency

Reaching a high level of transparency has been identified as a main motivation for the
involved parties by many. [A4, A6, A8, A12, A13, P2, UM2]

The best incentive mechanism for the developers would be for them to know what is the
customer value that they bring by developing an API. Currently this is not the case. The
product owner is the one selling the product and developers do not have the chance to
understand where their input is going [A12].

Seeing the API usage data as a key performance indication could further be motivating.
It shows how well the developed product is being adopted, how much it is being consumed.
[D3]
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"And I think that’s also kind of where the incentive comes for developers. So they
actually see: hey, what they’re doing is going to be used and can be really easily
used." [A6]

Transparency fosters the intrinsic motivation of developers and is very important for an
organisation, if it wants to move forward in an innovative way. The understanding of the
purpose of a project and how it is being used is how new potential for further development
can be identified.

Transparency is one of the main incentives as to why large organisations target to establish an
API platform other than all technical advantages of such platforms. Based on the consumption
of an API from a platform, the extent to which the API is integrated in other projects and
the way user interact with it, insights, as to how well the professionals behind the API are
working, can be obtained. Experts, who are part of this study, find this as an important
incentive for their future work, even when there is no explicit customer feedback. To see that
their time and energy investment pays off is just as important.

Through APIs the altruistic motivation can be enhanced as well. Being both provider and
consumer at the same time, being able to exchange expertise available via APIs within the
organisation.

5.3.4. Alignment of Business and IT

One of the companies included in this study is a multinational technology company, that is
currently one of the leading enterprises in the API economy, and also offers its solutions and
experience to others. Its experience regarding alignment of business and IT towards a cohesive
API strategy is presented below. Some other interview partners also have commented on the
alignment of business and IT [A6, UM1].

It is an important step to have business and IT aligned and to build the same strategy
for them to follow. The consultancy tries to always position both the business value side or
the organizational aspect and the technical side. From a business perspective it is important
to consider what is being published and how it is being consumed – internally and externally.
They provide API-coaches in the team who work with the business side of customers on
the API strategy and the importance of APIs in today’s world. Thus, through evangelism
API initiatives are created within the business and the organisation. The technical side is
being addressed on topics such as security of publishing APIs both for internal and external
use, authentication, identity, platform where to publish. The end goal is bringing together
business and tech in the organization and having a holistic view of APIs as important strategic
assets that can be build out. [D3]

39



5. Analysis of Incentives for API Development and Maintenance

5.4. Concept

5.4.1. Data Sharing

In today’s digital economy, companies increasingly work together with ecosystem partners.
Data has become a valuable resource and the more resources are available, the better and
more precise insights are to be found. Research communities have been developing strategies
to incentivize openness within the community [53]. Although Morey et al. [53] discusses the
importance of data sharing in science, the approach that is described could find its application
in the API economy as well.

"An aspect that’s very important is moving away from an isolated position that one
company can produce the full stack that is the product and thinking more of an
ecosystem approach. Because APIs offer the integration with your partners, with
customers, with even competitors that increase your value proposition immensely."
[D3]

There are different platforms that have recognised the importance of data sharing within
an enterprise [54], and also between multiple companies [55]. The described platform [55]
lists several advantages of having a single data platform for sharing data. Some of the main
benefits are reaching a high level of security, subscription verification, prevention of resource
duplication and analytics for consumption.

A previous study [52] within the context of the industry partner of this paper has drawn five
main conclusions that developers of APIs want to have "unauthenticated access to resources
(documentation, SDK and code samples)", "active and responsive community (large user/con-
sumer base)", "local independent testing", "login with an existing account" and "delivery of
applications (e.g. hosting, updates)". The first of the above is the main goal of data sharing,
while the latter are preconditions for such a data exchange to take place.

Taking into account the interviews conducted for this study, multiple professionals have
expressed that they see having an active data exchange through APIs within the organisation
would incentivize them to also actively provide their data, that is of value. In particular, two
architects, three developers and one person from upper management commented on the topic
[A6, A12, D1, D3, D4, UM1].

"...altruistic motivation. But also with GitLab we are both provider and consumer
at the same time. And we create the whole API topic because we want to consume
it. If you have so many really talented people at the company, which are skilled in
their specific topic and making their expertise available via API so that we can
consume it. That’s really awesome." [A6]

Another quote from a data scientist also providing APIs:

"What needs to be done [...] is to have a meta-data repository for the data sources
around the company. This is step number one. We have some data scattered
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around and we need a central place where the data is described - where it resides,
who is the data owner, some sample queries." [D1]

Based on all of the above, a possible solution for nurturing the creation of APIs for opening
existing internal systems is creating a central place for data exchange. A must in the context
of APIs is having the documentation. A good documentation is required for high acceptance
of an API. Developers, in the sense of consumers of an API, expect an easily accessible, well-
written documentation with various code examples. Having code examples in the language
of programming enables consumers to incorporate an API fast. Otherwise, the use of an API
could only be based on a demand. A data sharing platform should also include the way
of getting access to the interface since multiple experts have expressed their concern that
obtaining access is based purely on personal networks.

Recommendation: A central place for data sharing will encourage the professionals to open
their systems. A platform should the least hold the data description, data owner and a way
to access the data.

5.4.2. Speed

Time to market is a central point when working with partners. Here, both the speed of the
developing process and the speed of adopting an API by the customers is discussed. The
topic of speed has been mentioned by four architects, one software engineer from a leading
company in the API economy, one product owner and two people from management [A2, A3,
A6, A7, D3, P1, UM1, UM3].

Interview partners from different enterprises [A7, D3] have talked about the importance of
external access by self-service where any customer, who wants to integrate existing solutions,
can immediately go to an API portal and be in the position to start testing APIs. A next
step would be to register and get access to APIs. All those steps should be supported in a
self-service way, so that less time is spent on communication and better customer engage-
ment is achieved. One architect [A6] pointed out that this is would be beneficial within the
organisation, where he is working.

The majority of the participants in the interview round have gathered their experience
in API management and development from internal systems, where a trusted network is
at hand. An important aspect of opening those internal systems to partners is exposing
functionality in a secure way. This easily becomes a blocking point. Becoming an API provider
goes hand in hand with publishing and managing APIs in a secure way. Thus, it is important
that an organisation willing to enter the API economy and to work with partners, enables
development teams to publish securely. There are existing cloud solutions that provide such
functionality or an in-house solution could be established. Either way, a platform, where the
APIs can be exposed becomes necessary for ensuring a high speed to market.

"Technical teams want to publish their APIs. And they want to update and move
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fast and publish things quickly. On the other hand, you have the security and
the IT and other stakeholders who have the opposite view. That things have to
first be totally secured. Of course, which is important, no question, but there are
company policies in place that just prevent teams from publishing APIs directly
to external users." [D3]

Further, both customers and developers should be able to easily understand the given APIs to
start working on their own user stories. [P1] Having some interfaces available to the customer,
already enables him to solve certain problems. It solves the connectivity problem and the
authentication problem. It solves how one can represent a scheme. One can directly extend
such interfaces and does not have to figure out the whole process from scratch. Therefore, it
is much faster to build a custom API by extending some generic solution, where a template
or source code is available. [A3] This approach provides a way for departments inside an
organization to publish APIs quickly, effectively, automatically, without any manual interven-
tion. [D3]

Recommendation: Speed is determining in today’s digital economy. Therefore, both API
providers and consumers should be able to interact fast. Developers should be able to publish
APIs securely and to provide authentication in a simple manner. Customers should be able
to quickly understand the APIs and with the help of self-service engage with the provided
solutions.

5.4.3. Communication

Creating a usable API, therefore, an API that can be easily adopted by partners, depends on
having a clear vision together with stakeholders. Since partner APIs are limited to specific
partners in contrast to open APIs, where the consumers are unknown, communication with
potential or existing users can be established. The experience of our informants is mainly
based on the creation of internal API, however, some implications relevant to partner API
could be made. Four developers, four architects and two other professionals have expressed
their opinion about communication [A2, A3, A5, A6, D1, D5, D6, D7, P1, UM1]. Our ex-
ploratory study identified transparency as one of the main incentives when it comes to
API development. Active communication can be separated in communication between the
development team and the different stakeholders in the design phase of the API and com-
munication between the API providers and consumers in the case of establishing a partnership.

Each role, that is involved in the process, has different responsibilities and thus has pointed
out different important aspects. Developers find it important to closely work with product
owners and iteratively discuss the design of an API [D5, D6, D7].

As an example, when re-building a monolith system into a microservice-based system,
developers decide on an approach by doing a proof of concept (PoC) and presenting and
discussing it to architects and product owners within the project. By working closely with the
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domain expertise of product owners and the technical knowledge of architects, developers
feel that they narrow down possible development decisions and test the best ones. By doing
so, an agreement on how to proceed with the project is reached.

Efficient communication with product owners is especially important to developers not
only to stay on the right track, but also do deliver value on time. Both developers and
architects have recognised APIs as small building block that are easy to create. Therefore, an
API is the first thing that a developer team can actually show to the customer. They give a
base for both sides to start a discussion and proceed with more advanced and time-consuming
development such as a front-end application, which involves user experience and user in-
terfaces and can become challenging to make it right from the first attempt. However, since
product owners have some requirements that change over time, it is a task of the developers
team to decide to that extent they would be working with the initial specification and where
they would agree to adjust their work in order to implement new ideas.

"REST APIs are also not that easy, but at least it’s sometimes, in the initial phases,
it is easy to modify it, if you have implemented something wrong." [D5]

Both architects and product owners, who are informant is the semi-structured interviews,
acknowledge the importance of communicating with the customers or partners as well:

"Because we try to really be customer focused. I don’t really mean like customer
be the one who defines our product but also like who consumes our API. We had
the feeling that if you already start coding around and then, you know, just see
the interface finished, the Swagger file and the artefact, you might end up with
an API, which is quite easy to implement, but it’s not really what the customer
wants."[A6]

It is challenging to establish a common understanding of an API and explain the API itself to
the users. This usually ends up in long discussions with partners. [A2] In order to create a
usable API some architects implement peer reviews, when developing APIs.

Communicating with partners also helps receive support in their business domain as to
what kind of conceptual model is to be exposed and what semantics are to be build on top.
Therefore, architects see a trend, where successful teams work agile and closely with experts
with domain knowledge. [A5]

Organisational roles see the importance of communication for teams as an incentive, since
often the demand for an API comes from the business. That is why one has to redefine what
is a team and to include the business and the engineers into one team and that is how making
business becomes the incentive for the engineers as well. [UM1, P1]

Recommendation: Transparency is a key factor for the motivation of development teams.
An efficient communication between stakeholders and developers to get feedback on time
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should be planned. Working together with the business or with people with understanding
of the domain, especially in the design phase, is important for creating a good API design
taking re-usability and the business value of the API in account.

5.4.4. Top Management Initiatives

While in literature, stories of existing success are identified as an incentive for developers
[46], [40], interviewees that have won awards for innovation for their API initiatives within
their organisations [A1, A6], say that is it a great starting point, but a lot of support is needed
further in time in order to establish a change in strategy for a bigger community. In both
companies the award is given for projects and the focus has been on opening up internal
ecosystems to the customer. The opportunity to monetize existing data and services as well
as the role of APIs as enabler has been recognised.

"People now are really looking for reusable asset or building blocks, call them
however you like. I think the awareness is necessarily there in higher management,
I would say also our product managers. People learned a lot more of how to
monetize APIs. So suddenly we have a monetary and project related incentive
ongoing." [A6]

Management involvement is especially important since there is a shift in the way of work
and the way the organisation is perceived. Top management initiatives have been described
as important by 5 architects, 3 developers and two further experts [A1, A3, A6, A12, A14,
D1, D3, D8, P1, UM1]. To enter the digital economy, new structures should be established,
focusing on the people and engaging them to reshape their old way of work by increasing
their involvement in their topics. For this to happen, top down initiatives should take place,
because it is sufficient when a few people do not support the topic of API management for it
to have enormous issues to move forward. [P1] Therefore, it is important to at least create a
virtual space, where successful stories and valuable experience is shared and where the API
topic is highlighted as with the awards, discussed in the beginning of this section. This way
an API initiative in the organization is started, bringing together tech, business, IT, security.
This is an existing strategy of leading companies in the field [D3]. They have seen that the
importance of APIs is well known in the technical teams, but they do not feel understood
from business or from the organizational side.

Success within the API economy is based on working on both business value and organisa-
tional aspect. For the development teams it is vital to identify the assets that are published,
their consumption patterns by internal and external partners. On the other hand, the business
side should discuss on the API strategy, if APIs are included in the business strategy at all
and where the focus lies. By doing so an API initiative is created in a company and it is being
stressed on the importance of APIs. [D3]

"There are several ways of spreading the awareness. One could be for example we
have groups in our communication platform, which are there. So you could have
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an API community within there, where the best practices of APIs are documented
there or some information is provided there. That would be a good way to create
an API community, at least which increases the awareness." [D8]

Companies that have already established active partnerships based on opening their internal
systems via partner APIs, talk about future steps, that would not be possible without top
management involvement:

"So basically, that’s even a business strategy. Basically, go away from being a car
rental company into becoming a provider mobility platform." [UM1]

Recommendation: There is the need of a strategy shift towards API economy on an organisa-
tional level for teams to actively engage in the topic.

5.4.5. Project Organisation

For a successful strategy to enter the API ecosystem, a shift in the mindset of development
teams is seen as vital by various interview partners. In total, three architects, 6 developers and
two people from upper management and a product owner have expressed the importance of
a proper project organisation [A1, A2, A3, D1, D3, D4, D5, D6, D7, P1, UM1, UM2]. Teams
have to change their strategy towards delivering a product.

It is important that when developing an API, the end-to-end process is thought trough.
The main question should be “Where is my product standing?” and that only after identifica-
tion of the business value, it can be proceeded to architecture and development. The existing
functionality of a team and where it is standing in the value chain should be a motivating
factor for the creating of an API, that results in an offering of a product. [UM2] This change
results in a product-based team: the API developers should be a part of a multi-disciplinary
team, that is organised by product. It should be based on the product life cycle and not
project phases, working towards continuous delivery. [P1]

Further, change in the way of thinking is desired, namely by working with the unknown
rather than presenting a well-known solution. Everyone in the team should take ownership
of the delivered value instead of leadership taking over ownership. [P1]. This is a key aspect
because when an API is delivered based on existing requirements, the specification can be
very broad, resulting in people having to interpret those requirements differently and not
wanting to make a decision. [D5]

"But we don’t want to lose speed in what we’re developing. So, a lot of times we
have to make assumptions and assumptions that this might be relevant, or this
might be important. And we start building it. But parallel also crosscheck with
the concrete business unit whether this is useful or not." [A3]

Further, multiple developers, that have participated in the interviews, have pointed out that it
is vital to think domain driven, when discussing about their API-related projects. [D4, D6,
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D7] Especially when working with microservices, working more in depth makes it possible
to deliver high productivity with a particular module. This helps that particular microservice
to evolve more. A well-developed microservice in a specific domain can be then distributed
horizontally in different domains, for example, a separate service, which is responsible for
authorization or authentication.

Recommendation: The project organisation should centre around the creation of a product.
Tech, business, IT, security should work together and move away from the strategy of an
isolated player to the idea of an ecosystem player through APIs.

5.4.6. API Gateway Essentials

In the exploratory interview phase of this study, some participants have pointed out that a
platform, where an API could be made visible, is crucial for teams to provide partner APIs.
In this section the extent to which it is applicable in various projects is discussed. A gateway
is seen as advantageous by 7 architects, three developers and two further people, who have
participated in the interviews [A1, A2, A3, A4, A6, A7, A14, D2, D3, D6, P1, UM1].

Interviewees from different businesses have commented that for them an API gateway
should cover technical aspects, such as authentication and authorization. [A1, A4] On the
other hand, domain functionality should be out of the scope of a gateway, resulting in a split
of the technical side from business side, thus, having a simpler API gateway. In the context
of working with a lot of partners, [UM1] expressed that the way a API gateway is used in
their firm is for defining internal quality gates. An API needs to be versioned. If someone
encloses something to the public and if they change something in the infrastructure, they
need to introduce a version. Another feature is a centralized locking for the APIs, which
means monitoring the number of requests coming in, the load of the underlying clusters.

One of the projects, on which some interview partners have been working, includes an
API gateway and has the following design:

"Apart from the connectors themselves and the semantic mapping itself, in future
we are also going to provide a monitoring end-point that will let you monitor
what you have deployed in terms of its heartbeat, how it is performing, some
measurements and KPIs." [A3]

For an API gateway to function and teams to willingly publish their APIs on a gateway, there
should already be some working interfaces existing on it. Building an API gateway means to
consider the following:

"As a developer, you will do something if you see that is going to pay off. And so,
there’s an initial problem of starting up an ecosystem - is where you don’t have
anything in the ecosystem." [A7]
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It is essential to reach a critical mass, before establishing an API gateway within an organ-
isation. [A1] A first step is to have enough existing APIs operating as services and then
make the next step towards building an ecosystem. But once this critical mass is reached, the
partnership between a provider and consumer moves its focus from actively reaching out to
integrate consumers to getting the consumer to utilize the services provided. [UM1]

Different projects call for different adoption of an API gateway. It needs to be consid-
ered that not all projects are suitable for such a context. An ecosystem thrives when there is
no manual work involved, so one needs to have self-service. Big consulting projects do not fit
well, because of the underlying complexity. Their complexity is not a negative feature but
rather the quality of such projects and products. [A7] When products are too complicated
and represent different systems, it is preferred to have separate platforms for each one of
them instead of a centralized one. [UM1] However, an API gateway is meaningful in a
microservice-based architecture, where each service has a specific task and consumers cannot
have the overview of all the available functionalities. Thus, the level of granularity is a key
factor as to when an API gateway is meaningful.

Recommendation: An API gateway contributes to establishing internal quality gates, to provide
versioning, to do monitoring, to have authentication and to secure availability. The aspect of
security is leading for both architects and developers, so that the authentication is according
to the organisation’s requirements.

5.4.7. Guidelines

At all organisational levels guidelines and best practices are seen as obligatory. However,
what practice will be applied depend on the specific use case. Seven architects, four devel-
opers, two people with management roles and one product owner, speak about guidelines
in the interviews of this study [A1, A3, A4, A6, A9, A10, A14, D2, D4, D6, D7, P1, UM1, UM3].

The majority of developers [D2, D4, D6, D7], who participated in the semi-structured inter-
views, already follow some guidelines for developing APIs, but seek the help of architects
when issues arise. They find it important to have good community support and documen-
tation available and to be able to get guidance from architects, who worked on different
domains and have a broader view of the technology. Their broader knowledge also helps
developers identify projects with similar issues, that were already encountered.

Since some technologies, such as RESTful APIs, are more mature and therefore have better
documentation and best practices available, newer technologies such as GraphQL require
more support until they prove as sufficient to many services by the evaluation of the status
of those services in real time. [D7] Another example is the fact that domain-driven design
is something that is more and more asked for in order to break a monolith structure, but
engineers struggle to think in event-driven design and go back to developing REST APIs,
which are sometimes not used at all or are even hindering the project. Thus, guidelines and
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best practices have to be schooled in a very hands-on way to be really taken into practice.
[A9]

From an architects’ perspective, guidelines are essential to ensure a certain quality of the
APIs. Partner-APIs have to be created at a standard since once they are published, changes
require additional communication with consumers. Thus, quality specification and standards
are to be followed, e.g. in an API gateway [A4]. Architects, that have tried to establish a
platform within their organisation, have also done multiple workshops with global architects
of several divisions to define guidelines and systematize the creation of APIs. Guidelines do
not need to be very specific, since that would make them inapplicable to a wider community
of developers. Having some ground requirements towards the quality of the APIs helps to
further estimate, if an API is actually needed. [A6]

A successful way of working is leaving the development to the project team rather than
having a central API development team. However, once there is a need of an API, the require-
ment should be evaluated outside of the team. In order to best implemented a specification
in an API, some guidance should be given, reassuring better quality [A1, A10].

Non-technical roles such as product owners [P1] and leads [UM1] have also pointed out that
for them it is important to have a centralized architecture board, that ensures a certain level
of standardization. Without such a mechanism, that secures a minimal set of rules, an API
catalogue would be impractical to customers.

An important remark is that all participants in the interview phase of this study have
been chosen so that they have experience with API development. However, guidelines and
best practices are vital for teams that want to enter the API economy by opening up their
system.

Recommendation: Creating a minimal set of best practices and standards with the help of
experienced professionals to be followed within a organization is essential for a company to
later provide new and existing APIs to partners.

Re-usability

Although re-usability of APIs is not highly prioritized when creating an API, multiple infor-
mants have pointed out that re-usability should be encouraged and that a balance between
use case specific and too generic interfaces should be found.

When architects talk about complex system with various applications, they see the pos-
sibility of reducing the complexity by creating re-usable APIs. Their experience shows that
they have been able to identify cases, where requirements are very similar, e.g. when obtain-
ing data from a system. [A1, A3] Guidance in this case is needed in order to have an API
that is not too generic. [A10] A very generic interface without actual consumers will result in
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extra cost in terms of development and testing.

When asked about what kind of interfaces (connectors), with respect to re-usability, are
looked for in an API gateway, the following has been shared:

"One way we are approaching it is to provide generic connectors which are not
bound to application specific terminology. And that way we encapsulate the
protocol and we encapsulate provider generic model. The more generic you get, it
means that use cases might not be able to use it directly. So they will have to have
a semantic connector on top of the generic connector we provide, additionally. For
us, one goal is to promote reuse of such connectors, so that everybody does not
have to develop from scratch. But when you provide anything generic, you will
always have this challenge that it is not tailored to my specific need and you have
to do some effort on top of it." [A3]

One architect [A5], involved in a more mature system, which receives requirements for APIs
from customers directly, commented that their approach is to always adjust the demand in a
way that the API is generalized, so that the requirements could be further applied to other
customers of the system as well.

Implication: Re-usable API reduce the complexity of a system and save development and
maintenance costs to teams. Therefore, it is advisable to design an API as re-usable without
making is too generic for the initial use case.

5.4.8. Development Tools and Environment

Technical challenges, although much easier to overcome in comparison to others, are not to
be underestimated. Four developers, three architects and a product owner, who are interview
partners, have commented on the topic [A2, A3, A6, D3, D4, D5, D7, P1]. Making tools for
API development and maintenance available for the developers is a necessary step to enable
teams to publish quickly, securely and in a managed way.

REST APIs are widely used and a lot of tooling is already available. Informants in the
semi-structured interviews wish for more support and access to such [D5, A2]. Otherwise,
the development process becomes more problematic and complicated, resulting in time loses.

When commenting on future plans of further development of an API platform, architects
include aspects in regard to API maintenance:

"In future we are also going to provide a monitoring end-point that will let you
monitor what you have deployed in terms of its heartbeat, how it’s performing,
some measurements and KPIs." [A3]

Such tools are vital for a company to be prepared to offer its APIs to partners and although
licensing costs will arise, the benefits of such tools should be explained, similar to the advan-
tages of the cloud-based services, that are now part of most teams work [P1].
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Recommendation: Development environment should be enhanced with necessary tools for
teams to easily create and maintain APIs of high quality.

Closing the gap between documentation and implementation

Especially in big systems, where there are a lot of APIs, architects have experienced that it is
hard to keep the implementation and documentation at the same level.

Even with existing established solutions, such as Swagger, there have been some minor
problems, that should be solved in the future.

"We wrote the Swagger documentation and used it for the code. So that is kind
of the one or the other way. And with both ways, we actually noticed that there
was always a small gap when it comes to action documentation versus what is
really implemented. It is not something bad or hindering or critical. But it’s just
something which we struggled with. I would say automation in that area is not
that great at the moment." [A6]

Recommendation: There is a need for a tool that enables API developers to automatically create
documentation out of implementation or vise versa with very high accuracy.

5.4.9. Monetization Strategy

Monetization is part of the API life cycle and is especially relevant for partner APIs. When
asked about their monetization strategy, most participants do not have an answer since their
work is in the context of internal APIs. However, having initial monetization strategy at hand
means future intention to enter the API economy as an ecosystem player. Two people at
leading positions, three architects and one developer have talked about monetization [A1, A3,
A6, D3, UM1, UM3].

„But with our business management, the sales, we are not really there that we
can monetize an API. [...] We kind of seen the importance of APIs, but we had no
business plans of how to monetize such an API rather than creating a front-end
and maybe a mobile application for it. And really leveraged the API’s way to scale
and iterate quickly rather than actually earning money with it. That was certainly
one roadblock, which prevented us from opening up an API to the whole world.“
[A6]

The monetization strategy is not to be left completely to the business but should be collab-
orative work of different roles involved in the process. Experience from established API
platforms suggests approaching the topic by first seeing what the actual usage of an API
is. By putting out new APIs and obtaining the data of first users using them, analysis to
see where monetization can be effective can be done. A strong monetization strategy at the
beginning or in the wrong ways will result in a lot of users put off using the APIs, and thus
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will increase the barrier to entry. A better approach is to first publish APIs that can used, or
any registered developer can use, so that enough data about consumption is gathered. [D3]

Once consumption is evaluated and usage has intentionally grown, tears or base offer-
ings that anyone can use are to be introduced. Afterwards, the monetization strategy should
be evolving and be flexible instead of having fixed ratings. Such data-driven model makes
the whole team to reach better business decisions in a fast manner and be more flexible
to the changes in market. The way APIs are consumed requires an understanding of how
reoccurring revenue works. This is a necessary change in the way business is perceived in
order to understand how digital revenue models work opposed to license-based models or
traditional models.

Seeing APIs as products, which could be priced, means having a multidisciplinary team, that
does not separate development from maintenance, bur rather works on all aspects. [P1] The
decision of which interface is to be provided to partners should be made by the ones who
have the business insights and have identified potential use cases. [A1]

Monetization is key aspect of the way a platform is developed. Mature platforms follow the
business strategy to build and offer everything as a service. [A3] Starting an API platform
at a company, where APIs are to be provided to partners, calls for potential customers
to be identified and also decide on which assets are to be monetized, such as connectors,
applications, usage. A decision at what level of granularity will the pricing take place has to
made.

The incentive is to be able to offer a visible and transparent plan how maintainers of complex
systems can monetize their changes and how they can get payments for the traffic. There is a
need for a process of commercial marketing that enables providers to make their APIs visible
fast and also to enable consumers to be also to get access to the APIs fast. [UM2]

Recommendation: The monetization of an API is not to be underestimated. This step of
the API life cycle calls for the domain expertise of the business to support teams. The business
side needs to adjust its monetization strategy to the way APIs are consumed.
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Mechanism

As a result of the literature review and interview result, it is visible that APIs in large IT
organisations are often created on demand, sometimes to introduce new features based on the
expertise of developers and architects involved in the process and rarely to purposefully ex-
pose the business value of an internal system for the sake of creating new business possibilities.

Incentives vary from business to business and from product to product. Therefore, it is
of interest to know how one can model such mechanisms and apply the approach to a specific
case. Since, based on this study, the business value is key factor for the creation of partner
APIs, software economics should be considered and game theory as a theoretical framework
could be applied for optimal decision making and maximization of productivity.

To date, no specific game theory methods have been found for the development of APIs,
however, Yilmaz et al. [56] proposes an economic mechanism design to improve software
development process, which fits very well to the scope of this study. The aim of the mecha-
nism is to "find ways to adjust the incentives and disincentives of the software organization to
align them with the motivations of the participants in order to maximize the delivered value
of a software project" [56].

Identifying the need or the potential interest for an endpoint relies on communication
with stakeholders and working with different use cases, thus, it could be considered as a re-
sult of a set of social activities. [57] Social aspects, such as knowledge sharing and motivation,
make the application of economic modelling useful for designing a game theoretic model for
the API life cycle. [58]

What makes the economic mechanism presented in [56] suitable for the social setting of
API development is the fact that information is considered of economic value, which in our
case is the information given by the API. The development and maintenance can be looked
at as a production and distribution of organizational services, which makes it an economic
activity based on information exchange economy. Based on those similarities one can model
the development process as a Stackelberg game [33], which is an interaction model, consisting
of leaders and followers in terms of game theory. In this particular model the leader chooses
a strategy at first and followers then act second as to maximize the outcome. APIs are part
of software products, which are usually developed by teams consisting of team leads and
developers. This means that in the economic model the team lead is the leader and the
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developers are the followers, who have the main objective to maximize the business value of
the project by creating an API. The team leader could also be a software architect in some
cases. The Stackelberg game is formed by a manager, who in this particular scenario should
be the product owner.

Next, the steps to reach equilibrium and thus have an optimal payoff as presented in [56]
are listed, but adjusted to the development of APIs in particular. The steps aim to reveal the
goals, preferences and skills of participants and then decide on the social outcome. The steps
are visualised in Figure 6.1 in a simplified manner.

Figure 6.1.: Information exchange in Stackelberg form. The graphic is adopted from [56].

• First, team leads identify their preferences. Team leads establish a team strategy set
based on possible motivators and demotivators, from both the perspective of the team
leads and team members. Aligning this set with other activities of the team, the team
leads prioritize the development of an API accordingly to create an incentive for the
team effort.

• Team members also classify motivators and demotivators for the development of an
API and inform the product owner (the one who forms the game).

• The product owner announces the given information to the teams leads and the devel-
opers sequentially.

• Based on the preferred motivators, given by leaders and followers, a decision is reached.

The motivation of development teams has been widely researched in this study, based both
on literature and semi-structured interviews with professionals from different projects and
different industries. These insights could be applied as a starting point as described in the
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design on the economic mechanism.

In section 5.4 a concept is discussed, which is based on the challenges and incentives
that interview partners have shared. In chapter 7 an evaluation of the concept is discussed.
Therefore, one could argue that the concept is to some extent based on this design mechanism.
The actual application of the concept is the missing point from the list above and is part of
future work. However, this study shows that the design mechanism presented in this chapter
is applicable to studying the incentives of API development in an organisation.
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In this section the quality and credibility of the results is discussed. To estimate how well the
concept in section 5.4 of this study captures challenges and incentives in API development
and maintenance, a follow-up round of interviews is conducted, where participants are
asked to further comment on the recommendations additionally to the questions of the initial
interview questions.

7.1. Evaluation Results

A total of 5 interviews included an evaluation section of the recommendations. Three of the
participants are working as software architects, one is a team lead, and another is a data
scientist. All participants work within the organisation, which is the main collaborator in the
scope of this thesis. The recommendations, as stated in the interviews, can be found in A.2.

7.1.1. Data Sharing

When asked about the need of a platform for data sharing, participants overall support the
idea and have made a few remarks. A few projects that have a similar approach and are
currently ongoing in the organisation have been listed. However, a concern would be that one
could lose the control over the data, in case all of it is gathered on one platform. Thus, data
would be exposed at risk because of the size of the organisation. Another concern in regard to
the volume of the data is that a platform would become overbuilt and a possible solution to
this would be to distribute the data by domains. This idea of distribution has been supported
by further participants and has been mentioned as a concern in the first interview round,
making it an important point to take into consideration. A further advantage of distributing
the data is the data latency.

7.1.2. Speed

Self-service for customers with little technical background is evaluated positively especially
for data that is not too complex. The reason behind is APIs that provide more complex data
are connected to behavior and are not easy to understand.

Self-service is a vital point when it comes to projects with external partners. It is also
important that the API documentation and the API specification are on the same version.
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Further remarks made for the concept of speed is that there has to be API user experi-
ence design. Customers should be able to understand if an API is relevant to them. It should
also be included a way for the customer to understand the sequence in which an API works
in a complex system.

7.1.3. Communication

When discussing the efficient communication between the development team and the stake-
holders, the leading aspect, that interviewees have had in mind, is communication towards
high quality interfaces. From their experience, informants have said that it is the case that
team members should communicate frequently, but prefer not to, conditioned on their ex-
pertise. This could strongly hinder the creation of an API that is intended as a partner
or as a public one. However, the idea that communication is important has been overall
supported. Especially the design phase of the API development is where there should be real
feedback from users and where the specification of APIs should be cleared. New requirements
should also be well-communicated and since most teams nowadays work in an agile fashion,
communication should be reoccurring.

Overall, the quality of the communication and the way it is organised depends on the
team. To assure that products are usable, the developers that are consumers of APIs should
be taken into account. A lot of user stories should be collected in the design phase for a good
API to be created. In case the API is not created for an existing use case, potential clients
should be contacted.

From working experience, it has been stated, that some development teams make inter-
nal reviews, pre-versions and workshops in order to ensure high quality APIs. An important
factor, that has not been stated before is that when new members come to a team, the
inner-organisation of the team restarts until the people within the team adjust to working
together. This is not only critical, for the development of new APIs, but for their maintenance
as well. An existing API of good quality could easily be made complex by implementing new
requirements into existing logic that do not fit well into that logic.

7.1.4. Top Management Initiatives

The main focus of top management initiatives is creating awareness within an organisation
of the key role of APIs as part of the strategic software assets of a company. While most
comments on this point have been positive, an opinion has been expressed that such initiatives
might not be needed, because employees are aware of APIs’ advantages and their use is part
of good software development practices.

On the other hand, the majority of people evaluating this idea, agree on the importance of
creating awareness, especially when talking about APIs that are to be used outside of the
company. Once such an API is published, the existing implementation cannot be changed.
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Having APIs that are not easy to use, would make people stop using the software of that
company. Thus, awareness is vital for standardizing the process and should occur at domain
level if not at organisational.

Further, the awareness for API gateways has been covered.

"API gateways are pretty good. So I think that as architects, as developers, we
need to be aware of this. We need to understand about the pros and cons." [A8]

Another point that has been brought up, when commenting on top management initiatives, is
raising the awareness of collaboration within the organisation.

7.1.5. Project Organisation

In general, the participants in the evaluation agree with this proposition. Thinking domain-
driven is a point that one of them also further commented, namely in going from the
explicit RESTful interfaces to event-driven design. It has been stressed on the fact that even
experienced API developers are challenged by designing an API that uses eventing. The
change in this direction is, however, necessary because event-driven API architectures have
various advantages and become mandatory for specific use cases, e.g. in applying machine
learning algorithms in real time, as one interviewee explained. Although ownership culture
often lies within the values of big enterprises, people agree that more light should be shed
into that direction.

7.1.6. Managed API Gateway

When talking about a managed API gateway, people have not only agreed that this is a
meaningful recommendation, but further expressed different important aspects about them.

"We see a lot of API orchestration, that is done via API gateways. And API
gateways are also very popular now [...] as a way to realize digital platforms.
Everybody is creating some or the other value-added services in the business
world, in the research world. People want their services to be discoverable by
others, to be used by others, to put together contact specific solutions. Because
what I may create may address a very small problem. But the customer has
really bigger problem. And we need a combination of such services to target that
problem. These are really cases that keep coming up in the real world." [A8]

It has been further stated that API gateways may become a design pattern.

Other advantages listed are that an API gateway is a way to bring together multiple cloud
platforms, that such a gateway will be necessary to ensure the security of the data. Further,
open questions were also mentioned, such as how would such a solution work in a real-time
system and what should the exact functionality of the gateway be.
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7.1.7. Guidelines and Best Practices

The proposition of having best practices and standards to be followed within an organisation
has received acceptance to some extend with some important remarks. Some say that there are
good guidelines in the software community that is outside the boundaries of the organisation
and in the open source community. Standardization might not be applicable due to language
specifics, as well as the fact that APIs can be specific to a given use case. Others agree that
this is relevant, that standardized documentation with examples is necessary as well as a lot
of API governance to ensure, for example backward compatibility. Code reviews has also
been mentioned as an advantageous element of API development.

Projects given as positive examples, that have been described in the interviews, all provide
reviews. Thus, a extensions of this recommendation would be to conduct such reviews. They
are not only needed to ensure a certain level of quality of the API and backward compatibility,
but also estimate the need of the API in an already existing system, its meaningfulness.

7.1.8. Development Tools and Environment

The importance of having an environment where developers can publish quickly and securely
and have tools for API development and maintenance has been differently evaluated due to
the work specifics of the participants. Those, who work in research and development, do
realize that there are such tools and it would be relevant to raise the awareness of standards.
Others, that work with productive systems, say a lot is currently missing, such as tools for
testing, for mocking, for module concept development. Developers lack knowledge how to
maintain an interface even when the API is well-designed and implemented, e.g. how to go
from on-premise to cloud solutions and how to extend an interface with new requirement
that do not fit the existing implementation.

More experienced professionals see the need of trainings for teams, that are project spe-
cific and focus on real projects, rather than just concepts because concepts are not so well
applied in practice, when learned only in theory.

7.1.9. Monetization Strategy

An important remark to the proposition of developing a monetization strategy for providing
APIs to customers is that the participants in the evaluation phase have primarily experience
in projects, where APIs have been used internally. Therefore, they see monetization as an
important step, but think that there should be some initial awareness created around that
topic and the specifics should be designed to the project accordingly.
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In this chapter final remarks to the study are made. First, the results of the work presented in
this thesis are summarized, followed by limitations and an outlook for future work.

8.1. Summary

A summary of each of the defined research questions, as described in chapter 1, is presented
below:

RQ1: What are the challenges for providing partner APIs in internal solutions?

The research on challenges for opening internal systems via partner APIs shows that there
are different obstacles at each step of the API life cycle. The strategy for providing APIs is
concerning both software engineers and management roles. The developers’ education should
be taken into consideration and the overall organisation of teams has to be planned in a way
that new tasks are properly addressed. API design holds many challenges documented in
literature and discussed in the semi-structured interviews. The main concern, when designing
a partner API, is balancing between the creation of a generic interface and one that is specific
to a single use case. Writing documentation that is clear to follow and easily to understand is
challenging for many. Other topics, such as API maintenance and monetization strategies,
that come later on in the API life cycle hold further challenges. Technical obstacles, like
versioning with the introduction of breaking changes as little as possible and providing
the right security measurements, and organisational ones, like deciding on a monetization
strategy, are faced by professionals of this study.

RQ2: What are existing incentive mechanisms motivating teams to provide
partner APIs?

An important result for this research question is that there is very little academic literature
about existing incentives for providing partner APIs. Therefore, other software development
topics have been studied and rationales about the application of existing incentive mecha-
nisms from them has been given. Gamification, an approach widely applied for motivating
developers, is not seen as suitable for API development. Other incentives, e.g. showing
projects that are successful and creating awareness, could find their application in large IT
organisations in the context of API economy.

RQ3: What are incentives for providing APIs or API platforms in a large IT
organization?
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Surprisingly, little has been identified as a direct incentive for developing and maintaining
APIs in practice. Professionals consider the technical advantages of APIs as a leading
motivator as to why they incorporate them in their solutions. The granularity of APIs
enables experts to reduce the complexity in existing legacy systems and maintain those easier.
They see the potential to better optimize systems and to introduce new features with less
effort. Interview partners have talked about the transparency as an incentive for developers.
The better understanding of business processes through APIs and the direct overview of
the consumption of their products are factors that contribute to the future evolution of
development teams.

RQ4: What are recommendations of action for incentivizing developers and
architects to provide partner APIs?

In total nine recommendations of action are proposed in this thesis. Some are providing a
platform for data sharing and a managed API gateway. Essential is to help development teams
by establishing guidelines and ensuring they have the needed tools and environment for API
development and maintenance. In the aspect of working with partners, it is important to give
consumers access to valuable assets in a self-service manner and to think about monetization
strategies. Finally, at every organisational level, some management changes are advisable.
Top management initiatives support an overall digitalization strategy, where APIs are in
focus. Projects should be reshaped so that teams start thinking domain-driven and as an
ecosystem player. Also, the communication between all people involved in the process should
be planned, so that better efficiency is ensured.

8.2. Limitations and Future Work

Different limitations impact the results of the study. Many interview partners of the semi-
structured interviews and the exploratory phase, conducted in this thesis, are working at the
main industry partner. A few other professionals from three other companies are included.
However, the limited number of participants and projects covered in the study, makes the
generalization of the findings hard. The lack of literature resource that match the topic exactly
has further resulted in limitations of the results.

Another limitation is the time frame for the study. In the given time, the recommenda-
tions of actions have been defined. A longer time period would have allowed for a more
detailed evaluation of the concept and also for the usage of it in practice.

It is important to consider that the results of the thesis are influenced by the technical
specifics of RESTful APIs as they are widely used in the studied projects. In general, many
informants have experience in working with private APIs and less with partner APIs. The
proposed strategies could be further refined according to the API types.

Last, many of the studied APIs are created on demand. APIs are usually coming from
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specific use cases and it is hard to incentivize someone to create an API without having a use
case at hand. Having an existing use case directly identifies the potential customers of the
interface and the foreseen resource for its creation and maintenance are easily justified.

Consecutive work of the findings of this thesis would be towards overcoming the limi-
tations described above. The realization of the recommendations of action in an organisation
will reveal their strengths and flaws and will produce base for further refinement. A prac-
tical setting will define which recommendations contribute most to the incentivization of
development teams. Based on different businesses, the business value chain might vary, and
the needs of partners might differ. Future work is foreseen in the adjustment of the concept
to such cases and its adoption to the structures of different companies. The concept should
evolve so that organisations can effectively utilize and offer services, generate new revenue
streams and new business models.
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A.1. Questionnaire for Requirement Interviews

Introduction:

Thank you for accepting the invitation to participate in an interview to the topic “Iden-
tification and Evaluation of Incentive Mechanisms for Opening Internal Systems Via Partner
APIs”.

The master thesis is in cooperation with Siemens (CT, Research in Digitalization and Au-
tomation, Software and System Innovation, Architecture Definition Management/CT RDA
SSI ADM-DE) and TU Munich, the chair for Software Engineering for Business Information
Systems.

With this interview I aim to understand your position about API management challenges and
existing and possible motivating factors when it comes to API development and maintenance.
The research topic concentrates more on the social aspect of API management, in the roles of
the people involved in the process rather than the technical one.

A bit more information about my research topic – APIs have become an important as-
pect of today’s digital economy. Their ability to provide access to data, services and processes
has been recognized as a valuable advantage from many organizations. My goal is to, first,
understand the requirements for a possible incentivizing process and second, try to create one.

It would be interesting to know what the current situation at <name-of-company> is and to
understand what are driving forces for API development and maintenance.

From this point on this session will be recorded. If you have any disagreement to this,
please state it now.

General:

1. Which of the roles below is applicable to you (developer/project owner/team lead/ar-
chitect)?

2. How many years have you been practicing this role?

Overview of the API-related project(s):
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1. Briefly, what API related projects did you work on?

a) Why: What was the reason to develop an API?

b) What is the goal of the API? (Who is using it?)

c) What is the current status of the API?

d) What are future plans?

2. How was the API designed?

a) Was there a defined process? Why?

b) Did you use guidelines?

3. What challenges did you face?

a) Why?

b) API life-cycle? (e.g. during design, implementation, deployment, monitoring,
deprecation)

4. How did you overcome those challenges?

a) Did it work? Why?

b) What would you do different now if you could start over?

5. Which incentive mechanisms would have helped solve the challenges?

a) Would incentivizing help at all? Why? Why not?

b) Which mechanisms would work?

6. What is motivating to you for API management?

a) Why?

A.2. Questionnaire for Evaluation Interviews

Recommendations to evaluate:

1. Platform for data sharing - data description, data owner, how to access the data

2. Communication - plan efficient communication between stakeholders and developers to
get feedback on time. Work together with the business/person with understanding of
the domain on the design

3. Top management initiatives - create awareness within the organization

4. Project organization - organize the people in a project-based team; think domain-driven;
think as a player within an ecosystem; encourage ownership culture.

5. Managed API Gateway - key point is to enable easy authentication; others are e.g.
availability, security, version control.
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6. Guidelines - create best practices and standards to be followed within the organization;
keep re-usability in mind in the design phase

7. Development tools and environment - enable developers to publish quickly, securely
and in a managed way; provide tools for API development/maintenance

8. Monetization strategy - readily designed by the business unit

9. Speed - key factor for both developers and customers (enable developers to create APIs
fast and self-service for customers with little technical background)
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